## 常用集合类源码解析

源码解析JDK1.8：ArrayList、LinkedList、HashSet、TreeSet、HashMap、TreeMap、ConcurrentHashMap

#### 一、ArrayList源码解析

List有索引、有序、可重复。

查询快，新增删除慢。

**1. 实现接口：**

List、RandomAccess、Cloneable、Serializable

实现RandomAccess便于集合元素的快速访问即查询。

实现Cloneable便于集合的拷贝，本质是数组的复制，属于浅拷贝。

实现Serializable便于集合的序列化

**深拷贝、浅拷贝的概念：**

Java中对象的复制通常通过赋值来实现，但是这种方式通过任何一方的引用操作都会改变对象。

Clone方法，可以实现对象的复制，得到一个新的对象。对于一个对象中的属性既包含基本类型又包含引用类型，clone方法完成的拷贝是浅拷贝，因为引用类型的对象仍然是共用的。

深拷贝就是让对象中的任何一个属性，包括基本数据类型和应用数据类型都是不相同的，这个拷贝得到的对象就是一个深拷贝的对象。这种方法需要各个引用类型都实现Cloneable接口，重写clone方法。

以List<Student>为例，直接调用ArrayList的clone方法属于浅拷贝，即ArrayList对象是新对象，但是里面的Student元素是相同的，新老集合指向相同的Student引用。

**2. 成员变量：**

初始容量10、最大容量Integer.MAX\_VALUE – 8(和jvm相关)，底层数据结构Object[]、集合大小size。

**3. 构造方法：**

可指定初始容量、或者直接传递一个集合实现类来构造ArrayList

**4. 常用方法：**

**5. 扩容：**

size+1 > elementData.length()进行扩容;

扩容1.5倍，即1.5(elementData.length());

进行数组的复制拷贝System.arraycopy()。

**6.线程安全问题：**

add方法中elementData[size++] = e;不是原子操作且没有加锁，多线程情况下回出现同一索引处的元素值被覆盖。

#### 二、LinkedList源码解析

查询慢，新增删除快。

**1.实现接口：**

List、Deque、Cloneable、Serializable

实现Deque表示这个一个支持元素在两端进行插入和删除操作的线性集合。

实现Cloneable，集合的浅拷贝。

**2.成员变量**

集合容量size,第一个节点 first、最后一个节点last，底层数据结构是双向链表。

first的特性(first == null && last == null) ||(first.prev == null && first.item != null)。

last的特性(first == null && last == null) ||(last.next == null && last.item != null)。

当集合初始化时,fist和last均为null;当集合中只有一个元素时，first和last是同一对象。first和last节点会携带集合元素的。

**3.构造方法**

支持传递集合Collection的构造方式

**4.常见问题**

无扩容问题，但是元素的查找效率不高，都是从头结点或者尾结点开始依次查找。

#### 三、HashSet源码解析

Set无索引、无序、不可重复。

HashSet<E>的底层是HashMap<E,Object>。

#### 四、TreeSet源码解析

TreeSet<E>的底层是NavigableMap<E,Object>。本质是TreeMap<E,Object>。

#### 五、HashMap源码解析

JDK1.7

**1.接口实现**

Map、Cloneable、Serializable

**2.成员变量**

默认初始化值16、最大容量2的30次方。容量必须为2的次方。加载因子loadFactor默认为0.75，集合容量size,底层是一个单链表数组Entry<K,V>[] table。扩容阈值threshold。Entry对象中的属性有key、value、hash、next。

**3.构造方法**

构造方法中可以传递容量大小capacity，加载因子loadFacotor，Map实现类。

**4.添加元素的过程、扩容**

1.将Map集合的容量设置为一个合理的值（这个值是2的次幂且和当前值最接近）。设置扩容阈值，0.75\*容量。

2.计算当前key的hash值。

3.获取key在数组中的位置：h & (length-1)，因为length-1都为1，故key在桶中的位置只由key的hash值决定。

4.如果添加元素的key值已存在（hashCode和equals方法相等），将对应的value替换成新值。

5.如果对应的桶中没有节点，或者遍历完没有相同的key值节点，那么就新增一个entry节点。

6.当前Map集合的size大于等于扩容阈值并且发生了hash冲突，则进行扩容。扩容至当前数组的两倍长度，重新分配元素在桶中的位置，更新扩容阈值threshold。(size >= threshold) && (null != table[bucketIndex])

因为上面这两个条件，所以存在下面这些情况

就是hashmap在存值的时候（默认大小为16，负载因子0.75，阈值12），可能达到最后存满16个值的时候，再存入第17个值才会发生扩容现象，因为前16个值，每个值在底层数组中分别占据一个位置，并没有发生hash碰撞。

当然也有可能存储更多值（超多16个值，最多可以存26个值）都还没有扩容。原理：前11个值全部hash碰撞，存到数组的同一个位置（这时元素个数小于阈值12，不会扩容），后面所有存入的15个值全部分散到数组剩下的15个位置（这时元素个数大于等于阈值，但是每次存入的元素并没有发生hash碰撞，所以不会扩容），前面11+15=26，所以在存入第27个值的时候才同时满足上面两个条件，这时候才会发生扩容现象。

7.添加新的entry节点，不管是添加新节点还是扩容时元素重新分配，采用的都是单链表的头插法，即新元素在最前面。

**5.常见问题**

扩容过程中，多线程模式在transfer方法中可能会有死循环问题出现。出现aba即a指向b,b指向a，查询的时候就会进入死循环。

JDK1.8

**1.接口实现**

Map、Cloneable、Serializable

**2.成员变量**

默认初始化值16、最大容量2的30次方。容量必须为2的次方。加载因子loadFactor默认为0.75，集合容量size,底层是一个单链表+数组+红黑树Node<K,V>[] table。扩容阈值threshold。Entry对象中的属性有key、value、hash、next。树化阈值（链表转红黑树）TREEIFY\_THRESHOLD、非树化阈值（红黑树转链表）UNTREEIFY\_THRESHOLD、最小树化容量（桶可能被转化为树形结构的最小容量的临界值）MIN\_TREEIFY\_CAPACITY。

**3.构造方法**

构造方法中可以传递容量大小capacity，加载因子loadFacotor，Map实现类。

**4.元素添加及扩容**

**5.常见问题**

#### 六、TreeMap源码解析

#### 七、ConcurrentHashMap 源码解析

#### 八、红黑树

<https://www.jianshu.com/p/e136ec79235c>

特征：

左旋、右旋

性质

存储

遍历：前序、中序（）、后序、层次遍历，采用的递归算法