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#devtools::install\_github("clepadellec/ClustersAnalysis")

library(ClustersAnalysis)

library(openxlsx)

## Warning: package 'openxlsx' was built under R version 4.0.3

library(ClustersAnalysis)

df=read.csv('C:/Users/DELL/Desktop/Master SISE/Github/DataMining/Train\_data.csv')

head(df,10)

## duration protocol\_type service flag src\_bytes dst\_bytes land  
## 1 0 tcp ftp\_data SF 491 0 0  
## 2 0 udp other SF 146 0 0  
## 3 0 tcp private S0 0 0 0  
## 4 0 tcp http SF 232 8153 0  
## 5 0 tcp http SF 199 420 0  
## 6 0 tcp private REJ 0 0 0  
## 7 0 tcp private S0 0 0 0  
## 8 0 tcp private S0 0 0 0  
## 9 0 tcp remote\_job S0 0 0 0  
## 10 0 tcp private S0 0 0 0  
## wrong\_fragment urgent hot num\_failed\_logins logged\_in num\_compromised  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 0 1 0  
## 5 0 0 0 0 1 0  
## 6 0 0 0 0 0 0  
## 7 0 0 0 0 0 0  
## 8 0 0 0 0 0 0  
## 9 0 0 0 0 0 0  
## 10 0 0 0 0 0 0  
## root\_shell su\_attempted num\_root num\_file\_creations num\_shells  
## 1 0 0 0 0 0  
## 2 0 0 0 0 0  
## 3 0 0 0 0 0  
## 4 0 0 0 0 0  
## 5 0 0 0 0 0  
## 6 0 0 0 0 0  
## 7 0 0 0 0 0  
## 8 0 0 0 0 0  
## 9 0 0 0 0 0  
## 10 0 0 0 0 0  
## num\_access\_files num\_outbound\_cmds is\_host\_login is\_guest\_login count  
## 1 0 0 0 0 2  
## 2 0 0 0 0 13  
## 3 0 0 0 0 123  
## 4 0 0 0 0 5  
## 5 0 0 0 0 30  
## 6 0 0 0 0 121  
## 7 0 0 0 0 166  
## 8 0 0 0 0 117  
## 9 0 0 0 0 270  
## 10 0 0 0 0 133  
## srv\_count serror\_rate srv\_serror\_rate rerror\_rate srv\_rerror\_rate  
## 1 2 0.0 0.0 0 0  
## 2 1 0.0 0.0 0 0  
## 3 6 1.0 1.0 0 0  
## 4 5 0.2 0.2 0 0  
## 5 32 0.0 0.0 0 0  
## 6 19 0.0 0.0 1 1  
## 7 9 1.0 1.0 0 0  
## 8 16 1.0 1.0 0 0  
## 9 23 1.0 1.0 0 0  
## 10 8 1.0 1.0 0 0  
## same\_srv\_rate diff\_srv\_rate srv\_diff\_host\_rate dst\_host\_count  
## 1 1.00 0.00 0.00 150  
## 2 0.08 0.15 0.00 255  
## 3 0.05 0.07 0.00 255  
## 4 1.00 0.00 0.00 30  
## 5 1.00 0.00 0.09 255  
## 6 0.16 0.06 0.00 255  
## 7 0.05 0.06 0.00 255  
## 8 0.14 0.06 0.00 255  
## 9 0.09 0.05 0.00 255  
## 10 0.06 0.06 0.00 255  
## dst\_host\_srv\_count dst\_host\_same\_srv\_rate dst\_host\_diff\_srv\_rate  
## 1 25 0.17 0.03  
## 2 1 0.00 0.60  
## 3 26 0.10 0.05  
## 4 255 1.00 0.00  
## 5 255 1.00 0.00  
## 6 19 0.07 0.07  
## 7 9 0.04 0.05  
## 8 15 0.06 0.07  
## 9 23 0.09 0.05  
## 10 13 0.05 0.06  
## dst\_host\_same\_src\_port\_rate dst\_host\_srv\_diff\_host\_rate dst\_host\_serror\_rate  
## 1 0.17 0.00 0.00  
## 2 0.88 0.00 0.00  
## 3 0.00 0.00 1.00  
## 4 0.03 0.04 0.03  
## 5 0.00 0.00 0.00  
## 6 0.00 0.00 0.00  
## 7 0.00 0.00 1.00  
## 8 0.00 0.00 1.00  
## 9 0.00 0.00 1.00  
## 10 0.00 0.00 1.00  
## dst\_host\_srv\_serror\_rate dst\_host\_rerror\_rate dst\_host\_srv\_rerror\_rate  
## 1 0.00 0.05 0.00  
## 2 0.00 0.00 0.00  
## 3 1.00 0.00 0.00  
## 4 0.01 0.00 0.01  
## 5 0.00 0.00 0.00  
## 6 0.00 1.00 1.00  
## 7 1.00 0.00 0.00  
## 8 1.00 0.00 0.00  
## 9 1.00 0.00 0.00  
## 10 1.00 0.00 0.00  
## class  
## 1 normal  
## 2 normal  
## 3 anomaly  
## 4 normal  
## 5 normal  
## 6 anomaly  
## 7 anomaly  
## 8 anomaly  
## 9 anomaly  
## 10 anomaly

df\_not\_class=df[,-42]  
head(df\_not\_class)

## duration protocol\_type service flag src\_bytes dst\_bytes land wrong\_fragment  
## 1 0 tcp ftp\_data SF 491 0 0 0  
## 2 0 udp other SF 146 0 0 0  
## 3 0 tcp private S0 0 0 0 0  
## 4 0 tcp http SF 232 8153 0 0  
## 5 0 tcp http SF 199 420 0 0  
## 6 0 tcp private REJ 0 0 0 0  
## urgent hot num\_failed\_logins logged\_in num\_compromised root\_shell  
## 1 0 0 0 0 0 0  
## 2 0 0 0 0 0 0  
## 3 0 0 0 0 0 0  
## 4 0 0 0 1 0 0  
## 5 0 0 0 1 0 0  
## 6 0 0 0 0 0 0  
## su\_attempted num\_root num\_file\_creations num\_shells num\_access\_files  
## 1 0 0 0 0 0  
## 2 0 0 0 0 0  
## 3 0 0 0 0 0  
## 4 0 0 0 0 0  
## 5 0 0 0 0 0  
## 6 0 0 0 0 0  
## num\_outbound\_cmds is\_host\_login is\_guest\_login count srv\_count serror\_rate  
## 1 0 0 0 2 2 0.0  
## 2 0 0 0 13 1 0.0  
## 3 0 0 0 123 6 1.0  
## 4 0 0 0 5 5 0.2  
## 5 0 0 0 30 32 0.0  
## 6 0 0 0 121 19 0.0  
## srv\_serror\_rate rerror\_rate srv\_rerror\_rate same\_srv\_rate diff\_srv\_rate  
## 1 0.0 0 0 1.00 0.00  
## 2 0.0 0 0 0.08 0.15  
## 3 1.0 0 0 0.05 0.07  
## 4 0.2 0 0 1.00 0.00  
## 5 0.0 0 0 1.00 0.00  
## 6 0.0 1 1 0.16 0.06  
## srv\_diff\_host\_rate dst\_host\_count dst\_host\_srv\_count dst\_host\_same\_srv\_rate  
## 1 0.00 150 25 0.17  
## 2 0.00 255 1 0.00  
## 3 0.00 255 26 0.10  
## 4 0.00 30 255 1.00  
## 5 0.09 255 255 1.00  
## 6 0.00 255 19 0.07  
## dst\_host\_diff\_srv\_rate dst\_host\_same\_src\_port\_rate  
## 1 0.03 0.17  
## 2 0.60 0.88  
## 3 0.05 0.00  
## 4 0.00 0.03  
## 5 0.00 0.00  
## 6 0.07 0.00  
## dst\_host\_srv\_diff\_host\_rate dst\_host\_serror\_rate dst\_host\_srv\_serror\_rate  
## 1 0.00 0.00 0.00  
## 2 0.00 0.00 0.00  
## 3 0.00 1.00 1.00  
## 4 0.04 0.03 0.01  
## 5 0.00 0.00 0.00  
## 6 0.00 0.00 0.00  
## dst\_host\_rerror\_rate dst\_host\_srv\_rerror\_rate  
## 1 0.05 0.00  
## 2 0.00 0.00  
## 3 0.00 0.00  
## 4 0.00 0.01  
## 5 0.00 0.00  
## 6 1.00 1.00

###### variable qualitative

var\_quanti=sapply(df\_not\_class, function(x) is.factor(x)| is.character(x)|length(unique(x))<50)

var=var\_quanti==FALSE

df\_not\_class\_quanti=df\_not\_class[,var]

head(df\_not\_class\_quanti,10)

## duration src\_bytes dst\_bytes count srv\_count serror\_rate srv\_serror\_rate  
## 1 0 491 0 2 2 0.0 0.0  
## 2 0 146 0 13 1 0.0 0.0  
## 3 0 0 0 123 6 1.0 1.0  
## 4 0 232 8153 5 5 0.2 0.2  
## 5 0 199 420 30 32 0.0 0.0  
## 6 0 0 0 121 19 0.0 0.0  
## 7 0 0 0 166 9 1.0 1.0  
## 8 0 0 0 117 16 1.0 1.0  
## 9 0 0 0 270 23 1.0 1.0  
## 10 0 0 0 133 8 1.0 1.0  
## rerror\_rate same\_srv\_rate diff\_srv\_rate srv\_diff\_host\_rate dst\_host\_count  
## 1 0 1.00 0.00 0.00 150  
## 2 0 0.08 0.15 0.00 255  
## 3 0 0.05 0.07 0.00 255  
## 4 0 1.00 0.00 0.00 30  
## 5 0 1.00 0.00 0.09 255  
## 6 1 0.16 0.06 0.00 255  
## 7 0 0.05 0.06 0.00 255  
## 8 0 0.14 0.06 0.00 255  
## 9 0 0.09 0.05 0.00 255  
## 10 0 0.06 0.06 0.00 255  
## dst\_host\_srv\_count dst\_host\_same\_srv\_rate dst\_host\_diff\_srv\_rate  
## 1 25 0.17 0.03  
## 2 1 0.00 0.60  
## 3 26 0.10 0.05  
## 4 255 1.00 0.00  
## 5 255 1.00 0.00  
## 6 19 0.07 0.07  
## 7 9 0.04 0.05  
## 8 15 0.06 0.07  
## 9 23 0.09 0.05  
## 10 13 0.05 0.06  
## dst\_host\_same\_src\_port\_rate dst\_host\_srv\_diff\_host\_rate dst\_host\_serror\_rate  
## 1 0.17 0.00 0.00  
## 2 0.88 0.00 0.00  
## 3 0.00 0.00 1.00  
## 4 0.03 0.04 0.03  
## 5 0.00 0.00 0.00  
## 6 0.00 0.00 0.00  
## 7 0.00 0.00 1.00  
## 8 0.00 0.00 1.00  
## 9 0.00 0.00 1.00  
## 10 0.00 0.00 1.00  
## dst\_host\_srv\_serror\_rate dst\_host\_rerror\_rate dst\_host\_srv\_rerror\_rate  
## 1 0.00 0.05 0.00  
## 2 0.00 0.00 0.00  
## 3 1.00 0.00 0.00  
## 4 0.01 0.00 0.01  
## 5 0.00 0.00 0.00  
## 6 0.00 1.00 1.00  
## 7 1.00 0.00 0.00  
## 8 1.00 0.00 0.00  
## 9 1.00 0.00 0.00  
## 10 1.00 0.00 0.00

data=cbind(df\_not\_class\_quanti,df$class)

head(data,10)

## duration src\_bytes dst\_bytes count srv\_count serror\_rate srv\_serror\_rate  
## 1 0 491 0 2 2 0.0 0.0  
## 2 0 146 0 13 1 0.0 0.0  
## 3 0 0 0 123 6 1.0 1.0  
## 4 0 232 8153 5 5 0.2 0.2  
## 5 0 199 420 30 32 0.0 0.0  
## 6 0 0 0 121 19 0.0 0.0  
## 7 0 0 0 166 9 1.0 1.0  
## 8 0 0 0 117 16 1.0 1.0  
## 9 0 0 0 270 23 1.0 1.0  
## 10 0 0 0 133 8 1.0 1.0  
## rerror\_rate same\_srv\_rate diff\_srv\_rate srv\_diff\_host\_rate dst\_host\_count  
## 1 0 1.00 0.00 0.00 150  
## 2 0 0.08 0.15 0.00 255  
## 3 0 0.05 0.07 0.00 255  
## 4 0 1.00 0.00 0.00 30  
## 5 0 1.00 0.00 0.09 255  
## 6 1 0.16 0.06 0.00 255  
## 7 0 0.05 0.06 0.00 255  
## 8 0 0.14 0.06 0.00 255  
## 9 0 0.09 0.05 0.00 255  
## 10 0 0.06 0.06 0.00 255  
## dst\_host\_srv\_count dst\_host\_same\_srv\_rate dst\_host\_diff\_srv\_rate  
## 1 25 0.17 0.03  
## 2 1 0.00 0.60  
## 3 26 0.10 0.05  
## 4 255 1.00 0.00  
## 5 255 1.00 0.00  
## 6 19 0.07 0.07  
## 7 9 0.04 0.05  
## 8 15 0.06 0.07  
## 9 23 0.09 0.05  
## 10 13 0.05 0.06  
## dst\_host\_same\_src\_port\_rate dst\_host\_srv\_diff\_host\_rate dst\_host\_serror\_rate  
## 1 0.17 0.00 0.00  
## 2 0.88 0.00 0.00  
## 3 0.00 0.00 1.00  
## 4 0.03 0.04 0.03  
## 5 0.00 0.00 0.00  
## 6 0.00 0.00 0.00  
## 7 0.00 0.00 1.00  
## 8 0.00 0.00 1.00  
## 9 0.00 0.00 1.00  
## 10 0.00 0.00 1.00  
## dst\_host\_srv\_serror\_rate dst\_host\_rerror\_rate dst\_host\_srv\_rerror\_rate  
## 1 0.00 0.05 0.00  
## 2 0.00 0.00 0.00  
## 3 1.00 0.00 0.00  
## 4 0.01 0.00 0.01  
## 5 0.00 0.00 0.00  
## 6 0.00 1.00 1.00  
## 7 1.00 0.00 0.00  
## 8 1.00 0.00 0.00  
## 9 1.00 0.00 0.00  
## 10 1.00 0.00 0.00  
## df$class  
## 1 normal  
## 2 normal  
## 3 anomaly  
## 4 normal  
## 5 normal  
## 6 anomaly  
## 7 anomaly  
## 8 anomaly  
## 9 anomaly  
## 10 anomaly

Test

object=multivariate\_object(data,22)

m\_test.value(object = object,i=1)

## normal pvalue  
## count 91.8636270 0.000000e+00  
## serror\_rate 103.1582793 0.000000e+00  
## srv\_serror\_rate 102.8194628 0.000000e+00  
## rerror\_rate 40.7676820 0.000000e+00  
## same\_srv\_rate -118.9164731 0.000000e+00  
## diff\_srv\_rate 30.7161982 0.000000e+00  
## dst\_host\_count 58.5391863 0.000000e+00  
## dst\_host\_srv\_count -114.1636266 0.000000e+00  
## dst\_host\_same\_srv\_rate -109.8655952 0.000000e+00  
## dst\_host\_diff\_srv\_rate 37.8015149 0.000000e+00  
## dst\_host\_same\_src\_port\_rate 14.7565334 0.000000e+00  
## dst\_host\_srv\_diff\_host\_rate 9.9877045 0.000000e+00  
## dst\_host\_serror\_rate 103.3325121 0.000000e+00  
## dst\_host\_srv\_serror\_rate 103.7625242 0.000000e+00  
## dst\_host\_rerror\_rate 40.6809729 0.000000e+00  
## dst\_host\_srv\_rerror\_rate 40.7900353 0.000000e+00  
## srv\_diff\_host\_rate -19.1490744 9.852227e-82  
## duration 8.0788895 6.661338e-16  
## dst\_bytes -1.7378326 8.224032e-02  
## src\_bytes 0.9114479 3.620594e-01  
## srv\_count 0.3761911 7.067748e-01

#les variables hot/dst\_bytes/src\_bytes/srv\_count caracterise la classe ‘normal’ le plus mauvais

m\_test.value(object = object,i=2)

## anomaly pvalue  
## count -91.8636270 0.000000e+00  
## serror\_rate -103.1582793 0.000000e+00  
## srv\_serror\_rate -102.8194628 0.000000e+00  
## rerror\_rate -40.7676820 0.000000e+00  
## same\_srv\_rate 118.9164731 0.000000e+00  
## srv\_diff\_host\_rate 19.1490744 0.000000e+00  
## dst\_host\_count -58.5391863 0.000000e+00  
## dst\_host\_srv\_count 114.1636266 0.000000e+00  
## dst\_host\_same\_srv\_rate 109.8655952 0.000000e+00  
## dst\_host\_diff\_srv\_rate -37.8015149 0.000000e+00  
## dst\_host\_serror\_rate -103.3325121 0.000000e+00  
## dst\_host\_srv\_serror\_rate -103.7625242 0.000000e+00  
## dst\_host\_rerror\_rate -40.6809729 0.000000e+00  
## dst\_host\_srv\_rerror\_rate -40.7900353 0.000000e+00  
## diff\_srv\_rate -30.7161982 3.459282e-207  
## dst\_host\_same\_src\_port\_rate -14.7565334 2.792711e-49  
## dst\_host\_srv\_diff\_host\_rate -9.9877045 1.725308e-23  
## duration -8.0788895 6.535921e-16  
## dst\_bytes 1.7378326 8.224032e-02  
## src\_bytes -0.9114479 3.620594e-01  
## srv\_count -0.3761911 7.067748e-01

# les variables hot/dst\_bytes/src\_bytes/srv\_count caracterise la classe ‘normal’ le plus mauvais:

data\_final=data[,-c(2,3,5)]

object=multivariate\_object(data\_final,19)

# Rapport de correlation

### R^2  
  
m\_R2\_multivariate(object, rescale = TRUE)

## [1] 0.004242981

colnames(data\_final)

## [1] "duration" "count"   
## [3] "serror\_rate" "srv\_serror\_rate"   
## [5] "rerror\_rate" "same\_srv\_rate"   
## [7] "diff\_srv\_rate" "srv\_diff\_host\_rate"   
## [9] "dst\_host\_count" "dst\_host\_srv\_count"   
## [11] "dst\_host\_same\_srv\_rate" "dst\_host\_diff\_srv\_rate"   
## [13] "dst\_host\_same\_src\_port\_rate" "dst\_host\_srv\_diff\_host\_rate"  
## [15] "dst\_host\_serror\_rate" "dst\_host\_srv\_serror\_rate"   
## [17] "dst\_host\_rerror\_rate" "dst\_host\_srv\_rerror\_rate"   
## [19] "df$class"

# fisher test

u\_object=Univariate\_object(data\_final,19)

u\_fisher\_test\_all(u\_object)

## Eta2 Test\_value p\_value  
## duration 0.002590943 65.4354 6.661338e-16  
## count 0.334997657 12689.5658 0.000000e+00  
## serror\_rate 0.422437799 18424.3500 0.000000e+00  
## srv\_serror\_rate 0.419667418 18216.1447 0.000000e+00  
## rerror\_rate 0.065976099 1779.3313 0.000000e+00  
## same\_srv\_rate 0.561356340 32237.0241 0.000000e+00  
## diff\_srv\_rate 0.037453250 980.1575 0.000000e+00  
## srv\_diff\_host\_rate 0.014556272 372.0887 0.000000e+00  
## dst\_host\_count 0.136034152 3966.2451 0.000000e+00  
## dst\_host\_srv\_count 0.517380558 27004.3333 0.000000e+00  
## dst\_host\_same\_srv\_rate 0.479157200 23173.9209 0.000000e+00  
## dst\_host\_diff\_srv\_rate 0.056724804 1514.8260 0.000000e+00  
## dst\_host\_same\_src\_port\_rate 0.008644170 219.6453 0.000000e+00  
## dst\_host\_srv\_diff\_host\_rate 0.003959916 100.1469 0.000000e+00  
## dst\_host\_serror\_rate 0.423865986 18532.4663 0.000000e+00  
## dst\_host\_srv\_serror\_rate 0.427401113 18802.4012 0.000000e+00  
## dst\_host\_rerror\_rate 0.065695747 1771.2387 0.000000e+00  
## dst\_host\_srv\_rerror\_rate 0.066048469 1781.4211 0.000000e+00

# Le nombre des valeurs differentes pour chaque colonne

for (i in 1:18){  
 a=length(unique(data\_final[,i]))  
 print(paste(colnames(data\_final[i]), a))  
}

## [1] "duration 758"  
## [1] "count 466"  
## [1] "serror\_rate 70"  
## [1] "srv\_serror\_rate 56"  
## [1] "rerror\_rate 72"  
## [1] "same\_srv\_rate 97"  
## [1] "diff\_srv\_rate 79"  
## [1] "srv\_diff\_host\_rate 57"  
## [1] "dst\_host\_count 256"  
## [1] "dst\_host\_srv\_count 256"  
## [1] "dst\_host\_same\_srv\_rate 101"  
## [1] "dst\_host\_diff\_srv\_rate 101"  
## [1] "dst\_host\_same\_src\_port\_rate 101"  
## [1] "dst\_host\_srv\_diff\_host\_rate 63"  
## [1] "dst\_host\_serror\_rate 100"  
## [1] "dst\_host\_srv\_serror\_rate 88"  
## [1] "dst\_host\_rerror\_rate 101"  
## [1] "dst\_host\_srv\_rerror\_rate 100"

TEST AVEC ARBRE DE DECISION

#TEST AVEC ARBRE DE DECISION

##Séparer en train-test (0.75-0.25)

colnames(data\_final)[19]='class'

n=nrow(data\_final)  
ind\_test=sample(1:n, n\*0.25, replace = FALSE, prob = NULL)  
data\_train=data\_final[-ind\_test,]  
data\_test=data\_final[ind\_test,]

head(data\_train)

## duration count serror\_rate srv\_serror\_rate rerror\_rate same\_srv\_rate  
## 1 0 2 0.0 0.0 0 1.00  
## 2 0 13 0.0 0.0 0 0.08  
## 3 0 123 1.0 1.0 0 0.05  
## 4 0 5 0.2 0.2 0 1.00  
## 5 0 30 0.0 0.0 0 1.00  
## 6 0 121 0.0 0.0 1 0.16  
## diff\_srv\_rate srv\_diff\_host\_rate dst\_host\_count dst\_host\_srv\_count  
## 1 0.00 0.00 150 25  
## 2 0.15 0.00 255 1  
## 3 0.07 0.00 255 26  
## 4 0.00 0.00 30 255  
## 5 0.00 0.09 255 255  
## 6 0.06 0.00 255 19  
## dst\_host\_same\_srv\_rate dst\_host\_diff\_srv\_rate dst\_host\_same\_src\_port\_rate  
## 1 0.17 0.03 0.17  
## 2 0.00 0.60 0.88  
## 3 0.10 0.05 0.00  
## 4 1.00 0.00 0.03  
## 5 1.00 0.00 0.00  
## 6 0.07 0.07 0.00  
## dst\_host\_srv\_diff\_host\_rate dst\_host\_serror\_rate dst\_host\_srv\_serror\_rate  
## 1 0.00 0.00 0.00  
## 2 0.00 0.00 0.00  
## 3 0.00 1.00 1.00  
## 4 0.04 0.03 0.01  
## 5 0.00 0.00 0.00  
## 6 0.00 0.00 0.00  
## dst\_host\_rerror\_rate dst\_host\_srv\_rerror\_rate class  
## 1 0.05 0.00 normal  
## 2 0.00 0.00 normal  
## 3 0.00 0.00 anomaly  
## 4 0.00 0.01 normal  
## 5 0.00 0.00 normal  
## 6 1.00 1.00 anomaly

##Lancer Arbre de decision

library(rpart)  
data\_train\_arbre=rpart(class~.,data=data\_train, method = "class")  
plot(data\_train\_arbre)  
text(data\_train\_arbre)
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library(rpart.plot)  
  
rpart.plot(data\_train\_arbre)
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## Predire avec arbre de decision

predict=predict(data\_train\_arbre, data\_test,"class")

## Calculer les metriques

# Matrice de confusion  
  
conf1=table(data\_test$class,predict)  
print(conf1)

## predict  
## anomaly normal  
## anomaly 2704 207  
## normal 143 3244

# Taux d'erreur  
  
print(1-sum(diag(conf1))/sum(conf1))

## [1] 0.0555732

# Taux rappel  
  
print(conf1[2,2]/sum(conf1["normal",]))

## [1] 0.9577797

# Taux precision  
  
print(conf1[2,2]/sum(conf1[,"normal"]))

## [1] 0.9400174

## tuning les hyperparametres

para=rpart.control(minsplit =10, minbucket = 2)  
data\_train\_arbre2=rpart(class~., data\_train, method = "class", control = para)  
  
#print(DFApp\_arb2)  
  
rpart.plot(data\_train\_arbre2)

![](data:image/png;base64,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)

predict2=predict(data\_train\_arbre2, data\_test, type="class")

# Matrice de confusion  
  
conf2=table(data\_test$class,predict2)  
print(conf2)

## predict2  
## anomaly normal  
## anomaly 2704 207  
## normal 143 3244

# Taux d'erreur  
  
print(1-sum(diag(conf2))/sum(conf2))

## [1] 0.0555732

# Taux rappel  
  
print(conf2[2,2]/sum(conf2["normal",]))

## [1] 0.9577797

# Taux precision  
  
print(conf2[2,2]/sum(conf2[,"normal"]))

## [1] 0.9400174