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**第1章 Flask安装**

[Flask](http://flask.pocoo.org/)是小型框架，其有两个主要依赖：路由、调试和Web服务器网关接口(WSGI, Web Server Gateway Interface)子系统由[Werkzeug](http://werkzeug.pocoo.org/)提供；模板系统由[Jinja2](http://werkzeug.pocoo.org/)提供。Werkzeug和Jinjia2 都是由 Flask的核心开发者开发而成。

Flask并不原生支持数据库访问、Web 表单验证和用户认证等高级功能，需要以扩展的形式实现，然后再与核心包集成。

* 虚拟环境virtualenv

① 安装virtualenv包：$ pip install virtualenv

② 创建虚拟环境venv：$ virtualenv venv

当前目录(比如hello目录)生成一个venv子目录，虚拟环境名字为venv

③ 激活虚拟环境venv：$ venv\Scripts\activate

虚拟环境被激活后，命令提示符变为：(venv) $

其中Python 解释器临时添加到PATH

④ 退出虚拟环境：$ deactivate

以后就在虚拟环境venv安装Python第三方模块，如：

|  |
| --- |
| (venv) $ pip install flask  (venv) $ pip freeze  click==6.7  Flask==1.0.1  itsdangerous==0.24  Jinja2==2.10  MarkupSafe==1.0  Werkzeug==0.14.1 |

**第2章 程序的基本结构**

* 2.1 初始化

所有Flask程序必须创建一个程序实例。Web 服务器使用WSGI协议把接收自客户端的所有请求转交给这个对象处理。

Flask 类的构造函数只有一个必须指定的参数，即程序主模块或包的名字：

|  |
| --- |
| from flask import Flask  app = Flask(\_\_name\_\_) |

* 2.2 路由(route)和视图函数(view)

客户端把请求发给Web 服务器，Web 服务器再把请求发给Flask程序实例。程序实例需要知道对每个URL请求运行哪些代码，所以保存了一个URL到Python 函数的映射关系。处理URL和函数之间关系的程序称为路由。

定义路由最简便方式，是使用程序实例提供的app.route 装饰器，把函数注册为路由。

|  |
| --- |
| @app.route('/')  def index():  return '<h1 style=color:red>hello world!</h1>' |

动态路由：URL地址中可以包含可变部分，如/user/<name>，尖括号内容就是动态部分，Flask将动态部分作为参数传入视图函数：

|  |
| --- |
| @app.route('/user/<name>') *# 动态路由*  def user(name):  return '<h1>hello, {}!</h1>'.format(name) |

Flask支持在路由中使用int、float和path类型。path类型也是字符串，但不把斜线视作分隔符，而作为动态的一部分。

|  |
| --- |
| dct = {5: 'rin', 6: 'maki', 7: 'nozomi'}  @app.route('/user/<int:id>')  def user1(id):  return '<h1>hello, {}!</h1>'.format(dct.get(id, 'world')) |

* 2.3 启动服务器

|  |
| --- |
| if \_\_name\_\_ == '\_\_main\_\_':  *# 默认端口5000, 可以修改*  app.run(debug=True, port=8888) |

① 公认端口(Well Known Ports)：0~1023，紧密绑定于一些服务。通常这些端口的通讯明确表明了某种服务协议。80端口实际上总是HTTP通讯。

② 注册端口(Registered Ports)：1024~49151，松散地绑定于一些服务。这些端口同样用于许多其它目的。如许多系统处理动态端口从1024左右开始。

③ 动态和/或私有端口(Dynamic and/or Private Ports)：49152~65535。理论上不应为服务分配这些端口。实际上机器通常从1024起分配动态端口。

服务器启动后，会进入轮询，等待并处理请求。轮询一直运行，直到程序停止。
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* 2.4 请求-响应循环

请求对象封装了客户端发送的HTTP 请求。要让视图函数能够访问请求对象，可以将其作为参数传入视图函数，但会导致每个视图函数都增加一个参数。

为了避免传入大量参数使得视图函数变得乱七八糟，Flask使用上下文临时把某些对象变为全局可访问。

|  |
| --- |
| from flask import request  @app.route('/')  def index():  user\_agent = request.headers.get('User-Agent')  return '<h1 style=color:red>hello world!</h1><br><p>{}</p>'.format(user\_agent) |

此视图函数把request当全局变量使用。但事实上request不可能是全局变量。比如多线程处理不同客户端不同请求时，每个线程的request对象一定不同

Flask上下文全局变量：程序上下文和请求上下文

|  |  |  |
| --- | --- | --- |
| **变量名** | **上下文** | **说明** |
| current\_app | 程序上下文 | 当前激活程序的程序实例 |
| g | 程序上下文 | 处理请求时用作临时存储的对象。每次请求都会重设此变量 |
| request | 请求上下文 | 请求对象，封装了客户端发出的HTTP 请求内容 |
| session | 请求上下文 | 用户会话，用于存储请求之间需要记住值的词典 |

Flask在分发请求之前激活(或推送)程序和请求上下文，请求处理完成后再将其删除。程序上下文被推送后，可以在线程中使用current\_app 和g 变量；请求上下文被推送后，可以使用request 和session 变量。如果使用这些变量时没有激活上下文，就会导致错误。

* 2.5 URL映射

生成映射除了用app.route装饰器，还可以用app.add\_url\_rule()方法

使用app.url\_map可以查看URL映射(用shell或另一个py文件)

同目录的test.py：

|  |
| --- |
| from hello import app  print(app.url\_map) |

结果：

|  |
| --- |
| Map([<Rule '/' (GET, OPTIONS, HEAD) -> index>,  <Rule '/static/<filename>' (GET, OPTIONS, HEAD) -> static>,  <Rule '/user/<id>' (GET, OPTIONS, HEAD) -> user1>,  <Rule '/user/<name>' (GET, OPTIONS, HEAD) -> user>]) |

/static/<*filename*>是Flask添加的特殊路由，用于访问静态文件。

URL映射中的HEAD、Options、GET是请求方法，由路由处理。Flask为每个路由指定了请求方法，不同的请求方法发送到相同的URL上时，使用不同的视图函数处理。HEAD和OPTIONS方法由Flask自动处理。

* 2.6 请求钩子

有时在处理请求之前或之后执行相同函数，为了避免每个视图函数都使用重复代码，Flask提供注册通用函数的功能。

请求钩子通过装饰器实现：

① before\_first\_request：在处理第一个请求之前运行；

② before\_request：在每次请求之前运行；

③ after\_request：如果没有未处理的异常抛出，在每次请求之后运行；

④ teardown\_request：即使有未处理的异常抛出，也在每次请求之后运行。

在请求钩子函数和视图函数之间共享数据一般使用上下文全局变量g。

如before\_request处理程序可从数据库中加载已登录用户，并将其保存到g.user中。之后调用视图函数再使用g.user获取用户。

* 2.7 响应

视图函数返回值作为响应内容，可以是一个简单的字符串，作为HTML页面返回客户端。

① 状态码是HTTP响应的重要部分，Flask默认200，表示成功处理请求。

状态码可以作为视图函数第2个返回值：

|  |
| --- |
| @app.route('/user/<int:id>')  def user1(id):  name = dct.get(id)  if name:  return '<h1>hello, {}!</h1>'.format(name)  return '<h1>Bad Request</h1>', 400 |

make\_response()函数(参数和视图的返回值一样)可以返回一个Response对象，返回一个Response对象。可以在响应对象上调用各种方法，比如设置cookie：

|  |
| --- |
| from flask import make\_response  @app.route('/')  def index():  res = make\_response('<h1>F12查看cookie</h1>') *# 创建Response对象*  res.set\_cookie('name', 'hikari') *# 设置cookie*  return res |

② 重定向，通常使用302状态码，通常在Web表单中使用

Flask提供redirect()辅助函数生成重定向响应

|  |
| --- |
| from flask import redirect  @app.route('/')  def index():  return redirect('https://www.baidu.com') |

③ abort()函数用于处理错误，生成特殊的响应

|  |
| --- |
| from flask import abort  @app.route('/user/<int:id>')  def user1(id):  name = dct.get(id)  if name is None:  abort(404)  return '<h1>hello, {}!</h1>'.format(name) |

如果URL动态参数id对应用户不存在就返回404。

abort不会把控制权交还给调用的函数，而是抛出异常把控制权交给Web服务器。

* 2.8 Flask扩展

Flask设计为可扩展，没有提供一些重要的功能(如数据库和用户认证)，所以可以自由选择最适合的包，或者按需求自行开发。

**使用Flask-Script支持命令行选项**

Flask支持很多启动设置选项，但只能在脚本中作为参数传给app.run()，不方便，传递设置选项的理想方式是使用命令行参数。

// 为什么在下认为命令行反而不友好...

Flask-Script是一个Flask扩展，为Flask程序添加一个命令行解析器。Flask-Script自带一组常用选项，而且支持自定义命令。

|  |
| --- |
| from flask\_script import Manager  app = Flask(\_\_name\_\_)  manager = Manager(app)  *# 视图与之前一样*  if \_\_name\_\_ == '\_\_main\_\_':  manager.run() |

运行hello.py：

|  |
| --- |
| $ (venv) python hello.py  usage: hello.py [-?] {shell,runserver} ...  positional arguments:  {shell,runserver}  shell Runs a Python shell inside Flask application context.  runserver Runs the Flask development server i.e. app.run()  optional arguments:  -?, --help show this help message and exit |

① shell命令用于在程序上下文启动Python Shell会话，可以测试或维护；

② runserver命令启动Web服务器：

python hello.py runserver --help可以查看用法：

|  |
| --- |
| (venv) $ python hello.py runserver --help  usage: hello.py runserver [-?] [-h HOST] [-p PORT] [--threaded]  [--processes PROCESSES] [--passthrough-errors] [-d]  [-D] [-r] [-R] [--ssl-crt SSL\_CRT]  [--ssl-key SSL\_KEY]  ... |

-h或--host，默认指定服务器监听localhost的连接，所以只接受来自服务器所在计算机发起的连接。要允许同网其他计算机连接服务器指定--host 0.0.0.0：

|  |
| --- |
| (venv) $ python hello.py runserver --host 0.0.0.0  \* Serving Flask app "hello" (lazy loading)  \* Environment: production  WARNING: Do not use the development server in a production environment.  Use a production WSGI server instead.  \* Debug mode: off  \* Running on http://0.0.0.0:5000/ (Press CTRL+C to quit) |

这样，Web服务器可使用http://a.b.c.d:5000/网络中的任一台电脑访问，其中a.b.c.d是服务器所在计算机的外网IP地址。

**第3章 模板**

例如用户注册，视图函数需要访问数据库，添加新用户，此为业务逻辑；注册完将响应返回浏览器，此为表现逻辑。如果两者耦合太大，使代码难以理解和维护。

把表现逻辑移到模板中能降低耦合，提高可维护性。

* 3.1 Jinja2模板引擎

模板是一个包含响应文本的文件，其中包含用占位变量{{ variable }}表示的动态部分，其具体值只在请求上下文中才知道。

渲染：使用真实值替换变量，再返回最终得到的响应字符串。

① 渲染模板

默认Flask在程序根目录的templates子目录寻找模板。

hello.py：

|  |
| --- |
| from flask import Flask, render\_template  app = Flask(\_\_name\_\_)  @app.route('/')  def index():  return render\_template('index.html')  @app.route('/user/<name>')  def user(name):  return render\_template('user.html', name=name)  if \_\_name\_\_ == '\_\_main\_\_':  app.run(debug=True, port=8000) |

index.html：

|  |
| --- |
| h1 {font: 36px/36px "Microsoft YaHei"; color: red;}  <h1>welcome to hikari's website!!!</h1> |

user.html：

|  |
| --- |
| h1 {font: 36px/36px "Microsoft YaHei";}  .user {color: #ff00ff;}  <h1>hello,<span class="user">{{ name }}</span>!</h1> |

② Jinja2变量

类似于{{ name }}结构表示变量，是特殊的占位符，告诉模板引擎这个位置的值从渲染模板使用的数据中获取。

|  |
| --- |
| {{ dct['key'] }} *{# 字典根据键获取值 #}*  {{ lst[0] }} *{# 列表指定索引 #}*  {{ lst[i] }} *{# 列表索引是变量 #}*  {{ obj.func() }} *{# 对象的方法 #}* |

③ 过滤器

可以使用过滤器修改变量，格式：{{ variable|filter }}

如：{{ name|capitalize }}

Jinja2常用过滤器

|  |  |
| --- | --- |
| **常用过滤器** | **说明** |
| safe | 渲染值时不转义 |
| capitalize | 首字母转大写，其他字母小写 |
| lower | 转换成小写 |
| upper | 转换成大写 |
| title | 每个单词的首字母转换成大写 |
| trim | 去除首尾空格 |
| striptags | 渲染之前删除变量所有HTML标签 |

默认出于安全考虑，Jinja2会转义变量。如果一个变量的值为'<h1>maki</h1>'，Jinja2 会将其渲染成'&lt;h1&gt;maki&lt;/h1&gt;'，浏览器显示<h1>maki</h1>，没有解析成h1标签。但很多情况需要显示变量中存储的HTML代码，就可使用 safe过滤器：{{ name|safe }}，浏览器显示**maki**，将其作为h1标签解析。

**注意**：千万别在不可信的值上使用safe过滤器，例如用户在表单中输入的文本。

④ Jinja2控制结构

1) if语句：

|  |
| --- |
| {% if user %}  Hello, {{ user }}!  {% else %}  Hello, Stranger!  {% endif %} |

2) for语句：

|  |
| --- |
| <ul>  {% for i in data %}  <li>{{ i }}</li>  {% endfor %}  </ul> |

3) 宏，类似于函数

|  |
| --- |
| {% macro show(name) %}  <li>{{ name }}</li>  {% endmacro %}  <ul>  {% for i in data %} {{ show(i) }} {% endfor %}  </ul> |

为了重复使用宏，可以将其保存到单独文件如macros.html；

需要使用时导入：

|  |
| --- |
| {% import 'macros.html' as macros %}  <ul>  {% for i in data %}  {{ macros.show(i) }}  {% endfor %}  </ul> |

需要多处重复使用的模板代码片段可以写入单独文件，再包含在所有模板中， 以避免重复：{% include 'common.html' %}

另一种重复使用代码的强大方式是模板继承，类似于Python 中的类继承。

⑤ 模板继承

base.html父模板：

|  |
| --- |
| <!DOCTYPE html>  <html lang="en">  <head>  {% block head %}  <meta charset="UTF-8">  <meta name="viewport" content="width=device-width, initial-scale=1.0">  <meta http-equiv="X-UA-Compatible" content="ie=edge">  <title>{% block title %}{% endblock %} - hikari app</title>  {% endblock %}  </head>  <body>  {% block body %} {% endblock %}  </body>  </html> |

block标签在父模板中挖坑，比如上面定义了head, title, body 3个坑。

index.html：

|  |
| --- |
| {% extends "base.html" %} *{# 继承于base.html模板 #}*  {% block head %} {{super()}}*{# 父模板中内容非空,使用super()获取原来的内容 #}*  <style> h1 {font: 36px/36px "Microsoft YaHei"; color: red;}</style>  {% endblock %}  {% block title %}index{% endblock%}  {% block body %}<h1>hello world!</h1>{% endblock %} |

index.html继承于base.html，在其中填坑。

* 3.2 Flask-Bootstrap

Bootstrap 是客户端框架，因此不会直接涉及服务器。服务器需要做的只是提供引用了Bootstrap CSS和JavaScript文件的HTML响应，并在HTML、CSS和JavaScript代码中实例化所需组件。这些操作最理想的执行场所就是模板。

要在程序中集成Bootstrap，可以使用Flask-Bootstrap扩展。

初始化Flask-Bootstrap后，在程序中可以使用其提供的父模板bootstrap/base.html。利用Jinja2的模板继承机制，子模板就引入了Bootstrap元素。

示例：使用Flask-Bootstrap修改user.html

hello.py：

|  |
| --- |
| from flask import Flask, render\_template  from flask\_bootstrap import Bootstrap  app = Flask(\_\_name\_\_)  bootstrap = Bootstrap(app)  @app.route('/')  def index():  return render\_template('index.html')  @app.route('/user/<name>')  def user(name):  return render\_template('user.html', name=name)  if \_\_name\_\_ == '\_\_main\_\_':  app.run(debug=True, port=8000) |

user.html：

|  |
| --- |
| {% extends "bootstrap/base.html" %}  *{# 提供网页框架, 引入Bootstrap所有CSS和JS文件 #}*  {% block title %}User{% endblock%}  {% block styles%}  {{super()}}  <style>  h1 {font: 36px/36px "Microsoft YaHei";}  .user {color: #ff00ff;}  </style>  {% endblock %}  {% block navbar %}*{# 导航条, 直接复制吧, 太难记了 #}*  <div class="navbar navbar-inverse navbar-static-top" role="navigation">  <div class="container">  <div class="navbar-header">  *{# 当设备宽度小, 菜单内容折叠时出现此按钮, 点击出现data-target指向collapse #}*  <button type="button" class="navbar-toggle" data-toggle="collapse" data-target=".navbar-collapse">  <span class="sr-only">Toggle navigation</span>  <span class="icon-bar"></span>  <span class="icon-bar"></span>  <span class="icon-bar"></span></button>  *{# logo区域#}*  <a class="navbar-brand" href="/">Flasky</a></div>  <div class="navbar-collapse collapse">  *{# nav navbar-nav:导航条菜单 #}*  <ul class="nav navbar-nav"><li><a href="/">Home</a></li></ul>  </div></div></div>  {% endblock %}  {% block content %}  <div class="container">  <div class="page-header">  <h1>hello, <span class="user">{{ name }}</span>!</h1></div></div>  {% endblock %} |

效果：

![](data:image/png;base64,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)

Flask-Bootstrap父模板中定义的block：

|  |  |  |  |
| --- | --- | --- | --- |
| **块名** | **说明** | **块名** | **说明** |
| doc | 整个HTML文档 | styles | css样式 |
| html\_attribs | <html>标签的属性 | body\_attribs | <body>标签的属性 |
| html | <html>标签的内容 | body | <body>标签的内容 |
| head | <head>标签的内容 | navbar | 用户定义的导航条 |
| title | <title>标签的内容 | content | 用户定义的页面内容 |
| metas | 一组<meta>标签 | scripts | 文档底部的JS声明 |

其中很多块都是Flask-Bootstrap自用，如果直接重定义可能会导致问题。

如Bootstrap所需的css和js文件在styles和scripts块中声明。如果程序需要在已经有内容的块中添加新内容，必须使用Jinja2提供的super()函数。

* 3.3 自定义错误页面

在浏览器输入没有配置的url，会显示一个404错误页面，然而这个页面太丑了！

Flask可以基于模板自定义错误页面。

常见错误代码：404：客户端请求未知页面；500：有未处理的异常。

① hello.py自定义错误页面的视图

|  |
| --- |
| @app.errorhandler(404)  def page\_not\_found(e):  return render\_template('404.html'), 404  @app.errorhandler(500)  def internal\_server\_error(e):  return render\_template('500.html'), 500 |

需要创建404.html和500.html，可以复制user.html内容，但是太麻烦；可以使用模板继承，templates/base.html 继承于bootstrap/base.html，然后user.html、404.html和500.html都继承此父模板。

② templates/base.html：

|  |
| --- |
| {% extends "bootstrap/base.html" %}  {% block title %}hikari app{% endblock%}  {% block styles %}  {{ super() }}  <style>  h1 {font: 36px/36px "Microsoft YaHei";}  .user {color: #ff00ff;}</style>  {% endblock %}  {% block navbar %}*{# 导航条,直接复制吧,太难记了 #}*  <div class="navbar navbar-inverse navbar-static-top" role="navigation">  <div class="container">  <div class="navbar-header">  <button type="button" class="navbar-toggle" data-toggle="collapse" data-target=".navbar-collapse">  <span class="sr-only">Toggle navigation</span>  <span class="icon-bar"></span>  <span class="icon-bar"></span>  <span class="icon-bar"></span></button>  <a class="navbar-brand" href="/">Flasky</a></div>  <div class="navbar-collapse collapse">  <ul class="nav navbar-nav">  <li><a href="/">Home</a></li></ul>  </div></div></div>  {% endblock %} {% block content %}  <div class="container">  {% block page\_content %}{% endblock %}</div>  {% endblock %} |

和上面templates/user.html 基本一样，主要最后在content 坑里挖了一个page\_content的坑。

③ templates/404.html：使用模板继承自定义404错误页面

|  |
| --- |
| {% extends "base.html" %} *{# 继承于自定义的base.html模板#}*  {% block title %}hikari app - Page Not Found{% endblock %} *{# 覆盖父模板的title#}*  {% block page\_content %}  <div class="page-header"><h1>Not Found</h1></div>  {% endblock %} |

④ templates/500.html：使用模板继承自定义500错误页面

|  |
| --- |
| {% extends "base.html" %}  {% block title %}hikari app - Internal Server Error{% endblock %}  {% block page\_content %}  <div class="page-header"><h1>Internal Server Error</h1></div>  {% endblock %} |

⑤ 简化templates/user.html：

|  |
| --- |
| {% extends "base.html" %}  {% block title %}User{% endblock %}  {% block page\_content %}  <div class="page-header">  <h1>hello,<span class="user">{{ name }}</span>!</h1></div>  {% endblock %} |

* 3.4 链接

任何具有多路由的程序都需要可以链接到不同页面，例如导航条。

url\_for()函数可以使用URL映射中保存的信息生成URL。

最简单用法是以视图函数名作为参数：

如{{ url\_for('index') }}返回/；

{{ url\_for('index', \_external=True) }}返回http://localhost:5000/；

\_external=True表示绝对地址。

使用url\_for()生成动态地址时，将动态部分作为关键字参数传入。

如<a *href*="{{ url\_for('user', name='hikari' , \_external=True) }}">hikari</a>

链接地址是http://localhost:5000/user/hikari

还可以添加查询字符串：{{ url\_for('index', page=2) }}结果是/?page=2

* 3.5 静态文件

对静态文件的引用作为特殊路由：/*static*/<*filename*>

如{{ url\_for('static', filename='css/main.css', \_external=True) }}

结果是：http://localhost:5000/static/css/main.css

Flask默认在程序根目录的static子目录寻找静态文件。

示例：定义收藏夹图标

templates/base.html：

|  |
| --- |
| {% block head %}  {{ super() }}  <link rel="shortcut icon" href="{{ url\_for('static', filename = 'shortcuticon.png') }}" type="image/png">  <link rel="icon" href="{{ url\_for('static', filename = 'shortcuticon.png') }}" type="image/png">  {% endblock %} |

左上角的小图标：
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* 3.6 Flask-Moment本地化日期和时间

服务器需要统一时间，一般使用协调世界时(Coordinated Universal Time，UTC)

但用户更希望看到当地时间，而且采用当地惯用的格式。

一个优雅的解决方案：把时间单位发送给Web浏览器，转换成当地时间，然后渲染。因为浏览器能获取用户计算机的时区和区域设置。

[moment.js](http://momentjs.com/)是使用JavaScript开发的优秀客户端开源代码库，可以在浏览器中渲染日期和时间。Flask-Moment是一个Flask程序扩展，把moment.js集成到Jinja2模板中。

示例：

① hello.py：初始化Flask-Moment

|  |
| --- |
| from flask\_moment import Moment  moment = Moment(app) |

② templates/base.html：在底部引入moment.js库

|  |
| --- |
| {% block scripts %}  {{ super() }}  {{ moment.include\_moment() }}  {{ moment.lang('zh-CN') }} *{# 指定时间戳本地化语言 #}*  {% endblock %} |

为了处理时间戳，Flask-Moment向模板开放了moment类

③ hello.py：index视图添加一个now变量：

|  |
| --- |
| from datetime import datetime  @app.route('/')  def index():  return render\_template('index.html', now=datetime.utcnow()) |

④ templates/index.html：使用Flask-Moment渲染时间戳

|  |
| --- |
| {% block page\_content %}  <div class="page-header">  <h3>时间：{{ moment(now).format('YYYY年MM月DD日 ddd HH:mm:ss') }}</h3>  *{# 根据电脑的时区和区域设置渲染日期和时间 #}*  <h3>时间：{{ moment(now).format('LLLL') }}</h3>  <h3>那是{{ moment(now).fromNow(refresh=True) }}。</h3>  </div>  {% endblock %} |

结果：
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fromNow()渲染相对时间戳，会随着时间的推移自动刷新显示的时间。最开始显示几秒前；但指定refresh参数后，会随着时间的推移而更新，比如1分钟前、2 分钟前等。

Flask-Moment实现了moment.js中的format()、fromNow()、fromTime()、 calendar()、

valueOf()和unix()方法。查阅[文档](http://momentjs.com/docs/#/displaying/)学习全部格式化选项。

**第4章 Web表单**

[Flask-WTF](http://pythonhosted.org/Flask-WTF/)扩展把处理Web表单的过程变成一种愉悦的体验。它对独立的[WTForms](http://wtforms.simplecodes.com)包进行了包装，方便集成到Flask程序中。

* 4.1 跨站请求伪造保护

默认Flask-WTF能保护所有表单免受跨站请求伪造(Cross-Site Request Forgery，CSRF)的攻击。恶意网站把请求发送到被攻击者已登录的其他网站时就会引发 CSRF攻击。

为了实现CSRF保护，Flask-WTF需要程序设置一个密钥。Flask-WTF使用这个密钥生成加密令牌，再用令牌验证请求中表单数据的真伪。

示例：hello.py：设置Flask-WTF密钥：

|  |
| --- |
| app = Flask(\_\_name\_\_)  app.config['SECRET\_KEY'] = 'hoshizora rin' *# csrf保护* |

app.config字典可用来存储框架、扩展和程序本身的配置变量；还提供了一些方法，可以从文件或环境中导入配置值。

SECRET\_KEY配置变量是通用密钥，可在Flask和多个第三方扩展中使用。加密的强度取决于变量值的机密程度。不同的程序要使用不同的密钥，而且要保证其他人不知道所用的字符串。

**注意**：为了增强安全性，密钥不应该直接写入代码，而要保存在环境变量中。
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* 4.2 表单类

每个表单都由一个继承自FlaskForm的类表示。这个类定义表单中的一组字段，每个字段都用对象表示。字段对象可附属一个或多个验证函数。验证函数用来验证用户提交的输入值是否符合要求。

示例：包含一个文本字段和一个提交按钮的简单表单

|  |
| --- |
| from flask\_wtf import FlaskForm  from wtforms import StringField, SubmitField  from wtforms.validators import DataRequired  class NameForm(FlaskForm): *# 一个文本字段和一个提交按钮*  name = StringField('你的名字是？', validators=[DataRequired()])  submit = SubmitField('提交') |

StringField类表示属性为type="text"的<input>元素。SubmitField类表示属性为 type="submit"的<input>元素。字段构造函数的第一个参数是把表单渲染成 HTML时使用的标号。

可选参数validators指定一个由验证函数组成的列表，在接受用户提交的数据之前验证数据。验证函数DataRequired()确保提交的字段不为空。

注：FlaskForm基类由Flask-WTF扩展定义；字段和验证函数却可以直接从WTForms包中导入。

WTForms支持的HTML标准字段有：StringField、TextAreaField、PasswordField、HiddenField、IntegerField等。

WTForms验证函数有：Email、Length、Regexp、EqualTo等。

具体查狗书P35。

* 4.3 表单渲染成HTML

Flask-Bootstrap提供一个非常高端的辅助函数，可以使用Bootstrap中预先定义好的表单样式渲染整个Flask-WTF表单。

|  |
| --- |
| {% import "bootstrap/wtf.html" as wtf %}  {{ wtf.quick\_form(form) }} |

wtf.quick\_form()函数的参数为Flask-WTF表单对象，使用Bootstrap默认样式渲染传入的表单。

示例：使用Flask-WTF和Flask-Bootstrap渲染表单

templates/index.html：

|  |
| --- |
| {% extends "base.html"%}  {% import "bootstrap/wtf.html" as wtf %}  {% block title %}index{% endblock%}  {% block page\_content %}  <div class="page-header">  <h1>Hello, {% if name %}{{ name }}{% else %}Stranger{% endif %}!</h1></div>  {{ wtf.quick\_form(form) }} *{# 使用Bootstrap默认样式渲染表单 #}*  {% endblock %} |

* 4.4 在视图函数处理表单

index视图：

|  |
| --- |
| @app.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  name = None  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  name = form.name.data *# 获取字段data属性*  form.name.data = '' *# 清空字段*  return render\_template('index.html', form=form, name=name) |

index视图可以GET和POST请求。第1次访问，服务器收到没有表单数据的GET请求，validate\_on\_submit()返回 False，name为None；模板执行else语句，显示Stranger；输入名字后name获取数据，传给模板显示：
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不输入直接提交，提示：
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* 4.5 重定向和用户会话

上面表单，提交之后刷新会出现警告，要求再次提交表单之前进行确认。
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因为刷新页面，浏览器会重新发送之前已经发送过的最后一个请求。如果是包含表单数据的POST请求，刷新页面会再次提交表单。

最好不要让POST请求成为浏览器发送的最后一个请求。

可以使用重定向作为POST请求的响应。重定向是特殊的响应，响应内容是URL，而不是HTML代码的字符串，浏览器收到重定向响应后，向重定向的URL发送GET请求。称为Post/重定向/Get模式。

但是处理POST请求时，使用form.name.data获取用户输入，但请求结束，数据随之丢失，所以需要程序能保存输入数据。这样重定向后的请求也可以获得这个数据，从而构建真正的响应。

程序可以把数据存储在用户会话中，在请求之间记住数据。用户会话是私有存储，存在每个连接到服务器的客户端中。用户会话是请求上下文中的变量session，类似于字典。

**注**：默认用户会话保存在客户端cookie中，使用设置的SECRET\_KEY进行加密签名。如果篡改了cookie的内容，签名就会失效，会话也随之失效。

示例：修改index()，实现重定向和用户会话：

|  |
| --- |
| from flask import Flask, redirect, render\_template, session, url\_for  @app.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  session['name'] = form.name.data *# 获取字段data属性存入session*  return redirect(url\_for('index')) *# 重定向,GET方式请求index*  return render\_template('index.html', form=form, name=session.get('name')) |

第1次GET请求，session没有name字段，显示stranger；输入名字POST提交表单后，name被存入session中，随即重定向再次GET请求，显示name；下次再刷新，仍然是同一个name。浏览器的cookies保存有session字段。

session在不同请求之间共享数据。

* 4.6 Flash消息

flash()函数实现请求完成后告诉用户状态发生了变化，比如用户提交错误登录表单后，服务器发回响应重新渲染表单，显示消息提示用户名或密码错误。

示例：

① index视图，Flash消息：

|  |
| --- |
| from flask import Flask, redirect, render\_template, session, url\_for, flash  @app.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  old\_name = session.get('name') *# 获取session已有name*  if old\_name and old\_name != form.name.data: *# 旧名字与获取名字不同*  flash('你似乎改名字了！')  session['name'] = form.name.data *# 获取字段data属性存入session*  return redirect(url\_for('index')) *# 重定向,GET方式请求index*  return render\_template('index.html', form=form, name=session.get('name')) |

每次提交名字都会和之前存储在session的名字比较，如果不一样就调用flash()函数，发给客户端下一个响应中显示消息。

仅调用flash()函数不能显示消息，需要在模板渲染才能显示消息。最好在父模板templates/base.html中渲染flash消息，这样所有页面都能显示。

② templates/base.html渲染Flash消息：

修改content坑位：

|  |
| --- |
| {% block content %}  <div class="container">  {% for message in get\_flashed\_messages() %}  <div class="alert alert-warning">  <button type="button" class="close" data-dismiss="alert">&times;</button>  {{ message }}  </div>  {% endfor %}  {% block page\_content %}{% endblock %}  </div>  {% endblock %} |
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Flask把get\_flashed\_messages()函数开放给模板，用来获取并渲染消息。

在模板中使用循环是因为在之前的请求循环中每次调用flash()函数都会生成一个消息，可能有多个消息在排队等待显示。

**第5章 数据库**

数据库按照一定规则保存数据，程序发起查询取回所需的数据。Web程序最常用基于关系模型的数据库，也称为SQL数据库，因为它们使用结构化查询语言。不过最近几年文档数据库和键值对数据库成了流行的替代选择，这两种合称NoSQL数据库。

* 5.1 SQL数据库

关系型数据库把数据存储在表中，表的列是固定的，行数是可变的。表中有个特殊的列称为主键，是各行唯一标识符。表中还可以有称为外键的列，引用同一个或不同表某行的主键。

如下图两个表：
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roles表可用的用户角色，每种角色都有唯一id；users表是用户列表，每个用户也都有唯一id，还有一个外键role\_id引用roles表的id，指定每个用户角色。

关系型数据库存储数据高效，避免重复。重命名角色很简单，只要修改roles表的角色名，users表不需要修改，通过role\_id立刻能看到更新。但数据分别存储在不同表中，需要连接查询，使用复杂。

* 5.2 NoSQL数据库

NoSQL数据库一般用集合代替表，使用文档代替记录。大多数NoSQL数据库不支持联结操作。

对于上面users和roles表，改写成NoSQL，结构应该是：

![](data:image/png;base64,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)

每个用户都存储一个具体的角色，重命名操作将会非常耗时。

但NoSQL不用联结，虽数据重复量增加，但查询速度快，操作简单。

* 5.3 SQL or NoSQL

SQL数据库擅于用高效且紧凑的形式存储结构化数据，需花费大量精力保证数据的一致性。NoSQL数据库放宽了要求，性能上有优势。

对中小型程序，SQL和NoSQL都是很好的选择，性能相当。

* 5.4 Python数据库框架

选择数据库框架时要考虑的因素：

① 易用性

如果直接比较数据库引擎和数据库抽象层，显然后者取胜。抽象层，也称为对象关系映射(Object-Relational Mapper，ORM)或对象文档映射(Object-Document Mapper，ODM)，在用户不知觉的情况下把高层的面向对象操作转换成低层的数据库指令。

② 性能

ORM和ODM把对象业务转换成数据库业务会有一定的损耗。大多数情况下，ORM和ODM对生产率的提升远远超过性能的损耗。关键在于如何选择一个能直接操作低层数据库的抽象层，以防特定的操作需要直接使用数据库原生指令优化。

③ 可移植性

④ Flask集成度

不一定非得选择已经集成了Flask的框架，但选择这些框架可以节省编写集成代码的时间，简化配置和操作。

狗书推荐使用[Flask-SQLAlchemy](http://pythonhosted.org/Flask-SQLAlchemy/)，其集成了[SQLAlchemy](http://www.sqlalchemy.org/)框架。

* 5.5 Flask-SQLAlchemy管理数据库

Flask-SQLAlchemy简化了在Flask程序中使用SQLAlchemy的操作。

SQLAlchemy是一个强大的关系型数据库框架，支持多种数据库后台。

其提供了高层ORM和原生SQL的低层功能。

在Flask-SQLAlchemy中，数据库使用URL指定。

**常用FLask-SQLAlchemy数据库URL**

|  |  |
| --- | --- |
| **数据库引擎** | **URL** |
| MySQL | *mysql://username:password@hostname/database* |
| Postgres | *postgresql://username:password@hostname/database* |
| SQLite(Unix) | *sqlite:////absolute/path/to/database* |
| SQLite(Windows) | *sqlite:///c:/absolute/path/to/database* |

**注**：SQLite数据库不需要使用服务器，因此不用指定hostname、username和password。URL中的database是硬盘上文件的文件名。

程序使用的数据库URL必须保存到Flask配置对象的 SQLALCHEMY\_DATABASE\_URI键中。配置对象中还有一个很有用的选项，即SQLALCHEMY\_COMMIT\_ON\_TEARDOWN键，设为True时，每次请求结束后都会自动提交数据库中的变动。

示例：配置数据库

|  |
| --- |
| from flask\_sqlalchemy import SQLAlchemy  import os  basedir = os.path.abspath(os.path.dirname(\_\_file\_\_)) *# flask程序根目录*  app = Flask(\_\_name\_\_)  *# 配置sqlite数据库*  app.config['SQLALCHEMY\_DATABASE\_URI'] = 'sqlite:///' + \  os.path.join(basedir, 'data.sqlite') *# 数据库名字为data.sqlite*  app.config['SQLALCHEMY\_COMMIT\_ON\_TEARDOWN'] = True *# 自动提交修改*  db = SQLAlchemy(app) |

db对象是SQLAlchemy类的实例，表示程序使用的数据库，同时还获得了Flask-SQLAlchemy提供的所有功能。

* 5.6 定义模型

模型表示程序使用的持久化实体。在ORM中模型一般是一个类，类的属性对应数据库表中的列。

Flask-SQLAlchemy创建的数据库实例为模型提供了一个父类以及一系列辅助类和辅助函数，可用于定义模型的结构。

示例：定义Role和User模型

|  |
| --- |
| class Role(db.Model):  \_\_tablename\_\_ = 'roles' *# 表名*  id = db.Column(db.Integer, primary\_key=True) *# 主键*  name = db.Column(db.String(64), unique=True)  def \_\_repr\_\_(self):  return '<Role %r>' % self.name    class User(db.Model):  \_\_tablename\_\_ = 'users'  id = db.Column(db.Integer, primary\_key=True) *# 主键*  username = db.Column(db.String(64), unique=True, index=True)  def \_\_repr\_\_(self):  return '<User %r>' % self.username |

自定义模型继承于db.Model类，一个模型对应一张表，模型的属性对应表中的列，是db.Column类的实例。

\_\_repr()\_\_返回一个具有可读性的字符串表示模型，可在调试和测试时使用。

常见SQLAlchemy列(字段)类型有String、Integer、Text、Date等，见狗书P48

常见SQLAlchemy列选项(约束)有：

|  |  |
| --- | --- |
| **选项名** | **说明** |
| primary\_key | 设为True表示主键 |
| unique | 设为True不允许出现重复的值 |
| index | 设为True为这列创建索引，提升查询效率 |
| nullable | 设为True，允许使用空值；设为False，不允许使用空值 |
| default | 为这列设置默认值 |

* 5.7 关系

关系型数据库使用关系把不同表中的行联系起来。roles表示用户角色，有主键id和name字段；users表示用户信息，有主键id、username、password字段，还有一个外键role\_id表示用户角色。显然1个角色对应n个用户，1个用户只能有1个角色，是一对多的关系。

示例：Role和User关系

|  |
| --- |
| class Role(db.Model):  \_\_tablename\_\_ = 'roles' *# 表名*  id = db.Column(db.Integer, primary\_key=True) *# 主键*  name = db.Column(db.String(64), unique=True)  users = db.relationship('User', backref='role')  class User(db.Model):  \_\_tablename\_\_ = 'users'  id = db.Column(db.Integer, primary\_key=True) *# 主键*  username = db.Column(db.String(64), unique=True, index=True)  role\_id = db.Column(db.Integer, db.ForeignKey('roles.id')) *# 外键* |

添加到User模型的role\_id为外键，db.ForeignKey()参数'role.id'表示这列值是roles表的id值。

添加到Role模型的users属性代表这个关系的面向对象视角。对于Role类的一个实例，其users属性将返回与角色相关联的用户组成的列表。

db.relationship()的第一个参数表示关系的另一端是哪个模型。如果模型类尚未定义，可使用字符串形式指定。

backref参数向User模型中添加一个role属性，从而定义反向关系。这一属性可替代role\_id访问Role模型，获取的是模型对象，而不是外键的值。

**常用SQLAlchemy关系选项**

|  |  |
| --- | --- |
| **选项名** | **说明** |
| backref | 在关系的另一个模型中添加反向引用 |
| primaryjoin | 明确指定两个模型之间使用的联结条件。只在模棱两可的关系中需要指定 |
| lazy | 指定如何加载相关记录。可选值有select(首次访问时按需加载)、immediate(源对象加载后就加载)、joined(加载记录，但使用联结)、subquery(立即加载，但使用子查询)、noload(永不加载)和dynamic(不加载记录，但提供加载记录的查询) |
| uselist | 如果设为 False，不使用列表，而使用标量值 |
| order\_by | 指定关系中记录的排序方式 |
| secondary | 指定多对多关系中关系表的名字 |
| secondaryjoin | SQLAlchemy无法自行决定时，指定多对多关系中的二级联结条件 |

一对一关系可以用一对多关系表示，但调用db.relationship()时要把uselist 设为False，把多变成一。

多对多关系很复杂，需要用到第三张表，称为关系表。

* 5.8 数据库操作

学习使用模型最好方法是在Python shell中实际操作。

要使用shell用Flask-Script支持命令行：

|  |
| --- |
| from flask\_script import Manager  manager = Manager(app)  if \_\_name\_\_ == '\_\_main\_\_':  manager.run() |

提示SQLALCHEMY\_TRACK\_MODIFICATIONS要设为True或False…

|  |
| --- |
| app.config['SQLALCHEMY\_TRACK\_MODIFICATIONS'] = False |

① 创建表：create\_all()

|  |
| --- |
| (venv) $ python hello.py shell  >>> from hello import \*  >>> db.create\_all() |

程序根目录多了一个data.sqlite的文件。

如果数据库表已经存在于数据库，db.create\_all()不会重新创建或者更新这个表。如果修改模型后要应用到数据库，粗暴的方式是先删除再创建：

|  |
| --- |
| >>> db.drop\_all()  >>> db.create\_all() |

但是这将数据库原来的数据删除了。

② 插入行

|  |
| --- |
| >>> admin\_role = Role(name='Admin')  >>> mod\_role = Role(name='Moderator')  >>> user\_role = Role(name='User')  >>> hikari = User(username='hikari',role=admin\_role)  >>> maki = User(username='maki',role=user\_role)  >>> rin = User(username='rin',role=user\_role) |

id没有明确指定，因为主键由Flask-SQLAlchemy管理。

这些对象只存在于Python中，还未写入数据库。

|  |
| --- |
| >>> print(admin\_role.id)  None |

id没有被赋值，说明数据的确未写入数据库。

通过数据库会话(也称事务)db.session管理对数据库所做的改动

|  |
| --- |
| >>> db.session.add(admin\_role)  >>> db.session.add(mod\_role)  >>> db.session.add(user\_role)  >>> db.session.add(hikari)  >>> db.session.add(maki)  >>> db.session.add(rin) |

可以简写为：

|  |
| --- |
| >>> db.session.add\_all([admin\_role, mod\_role, user\_role, hikari, maki, rin]) |

调用commit()方法提交会话，将对象写入数据库：

|  |
| --- |
| >>> db.session.commit()  >>> print(admin\_role.id)  1 |

说明id已经被赋值了，数据存入了数据库。

数据库会话能保证数据库的一致性。提交操作使用原子方式把会话中的对象全部写入数据库。如果在写入过程中发生了错误，整个会话都会失效。

db.session.rollback()：数据库会话回滚

③ 修改行

数据库会话使用add()方法也可以更新模型。

比如将'Admin'角色重命名为'Administrator'：

|  |
| --- |
| >>> admin\_role.name='Administrator'  >>> db.session.add(admin\_role)  >>> db.session.commit() |

④ 删除行

数据库会话使用delete()方法删除行。

比如将"Moderator"字段从数据库删除：

|  |
| --- |
| >>> db.session.delete(mod\_role)  >>> db.session.commit() |

⑤ 查询行

每个模型类都有query对象，查询字段所有行使用all()方法：

|  |
| --- |
| >>> Role.query.all()  [<Role 'Administrator'>, <Role 'User'>]  >>> User.query.all()  [<User 'hikari'>, <User 'maki'>, <User 'rin'>] |

使用过滤器可以对query对象进行更精确的数据库查询。  
如查询User中所有角色是user\_role的用户：

|  |
| --- |
| >>> User.query.filter\_by(role=user\_role).all()  [<User 'maki'>, <User 'rin'>] |

将query对象转换成字符串可以查看SQLAlchemy生成的原生SQL查询语句：

|  |
| --- |
| >>> str(User.query.filter\_by(role=user\_role))  'SELECT users.id AS users\_id, users.username AS users\_username, users.role\_id AS users\_role\_id \nFROM users \nWHERE ? = users.role\_id' |

如果退出shell会话后，再打开新的shell会话，此时没有Python对象，需要从数据库读取行，再重新创建Python对象。

|  |
| --- |
| >>> from hello import \*  >>> user\_role = Role.query.filter\_by(name='User').first()  >>> user\_role.users  [<User 'maki'>, <User 'rin'>] |

**常用的SQLAlchemy查询过滤器**

|  |  |
| --- | --- |
| **过滤器** | **说明** |
| filter() | 把过滤器添加到原查询上，返回一个新查询 |
| filter\_by() | 把等值过滤器添加到原查询上，返回一个新查询 |
| limit() | 使用指定的值限制原查询返回的结果数量，返回一个新查询 |
| offset() | 偏移原查询返回的结果，返回一个新查询 |
| order\_by() | 根据指定条件对原查询结果进行排序，返回一个新查询 |
| group\_by() | 根据指定条件对原查询结果进行分组，返回一个新查询 |

在查询上应用指定的过滤器后，通过调用all()执行查询，以列表的形式返回结果。还有其他方法能触发查询执行。

**常用的SQLAlchemy查询执行函数**

|  |  |
| --- | --- |
| **方法** | **说明** |
| all() | 以列表形式返回查询的所有结果 |
| first() | 返回查询的第一个结果；没有返回None |
| first\_or\_404() | 返回查询的第一个结果；没有结果则终止请求，返回404错误响应 |
| get() | 返回指定主键对应的行，没有则返回None |
| get\_or\_404() | 返回指定主键对应的行，没有则终止请求，返回404错误响应 |
| count() | 返回查询结果的数量 |
| paginate() | 返回一个Paginate对象，包含指定范围内的结果 |

关系和查询的处理方式类似。

示例：分别从关系的两端查询角色和用户之间的一对多关系：

|  |
| --- |
| >>> users = user\_role.users  >>> users  [<User 'maki'>, <User 'rin'>]  >>> users[0].role  <Role 'User'> |

但是此时执行user\_role.users表达式，隐含的查询会调用all()返回一个用户列表。 query对象是隐藏的，无法指定更精确的查询过滤器。

示例：修改Role模型的动态关系

|  |
| --- |
| class Role(db.Model):  \_\_tablename\_\_ = 'roles' *# 表名*  id = db.Column(db.Integer, primary\_key=True) *# 主键*  name = db.Column(db.String(64), unique=True)  users = db.relationship('User', backref='role', lazy='dynamic') |

加入了lazy = 'dynamic'参数，禁止自动执行查询，可以添加过滤器：

|  |
| --- |
| >>> users = user\_role.users  >>> users  <sqlalchemy.orm.dynamic.AppenderBaseQuery object at 0x055DC210>  >>> users.order\_by(User.username.desc()).all()  [<User 'rin'>, <User 'maki'>]  >>> users.count()  2 |

* 5.9 在视图函数中操作数据库

① index视图

|  |
| --- |
| @app.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  user = User.query.filter\_by(username=form.name.data).first() *# 数据库查询*  if user is None: *# 数据库不存在用户则添加*  user = User(username=form.name.data)  db.session.add(user)  session['known'] = False  else:  session['known'] = True  session['name'] = form.name.data *# 获取字段data属性存入session*  form.name.data = '' *# 清空文本框*  return redirect(url\_for('index')) *# 重定向, GET方式请求index*  return render\_template('index.html', form=form, name=session.get('name'), known=session.get('known', False)) |

② templates.index.html：

|  |
| --- |
| {% extends "base.html"%} *{# 继承于base.html模板 #}*  {% import "bootstrap/wtf.html" as wtf %}  {% block title %}index{% endblock%}  {% block page\_content %}  <div class="page-header">  <h1>hello, {% if name %}{{ name }}{% else %}Stranger{% endif %}!</h1>  {% if not known %}  <p>很高兴见到你！</p> *{# 新用户 #}*  {% else %}  <p>非常高兴再次见到你！</p> *{# 数据库已知用户 #}*  {% endif %}  </div>  {{ wtf.quick\_form(form) }} *{# 使用Bootstrap默认样式渲染表单 #}*  {% endblock %} |

* 5.10 集成Python shell

shell练习用尚可，但每次都要重复导入模型和实例，枯燥、不友善。可以做些配置，让Flask-Script的shell命令自动导入特定的对象。

想把对象添加到导入列表中，要为shell命令注册一个make\_context回调函数

|  |
| --- |
| from flask\_script import Shell  *# 注册了应用app、数据库实例db、模型User和Role*  def make\_shell\_context():  return dict(app=app, db=db, User=User, Role=Role)  manager.add\_command("shell", Shell(make\_context=make\_shell\_context)) |

该函数注册了app、db、User、Role，因此可以直接导入shell

|  |
| --- |
| (venv) $ python hello.py shell  >>> app  <Flask 'hello'>  >>> db  <SQLAlchemy engine=sqlite:///D:\hello\data.sqlite>  >>> User  <class '\_\_main\_\_.User'>  >>> User.query.all()  [<User 'hikari'>, <User 'rin'>, <User 'maki'>, <User 'haha'>, <User 'nozomi'>] |

* 5.11 Flask-Migrate实现数据库迁移

开发过程中，有时需要修改数据库模型，修改之后还需要更新数据库。

仅当数据库表不存在时，Flask-SQLAlchemy才会创建表。因此，更新表的唯一方式就是先删除旧表，不过会丢失数据库中的所有数据。

更好的方法是使用数据库迁移框架。数据库迁移框架能跟踪数据库模式的变化，然后增量式的把变化应用到数据库中。

SQLAlchemy的主力开发人员编写了一个迁移框架[Alembic](https://alembic.readthedocs.org/en/latest/index.html)；[Flask-Migrate](http://flask-migrate.readthedocs.org/en/latest/)扩展对Alembic做了轻量级包装，并集成到Flask-Script中。

① 创建迁移仓库

示例：配置Flask-Migrate

|  |
| --- |
| from flask\_migrate import Migrate, MigrateCommand  migrate = Migrate(app, db)  manager.add\_command('db', MigrateCommand) |

为了导出数据库迁移命令，Flask-Migrate提供了一个MigrateCommand类，可附加到Flask-Script的manager 对象上。

此处，MigrateCommand类使用db命令附加。

在维护数据库迁移之前，要使用init子命令创建迁移仓库：

|  |
| --- |
| (venv) $ python hello.py db init |

然后生成migrations文件夹，所有迁移脚本都存放其中。

**注**：数据库迁移仓库中的文件要和程序其他文件一起纳入版本控制。

② 创建迁移脚本

在Alembic中，数据库迁移用迁移脚本表示。脚本有两个函数：upgrade()把迁移中的改动应用到数据库中；downgrade()将改动删除。

Alembic可以添加和删除改动，数据库可重设到历史的任意一点。

可以使用revision命令手动创建迁移，也可使用migrate命令自动创建。

手动创建的迁移只是一个骨架，upgrade()和downgrade()函数都是空的，要使用Alembic提供的Operations对象指令实现具体操作。自动创建的迁移会根据模型定义和数据库当前状态之间的差异生成upgrade()和downgrade()函数的内容。

**注意**：自动创建的迁移不一定正确，有可能会漏掉一些细节。自动生成迁移脚本后一定要进行检查。

migrate子命令自动创建迁移脚本：

|  |
| --- |
| (venv) $ python hello.py db migrate -m "initial migration" |

③ 更新数据库

使用db upgrade命令把迁移应用到数据库：

|  |
| --- |
| (venv) $ python hello.py db upgrade |

对第一个迁移，其作用和调用db.create\_all()方法一样。但后续迁移中，upgrade 命令能把改动应用到数据库中，且不影响其中保存的数据。

**第6章 电子邮件**

很多应用都需要在特定事件发生时提醒用户，比如注册成功、异地登录等，常用的通信方式是电子邮件。虽然Python标准库的smtplib包可用在Flask程序中发送电子邮件；但包装了smtplib的Flask-Mail扩展能更好地和Flask集成。

* 6.1 使用Flask-Mail 提供电子邮件支持

Flask-Mail连接到SMTP (Simple Mail Transfer Protocol，简单邮件传输协议)服务器，并把邮件交给这个服务器发送。如果不进行配置，Flask-Mail会连接*localhost* 上的端口25，无需验证即可发送电子邮件。

**Flask-Mail SMTP服务器的配置**

|  |  |  |
| --- | --- | --- |
| **配置** | **默认值** | **说明** |
| MAIL\_SERVER | *localhost* | 电子邮件服务器的主机名或IP地址 |
| MAIL\_PORT | 25 | 电子邮件服务器的端口 |
| MAIL\_USE\_TLS | False | 启用TLS(Transport Layer Security，传输层安全)协议 |
| MAIL\_USE\_SSL | False | 启用SSL(Secure Sockets Layer，安全套接层)协议 |
| MAIL\_USERNAME | None | 邮件账户的用户名 |
| MAIL\_PASSWORD | None | 邮件账户的密码 |

示例：配置Flask-Mail使用163邮箱：

|  |
| --- |
| from flask\_mail import Mail  app.config['MAIL\_SERVER'] = 'smtp.163.com'  app.config['MAIL\_PORT'] = 465 *# SMTP的加密SSL端口*  app.config['MAIL\_USE\_SSL'] = True  app.config['MAIL\_USE\_TLS'] = False  app.config['MAIL\_USERNAME'] = os.environ.get('MAIL\_USERNAME') *# xxx@163.com*  app.config['MAIL\_PASSWORD'] = os.environ.get('MAIL\_PASSWORD') *# 授权码, 不是密码*  mail = Mail(app) |

注意：邮箱需要手动开启SMTP发信功能。

千万不要把账户密码直接写入脚本，特别是要把源码传递GitHub或博客时。

为了保护账户信息，需要让脚本从环境变量中导入敏感信息。

设置环境变量：

Linux：

|  |
| --- |
| (venv) $ export MAIL\_USERNAME=abc@163.com |

Windows：

|  |
| --- |
| (venv) $ set MAIL\_USERNAME=abc@163.com |

**20180504**

* 6.2 在程序中集成发送电子邮件

// 用163邮箱按照例子发送邮件总是失败，换QQ邮箱了...

QQ邮箱-->设置-->账户-->开启服务-->POP3/SMTP服务-->手机发短信-->得到16位授权码

① 发送邮件函数send\_mail()：

|  |
| --- |
| from flask\_mail import Mail, Message  app.config['MAIL\_SERVER'] = 'smtp.qq.com'  app.config['MAIL\_PORT'] = 465 *# SMTP的加密SSL端口*  app.config['MAIL\_USE\_SSL'] = True  with open('mail.hikari') as f:  data = eval(f.read()) *# 不想用环境变量...*  my\_mail = data.get('mail') *# xxx@qq.com*  my\_pwd = data.get('password') *# 授权码, 不是密码*  app.config['MAIL\_USERNAME'] = my\_mail  app.config['MAIL\_PASSWORD'] = my\_pwd  ADMIN = 'hikari\_python@163.com'  mail = Mail(app)  def send\_mail(to, subject, template, \*\*kwargs):  *# to为接收方, subject为邮件主题, template为渲染邮件正文的模板*  msg = Message(subject, sender=my\_mail, recipients=[to])  msg.body = render\_template(template + '.txt', \*\*kwargs)  msg.html = render\_template(template + '.html', \*\*kwargs)  mail.send(msg) |

每次有新用户，就用QQ邮箱给管理员hikari\_python@163.com发邮件。

// 为什么不是用管理员邮箱给新用户发邮件?

② index视图修改：

|  |
| --- |
| @app.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  user = User.query.filter\_by(username=form.name.data).first() *# 数据库查询*  if user is None: *# 数据库不存在用户则添加*  user = User(username=form.name.data)  db.session.add(user)  session['known'] = False  if ADMIN:  send\_mail(ADMIN, 'New User', 'mail/new\_user', user=user)  else:  session['known'] = True  session['name'] = form.name.data *# 获取字段data属性存入session*  form.name.data = '' *# 清空文本框*  return redirect(url\_for('index')) *# 重定向, GET方式请求index*  return render\_template('index.html', form=form, name=session.get('name'), known=session.get('known', False)) |

③ 邮件正文

templates/mail/new\_user.html：

|  |
| --- |
| html: User <b>{{ user.username }}</b> has joined. |

templates/mail/new\_user.txt：

|  |
| --- |
| txt: User {{ user.username }} has joined. |

分别渲染纯文本和HTML版本的邮件正文。

电子邮件的模板中要有一个模板参数是user，因此调用send\_mail()函数时要以关键字参数的形式传入user。

结果：
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// txt纯文本呢?

* 6.3 异步发送电子邮件

如果发送几封邮件，可能会发现mail.send()在发送电子邮件时停滞了几秒，为了避免处理请求时不必要得到延迟，可以把发送电子邮件的函数移到后台线程。

示例：异步发送电子邮件

|  |
| --- |
| from threading import Thread  def send\_async\_mail(app,msg):  with app.app\_context():  mail.send(msg)  def send\_mail(to, subject, template, \*\*kwargs):  *# to为接收方, subject为邮件主题, template为渲染邮件正文的模板*  msg = Message(subject, sender=my\_mail, recipients=[to])  msg.body = render\_template(template + '.txt', \*\*kwargs)  msg.html = render\_template(template + '.html', \*\*kwargs)  t=Thread(target=send\_async\_mail,args=[app,msg])  t.start()  return t |

很多Flask扩展都假设已经存在激活的程序上下文和请求上下文。 Flask-Mail中的send()函数使用current\_app，因此必须激活程序上下文。但在不同线程中执行 send()函数时，程序上下文要使用app.app\_context()手动创建。

如果程序要发送大量电子邮件，使用专门发送电子邮件的作业要比给每封邮件都新建一个线程更合适。比如可以把执行send\_async\_mail()函数操作发给[Celery](http://www.celeryproject.org/)任务队列。

**第7章 大型程序的结构**

之前一直在hello.py一个文件里搬砖，一旦砖堆多了，看得头昏眼花，后期修改变得复杂而困难。

* 7.1 项目结构

大型Flask程序项目基本结构：
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① Flask程序一般保存在名为app的包中；

② migrations目录包含数据库迁移脚本；

③ 单元测试编写在test包；

④ venv目录包含Python虚拟环境；

⑤ requirements.txt列出所有依赖包，便于在其他电脑生成相同的虚拟环境；

⑥ config.py：配置文件；

⑦ manage.py：用于启动程序和其他的程序任务。

* 7.2 配置选项

程序经常需要设定多个配置，如开发、测试、生产环境需要不同的数据库。

不再使用hello.py中简单的字典结构配置，而使用层次结构的配置类。

示例：配置文件config.py：

|  |
| --- |
| import os  *# flask程序根目录*  basedir = os.path.abspath(os.path.dirname(\_\_file\_\_))  my\_mail, my\_pwd = None, None  with open('mail.hikari') as f:  data = eval(f.read())  my\_mail = data.get('mail') *# xxx@qq.com*  my\_pwd = data.get('password') *# 授权码, 不是密码*  def get\_db\_url(a):  return os.environ.get('{}DATABASE\_URL'.format(a.upper())) or 'sqlite:///{}'.format(os.path.join(basedir, '{}data.sqlite'.format(a)))  class Config(): *# 父类通用配置*  *# 敏感信息从环境变量获取, 但还是给了默认值*  SECRET\_KEY = os.environ.get('SECRET\_KEY') or 'hoshizora rin'  MAIL\_SERVER = os.environ.get('MAIL\_SERVER') or 'smtp.qq.com'  MAIL\_PORT = int(os.environ.get('MAIL\_PORT', 465)) *# SMTP的加密SSL端口*  MAIL\_USE\_SSL = True *# SSL*  MAIL\_USERNAME = os.environ.get('MAIL\_USERNAME') or my\_mail  MAIL\_PASSWORD = os.environ.get('MAIL\_PASSWORD') or my\_pwd  SQLALCHEMY\_COMMIT\_ON\_TEARDOWN = True  SQLALCHEMY\_TRACK\_MODIFICATIONS = False  FLASKY\_ADMIN = os.environ.get('FLASKY\_ADMIN') or 'hikari\_python@163.com'  @staticmethod  def init\_app(app): *# 对当前环境配置初始化*  pass  *# 3种环境使用不同数据库*  class DevelopmentConfig(Config): *# 开发专用配置*  DEBUG = True  SQLALCHEMY\_DATABASE\_URI = get\_db\_url('dev\_')  class TestingConfig(Config): *# 测试专用配置*  TESTING = True  SQLALCHEMY\_DATABASE\_URI = get\_db\_url('test\_')  class ProductionConfig(Config): *# 生产专用配置*  SQLALCHEMY\_DATABASE\_URI = get\_db\_url('')  config = {  'development': DevelopmentConfig,  'testing': TestingConfig,  'production': ProductionConfig,  'default': DevelopmentConfig *# 默认开发环境的配置*  } |

* 7.3 程序包

程序包用来保存程序所有代码、模块和静态文件，这个包可以称为app (应用)。templates和static目录是程序包一部分，需要移到app目录；数据库模型和电子邮件支持函数model.py和email.py也需要移到app目录。

① 使用程序工厂函数

单个文件开发的缺点是运行脚本时，程序实例已经创建，无法动态修改配置。如在单元测试时，为了提高测试覆盖度，需在不同配置环境中运行程序。

解决方法是延迟创建程序实例，将创建过程移到可显式调用的工厂函数。这样不仅给配置留有时间，还能创建多个程序实例。

示例：程序包的构造文件app/\_\_init\_\_.py

|  |
| --- |
| from flask import Flask  from flask\_bootstrap import Bootstrap  from flask\_mail import Mail  from flask\_moment import Moment  from flask\_sqlalchemy import SQLAlchemy  from config import config  bootstrap = Bootstrap()  mail = Mail()  moment = Moment()  db = SQLAlchemy()  def create\_app(config\_name): *# 工厂函数, 参数为配置名*  app = Flask(\_\_name\_\_)  app.config.from\_object(config[config\_name]) *# 导入配置*  config[config\_name].init\_app(app)  bootstrap.init\_app(app)  mail.init\_app(app)  moment.init\_app(app)  db.init\_app(app)  *# 附加路由和自定义的错误页面*  return app *# 返回创建的程序示例* |

② 在蓝本中实现程序功能

转换成工厂函数的操作让定义路由变得复杂了，因为只有调用create\_app()后才能使用app.route装饰器(错误页面处理用app.errorhandler装饰器)，这时定义路由太晚了。

Flask使用蓝本提供了更好的解决方法。蓝本中定义的路由处于休眠状态，直到蓝本注册到程序后，路由才真正成为程序的一部分。使用位于全局作用域中的蓝本时，定义路由的方法几乎和单脚本程序一样。

蓝本可以在单个文件中定义，也可以定义成包，包中多个模块，比如在app包中创建子包main，用于保存蓝本。

示例1：创建蓝本：app/main/\_\_init\_\_.py

|  |
| --- |
| from flask import Blueprint  *# 创建蓝本对象, 参数为蓝本的名字和蓝本所在包或模块*  main = Blueprint('main', \_\_name\_\_)  *# app/main/view.py保存路由和视图函数; app/main/errors.py保存错误处理*  *# 导入这两个模块是为了将路由和错误处理与蓝本关联起来*  *# 末尾导入为了避免循环导入, 因为views.py和errors.py要导入蓝本main*  from . import views, errors |

蓝本在工厂函数create\_app()中注册到程序。

示例2：注册蓝本：app/\_\_init\_\_.py：

|  |
| --- |
| def create\_app(config\_name):  *# ...*  from .main import main as main\_blueprint  app.register\_blueprint(main\_blueprint)  return app *# 返回创建的程序示例* |

示例3：蓝本中的错误处理：app/main/errors.py：

|  |
| --- |
| from flask import render\_template  from . import main  *# 如果使用errorhandler装饰器, 只能处理蓝本中的错误;*  *# 使用app\_errorhandler装饰器, 注册全局错误处理*  @main.app\_errorhandler(404)  def page\_not\_found(e):  return render\_template('404.html'), 404  @main.app\_errorhandler(500)  def internal\_server\_error(e):  return render\_template('500.html'), 500 |

示例4：蓝本中定义路由：app/main/views.py

|  |
| --- |
| from flask import render\_template, session, redirect, url\_for, current\_app  from .. import db  from ..models import User  from ..email import send\_mail  from . import main  from .forms import NameForm  @main.route('/', methods=['GET', 'POST']) *# 支持GET和POST*  def index():  form = NameForm()  if form.validate\_on\_submit(): *# 提交表单,数据被验证函数接受*  user = User.query.filter\_by(username=form.name.data).first() *# 数据库查询*  if user is None: *# 数据库不存在用户则添加*  user = User(username=form.name.data)  db.session.add(user)  session['known'] = False  admin = current\_app.config['FLASKY\_ADMIN']  if admin:  send\_mail(admin, 'New User', 'mail/new\_user', user=user)  else:  session['known'] = True  session['name'] = form.name.data *# 获取字段data属性存入session*  *# 蓝本端点自动添加命名空间, 为main.index; 当前蓝本简写为.index*  return redirect(url\_for('.index')) *# 重定向, GET方式请求index*  return render\_template('index.html', form=form, name=session.get('name'), known=session.get('known', False)) |

蓝本中编写视图函数区别：1. 路由装饰器由蓝本提供，是main.route()而不是app.route()；2. url\_for()函数用法不同，其第1参数是路由的端点名。在程序路由中默认为视图函数名；而Flask为蓝本的所有端点加上一个命名空间，这样不同蓝本可以有相同的函数名而不冲突。

所以上面index视图注册的端点名是main.index，在同一蓝本可以简写为.index，而跨蓝本重定向需要带有命名空间。

示例5：蓝本中的表单类：app/main/forms.py：直接复制

|  |
| --- |
| from flask\_wtf import FlaskForm  from wtforms import StringField, SubmitField  from wtforms.validators import DataRequired  class NameForm(FlaskForm): *# 一个文本字段和一个提交按钮*  name = StringField('你的名字是？', validators=[DataRequired()])  submit = SubmitField('提交') |

示例6：app/email.py

|  |
| --- |
| from threading import Thread  from flask import current\_app, render\_template  from flask\_mail import Message  from . import mail *# \_\_init\_\_.py中的mail对象*  *# 异步发送邮件*  def send\_async\_mail(app, msg):  with app.app\_context():  mail.send(msg)  def send\_mail(to, subject, template, \*\*kwargs):  *# to为接收方,subject为邮件主题,template为渲染邮件正文的模板*  app = current\_app.\_get\_current\_object() *# 将app传给子线程?*  msg = Message(  subject, sender=app.config['FLASKY\_MAIL\_SENDER'], recipients=[to])  msg.body = render\_template(template + '.txt', \*\*kwargs)  msg.html = render\_template(template + '.html', \*\*kwargs)  t = Thread(target=send\_async\_mail, args=[app, msg])  t.start()  return t |

示例7：app/models.py：将User类和Role类复制，导入db对象

|  |
| --- |
| from . import db |

将static目录和templates目录移到app目录

* 7.4 启动脚本

manage.py用于启动程序：

|  |
| --- |
| import os  from app import create\_app, db  from app.models import User, Role  from flask\_script import Manager, Shell  from flask\_migrate import Migrate, MigrateCommand  app = create\_app(os.environ.get('FLASK\_CONFIG') or 'default')  manager = Manager(app)  migrate = Migrate(app, db)  def make\_shell\_context():  return dict(app=app, db=db, User=User, Role=Role)  manager.add\_command("shell", Shell(make\_context=make\_shell\_context))  manager.add\_command('db', MigrateCommand)  if \_\_name\_\_ == '\_\_main\_\_':  manager.run() |

* 7.5 需求文件

程序中必须包含一个requirements.txt文件，记录所有依赖包及其精确的版本号。用于在另一台电脑重新生成虚拟环境，如部署程序时使用的电脑。

自动生成需求文件：

|  |
| --- |
| (venv) $ pip freeze >requirements.txt |

* 7.6 单元测试

这个程序很小，没什么可测试的。

使用Python标准库的[unittest](https://docs.python.org/3.6/library/unittest.html)包测试。

示例：单元测试：tests/test\_basics.py：

|  |
| --- |
| import unittest  from flask import current\_app  from app import create\_app, db  class BasicsTestCase(unittest.TestCase):  def setUp(self): *# 创建一个测试环境*  self.app = create\_app('testing')  self.app\_context = self.app.app\_context() *# 激活上下文*  self.app\_context.push()  db.create\_all() *# 创建数据库*  def tearDown(self):  *# 删除数据库和上下文*  db.session.remove()  db.drop\_all()  self.app\_context.pop()  def test\_app\_exists(self): *# 测试app实例是否存在*  self.assertFalse(current\_app is None)  def test\_app\_is\_testing(self): *# 程序是否在测试配置环境运行*  self.assertTrue(current\_app.config['TESTING']) |

要把tests目录当做包，需要添加tests/\_\_init\_\_.py文件，可以为空，unittest会扫描所有模块并查找测试。

为了运行单元测试，可以在manage.py中添加一个自定义命令。

示例：启动单元测试命令：manage.py：

|  |
| --- |
| @manager.command  def test():  """Run the unit tests."""  import unittest  tests = unittest.TestLoader().discover('tests')  unittest.TextTestRunner(verbosity=2).run(tests) |

manager.command 装饰器装饰的函数名就是命令名，函数的文档字符串会显示在帮助消息中。test()函数的定义体中调用了unittest包提供的测试运行函数。

单元测试可使用下面的命令运行：

|  |
| --- |
| (venv) $ python manage.py test  test\_app\_exists (test\_basics.BasicsTestCase) ... ok  test\_app\_is\_testing (test\_basics.BasicsTestCase) ... ok  ----------------------------------------------------------------------  Ran 2 tests in 1.263s  OK |

* 7.7 创建数据库

重组后的程序和单脚本版本使用不同的数据库。从环境变量读取数据库URL，或默认的SQLite数据库。

不管从哪里获取数据库URL，都要在新数据库中创建数据表。如果使用Flask-Migrate跟踪迁移，可使用如下命令创建数据表或者升级到最新修订版本：

|  |
| --- |
| (venv) $ python manage.py db upgrade |

**20180507**

**实战：社交博客程序**

**第8章 用户认证**

最常用的认证方法是要求用户提供一个身份证明(用户名或email)和一个密码。

* 8.1 Flask的认证扩展

Python优秀的认证包有很多，但没有一个能实现所有功能。

此处使用：

① Flask-Login：管理已登录用户的用户会话；

② Werkzeug：计算密码散列值并进行核对；

③ itsdangerous：生成并核对加密安全令牌。

* 8.2 密码安全性

要保证数据库中用户密码的安全，不能存储明文密码，而要存储密码的散列值。计算密码散列值的函数接收密码作为参数，使用一种或多种加密算法转换密码，最终得到和原始密码没有关系的字符序列。

**使用Werkzeug实现密码散列**

Werkzeug包的security模块能很方便地实现密码散列值的计算。

只需两个函数，分别用在注册用户和验证用户阶段。

① generate\_password\_hash(password, method='pbkdf2:sha256', salt\_length=8)

原始密码作为输入，返回密码的字符串散列值。

method和salt\_length的默认值能满足大多数需求。

② check\_password\_hash(pwhash, password)

参数为散列值和密码。返回True表明密码正确。

示例：app/models.py：User模型添加散列密码字段

|  |
| --- |
| from werkzeug.security import generate\_password\_hash, check\_password\_hash  class User(db.Model):  \_\_tablename\_\_ = 'users'  id = db.Column(db.Integer, primary\_key=True) # 主键  username = db.Column(db.String(64), unique=True, index=True)  role\_id = db.Column(db.Integer, db.ForeignKey(  'roles.id')) # 外键, roles表中的id  password\_hash = db.Column(db.String(128)) # 散列密码  # password属性只可写不可读, 因为获取散列值没有意义, 无法还原密码  @property  def password(self):  raise AttributeError('password is not a readable attribute')  @password.setter  def password(self, pwd):  self.password\_hash = generate\_password\_hash(pwd)  def verify\_password(self, pwd): # 校验密码  return check\_password\_hash(self.password\_hash, pwd)  def \_\_repr\_\_(self):  return '<User %r>' % self.username |

在shell中进行测试：

|  |
| --- |
| (venv) $ python manage.py shell  >>> u = User()  >>> u.password = 'maki'  >>> u.password\_hash  'pbkdf2:sha256:50000$sq4UFy9l$77ed2de287d2361ca0da4b912e4d376d26d1a71f6b4d9b0b67b8ab164149aadf'  >>> u.verify\_password('maki')  True  >>> u.verify\_password('rin')  False  >>> u2 = User()  >>> u2.password = 'maki'  >>> u2.password\_hash  'pbkdf2:sha256:50000$QNJbN8eL$1fd34f7b2019c36ce8b9097ff678860703f2e7a2cf3571e3e69d2e9c54debedc' |

用户u和u2使用相同的密码，但是密码的散列值也不一样，说明撒盐了?

可以把上述测试写成单元测试，以便于后续测试。在tests 包中新建一个test\_user\_model模块，测试最近对User模型所做的修改。

示例：tests/test\_user\_model.py：密码散列化测试：

|  |
| --- |
| import unittest  from app.models import User  # 测试用户模型的密码散列化  class UserModelTestCase(unittest.TestCase):  # test\_basics.py里已经有setUP和tearDown了, 此处不需要, 写了报错  def test\_password\_setter(self): # 测试设置密码  u = User(password='maki')  self.assertTrue(u.password\_hash is not None)  def test\_no\_password\_getter(self): # 测试不能获取密码  u = User(password='maki')  with self.assertRaises(AttributeError):  u.password  def test\_password\_verification(self): # 测试密码认证  u = User(password='maki')  self.assertTrue(u.verify\_password('maki'))  self.assertFalse(u.verify\_password('rin'))  def test\_password\_salts\_are\_random(self): # 测试是否随机撒盐  u = User(password='maki')  u2 = User(password='maki')  self.assertFalse(u.password\_hash == u2.password\_hash) |

* 8.3 创建认证蓝本

前一章创建app过程移入工厂函数后，使用蓝本在全局作用域定义路由。与用户认证系统相关的路由可在auth；蓝本定义。不同的功能使用不同的蓝本是保持代码整齐有序的好方法。

① app/auth/\_\_init\_\_.py：创建蓝本

|  |
| --- |
| from flask import Blueprint  auth = Blueprint('auth', \_\_name\_\_)  from . import views |

和之前main蓝本一样，auth也作为一个包，\_\_init\_\_.py底部引入auth/view.py将路由和蓝本关联。

② app/auth/views.py：蓝本中的路由和视图函数

|  |
| --- |
| from flask import render\_template  from . import auth  @auth.route('/login')  def login():  return render\_template('auth/login.html') |

指定模板在app/templates/auth目录中，避免和main蓝本和后续蓝本的模板发生命名冲突。

③ app/\_\_init\_\_.py：添加auth蓝本

|  |
| --- |
| def create\_app(config\_name): # 工厂函数, 参数为配置名  # ...  from .auth import auth as auth\_blueprint  # url\_prefix是可选, 蓝本所有路由添加前缀, 如/login变为/auth/login  app.register\_blueprint(auth\_blueprint, url\_prefix='/auth')  return app # 返回创建的程序示例 |

* 8.4 使用Flask-Login认证用户

Flask-Login是非常有用的小型扩展，用来管理用户认证系统的认证状态，且不依赖特定的认证机制。

① 用于登录的用户模型

为了使用Flask-Login，User模型需要实现几个方法：

|  |
| --- |
| 1) is\_authenticated()：如果用户已经登录，返回True否则False  2) is\_active()：如果允许用户登录，返回True否则False；如果要禁用账户，可以返回False  3) is\_anonymous()：对普通用户返回False  4) get\_id()：返回用户的唯一标识符，使用Unicode编码字符串 |

这4个方法可以直接在User类中实现，但Flask-Login提供UserMixin类，包含这些方法的默认实现，满足大多数需求，可以用User继承UserMixin：

app/models.py：修改User模型，支持用户登录

|  |
| --- |
| from flask\_login import UserMixin  class User(UserMixin, db.Model):  \_\_tablename\_\_ = 'users'  id = db.Column(db.Integer, primary\_key=True) # 主键  email = db.Column(db.String(64), unique=True, index=True) # 添加邮箱字段  username = db.Column(db.String(64), unique=True, index=True) # 用户名  password\_hash = db.Column(db.String(128)) # 密码的散列值  role\_id = db.Column(db.Integer, db.ForeignKey('roles.id')) # 外键 |

app/\_\_init\_\_.py：初始化Flask-Login

|  |
| --- |
| from flask\_login import LoginManager  login\_manager = LoginManager()  # 用户会话保护等级, 可以设为None, 'basic', 'strong', 防止用户会话遭篡改  # 'strong': 记录客户端ip和浏览器User-Agent, 如果发生异动则登出用户  login\_manager.session\_protection = 'strong'  # auth蓝本的login视图  login\_manager.login\_view = 'auth.login'  def create\_app(config\_name): # 工厂函数, 参数为配置名  # ...  login\_manager.init\_app(app)  # ... |

Flask-Login要求实现一个回调函数，使用指定的标识符加载用户：

app/models.py：加载用户的回调函数

|  |
| --- |
| @login\_manager.user\_loader  def load\_user(user\_id):  # user\_id为Unicode字符串表示的用户标识符, 如果有此用户返回用户对象; 否则返回None  return User.query.get(int(user\_id)) |

② 保护路由

为了保护路由只让认证用户访问，Flask-Login提供login\_required装饰器：

|  |
| --- |
| from flask\_login import login\_required  @app.route('/secret')  @login\_required  def secret():  pass |

未认证用户访问此路由，Flask-Login会拦截请求，把用户发往登录页面。

③ 登录表单

包含输入电子邮箱的文本字段、密码字段、保持登录复选框、提交按钮。

app/auth/form.py：

|  |
| --- |
| from flask\_wtf import FlaskForm  from wtforms import StringField, PasswordField, BooleanField, SubmitField  from wtforms.validators import DataRequired, Length, Email  class LoginForm(FlaskForm):  email = StringField('邮箱', validators=[ # 数据必须, 长度限制, email验证函数  DataRequired(), Length(5, 64), Email()])  password = PasswordField('密码', validators=[DataRequired()])  remember\_me = BooleanField('记住我')  submit = SubmitField('登录') |

登录页面模板为app/templates/auth/login.html；

app/templates/base.html：导航条右边根据是否登录添加登录退出按钮

|  |
| --- |
| {# 登录退出按钮 #}  <ul class="nav navbar-nav navbar-right">  {% if current\_user.is\_authenticated %}  <li><a href="{{ url\_for('auth.logout') }}">退出</a></li>  {% else %}  <li><a href="{{ url\_for('auth.login') }}">登录</a></li>  {% endif %}  </ul> |

变量current\_user由Flask-Login定义，在视图函数和模板自动可用，值是当前登录用户；如果用户未登录则是一个匿名用户代理对象，is\_authenticated为False

④ 登入用户

app/auth/views.py：登录视图函数login()

|  |
| --- |
| from flask import render\_template, redirect, request, url\_for, flash  from flask\_login import login\_user, logout\_user, login\_required  from . import auth  from ..models import User  from .forms import LoginForm  @auth.route('/login', methods=['GET', 'POST'])  def login():  form = LoginForm()  if form.validate\_on\_submit():  # 根据输入邮箱查询用户  user = User.query.filter\_by(email=form.email.data).first()  # 如果用户存在且密码正确  if user and user.verify\_password(form.password.data):  login\_user(user, form.remember\_me.data)  nxt = request.args.get('next')  # 没有next重定向到首页  if nxt is None or not nxt.startswith('/'):  nxt = url\_for('main.index')  return redirect(nxt)  flash('用户名或密码错误！') # 认证失败  return render\_template('auth/login.html', form=form) |

此LoginForm与之前的NameForm类似，当表单被提交，是POST请求，验证表单数据，尝试登录用户；否则是GET请求，直接渲染模板，显示表单。

如果验证成功，调用Flask-Login的login\_user()函数，在用户会话把用户标记为已登录。第2个参数remember默认为False，关闭浏览器会话就过期，下次访问要重新登录；True则会在浏览器写入一个长期有效的cookie。

app/templates/auth/login.html：登录表单

|  |
| --- |
| {% extends "base.html" %} {# 继承于base.html模板 #}  {% import "bootstrap/wtf.html" as wtf %}  {% block title %}hikari app - Login{% endblock %}  {% block page\_content %}  <div class="page-header"><h1>登录</h1></div>  <div class="col-md-4">  {{ wtf.quick\_form(form) }} {# 使用Bootstrap默认样式渲染表单 #}  </div>  {% endblock %} |

⑤ 登出用户

app/auth/views.py：logout登出视图

|  |
| --- |
| @auth.route('/logout')  @login\_required  def logout(): # 登出用户  logout\_user() # 删除并重设用户会话  flash('你已经退出...') # 显示登出消息  return redirect(url\_for('main.index')) # 重定向至首页 |

⑥ 测试登录

app/templates/index.html：为已登录用户显示欢迎消息

|  |
| --- |
| {% extends "base.html"%} {# 继承于base.html模板 #}  {% block title %}hikari app{% endblock%}  {% block page\_content %}  <div class="page-header">  <h1>Hello, {% if current\_user.is\_authenticated %}{{ current\_user.username }}{% else %}Stranger{% endif %}!</h1></div>  {% endblock %} |

因为还未添加用户注册功能，新用户可在shell中注册：

|  |
| --- |
| (venv) $ python manage.py shell  >>> u=User(email='hikari@example.com',username='hikari',password='123456')  >>> db.session.add(u)  >>> db.session.commit()  >>> exit() |

python manage.py runserver启动服务器，默认http://127.0.0.1:5000

显示stranger，点击右上角登录，跳转到http://127.0.0.1:5000/auth/login

![](data:image/png;base64,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)

登录后，跳转至首页，显示Hello, hikari !

点击退出，显示flash消息：你已经退出...

* 8.5 注册新用户

① 用户注册表单

app/auth/forms.py：用户注册表单类

|  |
| --- |
| from flask\_wtf import FlaskForm  from wtforms import StringField, PasswordField, BooleanField, SubmitField  from wtforms.validators import DataRequired, Length, Email, Regexp, EqualTo  from wtforms import ValidationError  from ..models import User  class RegistrationForm(FlaskForm):  email = StringField('邮箱', validators=[DataRequired(), Length(5, 64), Email()])  username = StringField('用户名', validators=[DataRequired(), Length(2, 20), Regexp('^[A-Za-z][A-Za-z0-9\_]{1,19}$', 0, '用户名只能是字母数字下划线！')])  password = PasswordField('输入密码', validators=[DataRequired(), EqualTo('password2', message='密码不一致！')])  password2 = PasswordField('确认密码', validators=[DataRequired()])  submit = SubmitField('注册')  # 自定义验证函数, 如果表单类定义了validate\_开头且跟着字段名的方法  # 此方法与常规验证函数一起调用  def validate\_email(self, field):  if User.query.filter\_by(email=field.data).first():  raise ValidationError('该邮箱已被注册！')  def validate\_username(self, field):  if User.query.filter\_by(username=field.data).first():  raise ValidationError('用户名已经存在！') |

登录页面需要有一个指向注册页面的链接

app/templates/auth/login.html：链接到注册页面

|  |
| --- |
| <div class="col-md-4">  {{ wtf.quick\_form(form) }} {# 使用Bootstrap默认样式渲染表单 #}<br>  <p>新用户? <a href="{{ url\_for('auth.register') }}">点击注册</a></p></div> |

// 不应该在base.html未登录的用户都显示注册按钮?

② 注册新用户

app/auth/views.py：用户注册视图

|  |
| --- |
| from .. import db  from .forms import RegistrationForm  @auth.route('/register', methods=['GET', 'POST'])  def register():  form = RegistrationForm()  if form.validate\_on\_submit():  user = User(email=form.email.data, username=form.username.data, password=form.password.data)  db.session.add(user)  flash('注册成功！现在可以登录了！')  return redirect(url\_for('auth.login'))  return render\_template('auth/register.html', form=form) |

app/templates/auth/register.html：注册模板和登录模板类似

|  |
| --- |
| {% extends "base.html" %} {# 继承于base.html模板 #}  {% import "bootstrap/wtf.html" as wtf %}  {% block title %}hikari app - Register{% endblock %}  {% block page\_content %}  <div class="page-header"><h1>注册</h1></div>  <div class="col-md-4">{{ wtf.quick\_form(form) }}</div>  {% endblock %} |

* 8.6 确认账户

有时需要确认用户提供的信息是否正确，一般通过邮件与用户联系。

通常用户注册后，会发送一封确认邮件，新账户暂时标为待确认状态，用户按说明操作后，才能证明自己信息正确。账户确认过程中，往往要求用户点击一个包含确认令牌的特殊URL链接。

① 使用itsdangerous生成确认令牌

确认链接最简单的格式是http://www.example.com/auth/confirm/<*id* >形式的URL，id 是数据库分配给用户的数字id。用户点击链接后，处理这个路由的视图函数就将收到的用户id作为参数进行确认，然后将用户状态更新为已确认。

但此方式显然不是很安全，只要用户能判断确认链接的格式，就可以随意指定URL中的数字，从而确认任意账户。解决方法是把URL中的id 换成将相同信息安全加密后得到的令牌。

第4章的用户会话，Flask使用加密的签名cookie保护用户会话，防止被篡改。这种安全的cookie使用itsdangerous包签名。同样也可用于确认令牌上。

使用itsdangerous包生成包含用户id的安全令牌：

|  |
| --- |
| (venv) $ python manage.py shell  >>> from manage import app  >>> from itsdangerous import TimedJSONWebSignatureSerializer as Serializer  >>> s = Serializer(app.config['SECRET\_KEY'], expires\_in=3600)  >>> token = s.dumps({'confirm':23})  >>> token  b'eyJhbGciOiJIUzI1NiIsImlhdCI6MTUyNTY4MjgxOSwiZXhwIjoxNTI1Njg2NDE5fQ.eyJjb25maXJtIjoyM30.hx1WUKVdrJts3fx39t6y9wr59rgpB8ryBsu5a9byWuo'  >>> data = s.loads(token)  >>> data  {'confirm': 23} |

itsdangerous有多种生成令牌的方法。其中TimedJSONWebSignatureSerializer类生成具有过期时间的JSON Web签名(JSON Web Signatures，JWS)。构造函数第1个参数是一个密钥，在Flask程序中使用SECRET\_KEY设置(config.py)。expires\_in参数设置令牌的过期时间，单位为秒。

dumps()方法为指定数据生成一个加密签名，然后再对数据和签名进行序列化，生成令牌字符串。

loads()方法，唯一的参数是令牌字符串。检验签名和过期时间，如果通过，返回原始数据。如果提供的令牌不正确或过期了，则抛出异常。

可以将这种生成和检验令牌的功能添加到User模型：

app/models.py：确认用户账户

|  |
| --- |
| from . import db  from flask\_login import UserMixin  from itsdangerous import TimedJSONWebSignatureSerializer as Slzer  from flask import current\_app  class User(UserMixin, db.Model):  # ...  confirmed = db.Column(db.Boolean, default=False)  def generate\_confirmation\_token(self, expiration=3600):  # 生成确认令牌字符串, 默认有效时间1h  s = Slzer(current\_app.config['SECRET\_KEY'], expiration)  return s.dumps({'confirm': self.id}).decode('utf-8')  def confirm(self, token):  # 检验令牌, 通过则confirmed字段设为True  s = Slzer(current\_app.config['SECRET\_KEY'])  try:  data = s.loads(token.encode('utf-8'))  except:  return False  if data.get('confirm') != self.id:  return False  self.confirmed = True  db.session.add(self)  return True |

由于confirm()检查的是当前用户的令牌，所以恶意用户无法帮别人确认。

User模型新加了字段，需要数据库迁移。

tests/ test\_user\_model.py：确认令牌测试

|  |
| --- |
| def test\_valid\_confirmation\_token(self): # 测试正确的确认令牌  u = User(password='maki')  db.session.add(u)  db.session.commit()  token = u.generate\_confirmation\_token()  self.assertTrue(u.confirm(token))  def test\_invalid\_confirmation\_token(self): # 测试用别人的确认令牌  u1 = User(password='maki')  u2 = User(password='rin')  db.session.add(u1)  db.session.add(u2)  db.session.commit() # 要commit(), 不然结果为True, assertFalse抛出异常?  token = u1.generate\_confirmation\_token()  self.assertFalse(u2.confirm(token))  def test\_expired\_confirmation\_token(self): # 测试令牌过时  u = User(password='maki')  db.session.add(u)  db.session.commit()  token = u.generate\_confirmation\_token(1)  time.sleep(2)  self.assertFalse(u.confirm(token)) |

/\* 貌似测试在setUp和tearDown之间，测试时，COMMIT\_ON\_TEARDOWN就没效果了，需要手动commit? 把3个commit都注释，结果u2.confirm(token)返回True (why?)，抛出AssertionError: True is not false异常? \*/

② 发送确认邮件

现在的/register路由在将新用户添加到数据库后重定向到/index(// 不是/login吗?)。在重定向前，需要发送确认邮件。

|  |
| --- |
| from ..email import send\_mail  @auth.route('/register', methods=['GET', 'POST'])  def register():  form = RegistrationForm()  if form.validate\_on\_submit():  user = User(email=form.email.data,  username=form.username.data, password=form.password.data)  db.session.add(user)  # 即使自动提交, 此处也要commit, 因为要获取id用于生成确认令牌, 不能延后提交  db.session.commit()  token = user.generate\_confirmation\_token()  send\_mail(user.email, 'Confirm Your Account',  'auth/email/confirm', user=user, token=token)  flash('A confirmation email has been sent to you by email.')  return redirect(url\_for('auth.login'))  return render\_template('auth/register.html', form=form) |