**第1章 绪论**

**🕮 1.1 计算机系统简介**

计算机硬件结构：

外存储器

输出设备

输入设备

内存储器

CPU

一个只有硬件的计算机称为裸机。

计算机能识别的是机器语言，机器语言指令由二进制0和1组成。

计算机指令系统：硬件能直接识别的语言(机器语言)集合。它是软件和硬件的主要界面。软件最终被转换成指令系统里的指令序列。

计算机软件：

1) 应用软件：常用的软件大部分是应用软件，如IE、PS、QQ...

2) 系统软件：Windows、Linux/Unix、MacOS等。

3) 中间件：提供系统软件和应用软件之间链接的软件。

软件由程序和文档文档构成。

计算机程序由由指令构成，是指令的序列，描述解决问题的方法和数据

**🕮 1.2 计算机语言和程序设计方法的发展**

**🏵 1.2.1 计算机语言**

1) 机器语言：由二进制指令构成，能被硬件识别，可以表示简单的操作，如加法、减法、数据移动等。

机器语言对于人类非常不友好，和人类语言之间存在巨大鸿沟。

2) 汇编语言：将机器指令映射为一些助记符，如ADD、SUB、mov等。其抽象层次低，需要考虑机器细节。

3) 高级语言：关键字、语句容易被理解；有含义的数据命名和算式；屏蔽了机器细节。

**🏵 1.2.2 程序设计方法的发展**

1) 面向过程：机器语言、汇编语言、高级语言

大型复杂的软件难以用面向过程的方式编写。

2) 面向对象：由面向对象的高级语言支持

一个系统由对象构成；对象之间通过消息进行通信。

**🕮 1.3 面向对象的基本概念**

对象与类

面向对象三特点：

1) 封装：屏蔽对象内部细节，只保留对外接口，安全性好；

2) 继承：代码复用，改造、扩展已有类形成新的类；

3) 多态：同样的消息作用于不同对象上有可能引起不同行为。

**🕮 1.4 程序的开发过程**

源程序：高级语言编写的待翻译的程序。

目标程序：源程序通过翻译程序加工后生成的机器语言程序。

可执行程序：连接目标程序及库中某些文件，生成的一个可执行文件。如Windows的.exe文件。

三种不同类型的翻译程序：

1) 汇编程序：将汇编语言源程序翻译成目标程序。

2) 编译程序：将高级语言源程序翻译成目标程序。

3) 解释程序：将高级语言源程序翻译成机器指令，翻译边执行。

Java是半编译半解释型语言，目的是为了跨平台。

C++是直接编译为本地机器语言代码。

C++程序的开发过程：

1) 算法与数据结构设计

2) 源程序编写

3) 编译

4) 连接

5) 测试

6) 调试

**🕮 1.5 计算机中信息的表示和储存**

计算机中信息：

1) 控制信息：一些指令

2) 数据信息：

a) 数值信息：整数、浮点数

b) 非数值信息：字符数据、逻辑数据

信息存储单位：比特(bit, b)、字节(byte, B)

补码的优点：

1) 0的表示唯一

2) 符号位可作为数值参加运算

3) 补码运算结果仍是补码

补码计算规则：

1) 正整数原码、反码、补码都是自己。

2) 负整数补码 = 反码 + 1

负整数反码：符号位1不变，其余各位取反。反码作为计算补码的中间码，本身没有什么用。

补码符号位不变，剩余取反 + 1，就是原码。

小数的表示：

定点：小数点固定，约定在某个分界，两边分别是整数部分和小数部分，过时

浮点：计算机采用浮点方式表示小数。

E：称数N的阶码，反映该浮点数所表示的数据范围。

M：N的尾数，其位数反映数据的精度。

字符常用编码：ASCII码、汉字编码、Unicode、UTF-8等。

**🕮 1.6 C++开发工具**

Visual Studio、Eclipse、Dev C++、GCC等。

**第2章 C++简单程序设计**

**🕮 2.1 C++语言概述**

由C语言发展而来，最初被称为"带类的C"。

1998年被ISO批准为国际标准。

C++的特点：

1) 兼容C，支持面向过程

2) 支持面向对象

3) 支持泛型编程

|  |
| --- |
| #include <iostream> // 包含头文件  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){      // cout: 标准输出流; <<: 插入运算符; cout将后面字符串送到显示器上      cout << "hello world!" << endl; // endl: 行结束      cout << "C++大坑!" << endl;      return 0;  } |

结果：
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1) include：编译预处理命令，在编译之前找到iostream文件，将其内容全部粘贴到include语句所在之处。iostream头文件包含了cout的声明。

2) namespace：命名空间可以避免重名。std是标准库命名空间。直接使用cout应该std::cout，添加using namespace std;使用std中的对象可以不带std了。

**🕮 2.2 基本数据类型、常量、变量**

① 整数类型

1) 基本整数类型：int

2) 按符号分：signed、unsigned

3) 按数据范围分：short、long、long long

② 字符类型(char)：容纳单个字符的编码，实质存储也是整数。

③ 浮点数类型：float、double、long double。

④ 字符串类型：有字符串常量，基本类型没有字符串变量。

1) 采用字符数组存储字符串(C风格的字符串)，不建议使用

2) 标准库的String类(C++风格的字符串)

⑤ 布尔类型(bool)：true、false

|  |
| --- |
| #include <iostream>  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){  const *double* PI(3.14159);  *int* r;  cout << "r = " << r << endl;  cout << "请输入半径：";  cin >> r;  cout << "r = " << r << endl;  cout << "半径为" << r << "的圆面积为:" << (*int*)(PI\*r\*r\*100)/100.0 << endl;  return 0;  } |

结果：
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**🕮 2.3 运算与表达式**

① 算术运算符

② 赋值运算符，复合赋值运算符

③ 关系运算符

④ 逻辑运算符

⑤ 逗号运算符

多个表达式可以用逗号分开，其中用逗号分开的表达式的值分别计算，但整个表达式的值是最后一个表达式的值。

逗号运算符优先级比赋值运算符还要低。

|  |
| --- |
| *int* n;      cout << (n = 3 + 4, 5 + 6) << endl;      cout << "n = " << n << endl;  *int* a, b, c;      a = (b = 3, (c = b + 4) + 5);      cout << "a = " << a << ", b = " << b << ", c = " << c << endl; |

结果：

|  |
| --- |
| 11  n = 7  a = 12, b = 3, c = 7 |

⑥ 三目运算符，条件表达式

|  |
| --- |
| *int* a = 10, b = 15;  *int* c = a > b ? a : b;      cout << "max(" << a << ", " << b <<") = " << c << endl; |

⑦ sizeof运算

后面可加类型名、变量、表达式等，结果是该类型所占多少字节。

⑧ 位运算符

按位与&、按位或|、按位异或^、取反~、左移<<、右移>>

混合运算时的类型转换：

1) 隐式转换：范围小的数据转换为范围大的。

范围大的数据赋值给范围小的变量，会造成精度损失。

2) 显式转换：强制类型转换

|  |
| --- |
| *char* a = 'a';      // 3种强制类型转换完全等价      cout << *int*(a) << endl;      cout << (*int*)a << endl;      cout << static\_cast<*int*>(a) << endl; |

类型转换操作符有：const\_cast、dynamic\_cast、reinterpret\_cast、static\_cast。

**🕮 2.4 数据的输入和输出**

① IO流

C++中将数据从一个对象到另一个对象的流动称为流(stream)，流在使用前要被建立，使用后要被删除。

数据的输入输出通过IO流实现。cin和cout是预定义的流类对象。cin处理标准输入，即键盘输入；cout处理标准输出，即屏幕输出。

② 预定义的插入符和提取符

<<是预定义的插入符，作用在流类对象cout上可实现向标准输出设备输出。

提取符>>可连续写多个，每个后面跟一个表达式，该表达式通常是用于存放输入值的变量：cin >> a >> b;

③ 常用IO流类库操纵符(manipulator)

|  |  |
| --- | --- |
| dec | 数值采用十进制表示 |
| hex | 十六进制 |
| oct | 八进制 |
| ws | 提取空白符 |
| endl | 插入换行符，并刷新流 |
| ends | 插入空字符 |
| setprecision(int) | 设置浮点数的小数位数(包括小数点) |
| setw(int) | 设置域宽 |

|  |
| --- |
| #include <iostream>  #include <iomanip> // io操纵符  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){      cout << "\*\*\*" <<setw(5) << setprecision(3) << 3.14159265358 << "\*\*\*" << endl;  return 0;  } |

结果：

|  |
| --- |
| \*\*\* 3.14\*\*\* |

**🕮 2.5 选择结构**

**🕮 2.6 循环结构**

**🕮 2.7 自定义类型**

**🏵 2.7.1 类型别名**：为已有类型另外命名

1) typedef

|  |
| --- |
| *typedef* *int* Length;  Length a = 10; |

2) using

|  |
| --- |
| using length = *int*; // C++11特性  length l = 1;  cout << l << endl; |

**🏵 2.7.2 枚举类型**

① 不限定作用域枚举类型：enum 枚举类型名字 {变量值列表};

|  |
| --- |
| *enum* Week {SUN, MON, TUE, WED, THU, FRI, SAT};  *enum* Color {RED, GREEN=8, BLUE}; |

1) 枚举元素是常量，不能对其赋值

2) 枚举元素有默认值，依次为0,1,2,...

3) 也可以在声明时另行指定枚举元素的值

4) 枚举值可以进行关系运算

5) 整数值不能直接赋值给枚举类型，需要强制类型转换

6) 枚举值可以赋值给整型变量

② 限定作用域的enum类

**🏵 2.7.3** auto**类型和**decltype**类型**

1) auto：编译器通过初始值自动推断变量的类型

2) decltype：定义一个变量与某一表达式的类型相同，但不使用其值

|  |
| --- |
| #include <iostream>  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){  // auto与decltype是C++11的新关键字, 编译时需要指明std=c++11  *double* a = 1;  decltype(a) b = 2; // 声明b类型与a一样,值为2  cout << "b = " << b << ", size = " << sizeof b << endl;  *auto* c = a + b; // c的类型由a+b决定  cout << "c = " << c << ", size = " << sizeof(c) << endl;  return 0;  } |

结果：

![](data:image/png;base64,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)

**第3章 函数**

**🕮 3.1 函数定义**

函数：定义好的功能模块

定义函数：将一个模块的算法用程序语言描述

函数的参数与返回值

**🕮 3.2 函数调用**

调用函数前需要先声明函数原型，因为函数的定义和调用往往不在一个程序，或定义在调用之后。

**例1**：定义pow()函数

|  |
| --- |
| #include <iostream>  using *namespace* std;  // 求x的n次方  *double* pow(*double* x, *int* n){  *double* ret = 1;  for (*int* i = 1; i <= n; i++){  ret \*= x;  }  return ret;  }  *int* main(*int* argc, *char* const \*argv[]){  cout << "5^8 = " << pow(5, 8) << endl;  return 0;  } |

结果：

|  |
| --- |
| 5^8 = 390625 |

**例2**：计算π

|  |
| --- |
| *double* abs(*double* x){  return x >= 0 ? x : -x;  }  *double* arctan(*double* x){  *int* i = 1;  *double* square = pow(x, 2);  *double* ret = 0;  *double* xi = x;  *double* e = x;  while (abs(e) > 1e-15){ // 如果某项绝对值足够小, 后面直接忽略  ret += e;  xi \*= -square;  i += 2;  e = xi/i;  }  return ret;  }  *double* cal\_pi(){  return 16 \* arctan(1/5.0) - 4 \* arctan(1/239.0);  }  *int* main(*int* argc, *char* const \*argv[]){  cout << "pi = " << cal\_pi() << endl;  return 0;  } |

结果：

|  |
| --- |
| pi = 3.14159 |

**例3**：输出11~99之间的数*m*，满足*m*、*m*2、*m*3都是回文数

|  |
| --- |
| #include <iostream>  using *namespace* std;  // 判断n是否是回文数  *bool* is\_palindrome(*unsigned* n){  *unsigned* n0 = n;  *unsigned* ret = 0;  while (n0){  ret = ret\*10 + n0 % 10;  n0 /= 10;  }  return ret == n;  }  *int* main(*int* argc, *char* const \*argv[]){  for (*unsigned* i = 11; i < 1000; i++){  *unsigned* i2 = i\*i;  *unsigned* i3 = i2\*i;  if (is\_palindrome(i) && is\_palindrome(i2) && is\_palindrome(i3)){  cout << i << ", " << i2 << ", " << i3 << endl;  }  }  return 0;  } |

结果：

|  |
| --- |
| 11, 121, 1331 101, 10201, 1030301 111, 12321, 1367631 |

**例4**：cstdlib两个用于生成伪随机数的函数

*void* srand(*unsigned* seed);

参数seed是rand()函数的种子，初始化rand()起始值

*int* rand(*void*);

从指定的seed开始，返回一个[seed, RAND\_MAX)间的随机整数

指定相同的seed，每次随机数序列都一样。

可以指定seed为当前系统流逝时间(时间戳，单位秒)

|  |
| --- |
| #include <iostream>  #include <cstdlib>  #include <ctime>  using *namespace* std;  *int* randint(*int* a, *int* b){  return (rand() % (b - a)) + a ;  }  *int* main(*int* argc, *char* const \*argv[]){  *time\_t* t = time(0); // 时间戳      cout << t << endl;  // srand()函数为rand()函数生成随机数种子      srand((*unsigned*)t);  for(*int* i = 0; i < 10; i++){  cout << randint(-10, 10) <<", ";  }  return 0;  } |

结果：

|  |
| --- |
| 1540381102 3, 0, 9, -4, 7, 8, -4, -10, 7, 5, |

**🕮 3.3 嵌套与递归**

**例：**汉诺塔

三根针A、B、C，A上有N个盘子，大的在下，小的在上。要求把N个盘子从A借助B移动到C，每次只能移动一个盘子，移动过程中需要保持大盘在下，小盘在上。

|  |
| --- |
| #include <iostream>  using *namespace* std;  *void* move(*int* n, *char* src, *char* dest){  cout << "move " << n << " : " << src << " --> " << dest << endl;  }  *void* hanoi(*int* n, *char* src, *char* middle, *char* dest){  if (n == 1){  move(n, src, dest);  }else{  hanoi(n-1, src, dest, middle);  move(n, src, dest);  hanoi(n-1, middle, src, dest);  }  }  *int* main(*int* argc, *char* const \*argv[]){  hanoi(3, 'A', 'B', 'C');  return 0;  } |

结果：

|  |
| --- |
| move 1 : A --> C move 2 : A --> B move 1 : C --> B move 3 : A --> C move 1 : B --> A move 2 : B --> C move 1 : A --> C |

**🕮 3.4 函数的参数传递**

函数在调用时才分配形参存储单元；实参可以是常量、变量或表达式。

实参类型需要和形参类型一致。若不一致，尝试隐式转换，不行编译器就报错。

值传递是传递参数值，即单向传递。

引用传递可以实现双向传递。

类的实例对象可能很大，如果直接传对象，开销会很大，此时选择传引用。

传引用作参数可以保障实参数据的安全。

**🕮 3.5 引用类型**

引用&是标识符的别名。

定义一个引用时，必须同时对它初始化，使它指向一个已存在的对象。

一个引用被初始化后，不能改为指向其他对象。

引用可以作为形参。

**例**：交换两个整数(引用传递)

|  |
| --- |
| #include <iostream>  using *namespace* std;  *void* swap(*int* &a, *int* &b){ // 传入a和b的引用  *int* t = a;  a = b;  b = t;  }  *int* main(*int* argc, *char* const \*argv[]){  *int* x = 5, y = 8;  cout << "x = " << x << ", y = " << y << endl;  swap(x, y);  cout << "x = " << x << ", y = " << y << endl;  return 0;  } |

结果：

|  |
| --- |
| x = 5, y = 8 x = 8, y = 5 |

**🕮 3.6 含有可变参数的函数**

C++新标准提供两种主要方法：

1) 如果所有实参类型相同，可以传递一个名为initializer\_list的标准库类型

initializer\_list是一种标准库类型，用于表示某种特定类型值的数组，其定义在同名的头文件中。

其中元素永远是常量值，无法改变其中元素的值。

2) 如果实参类型不同，可以编写可变参数的模板。

**🕮 3.7 内联函数**

关键字inline

对于简单的函数，编译时在调用处用函数体进行替换，节省参数传递、控制转移(转子函数再返回)等开销，提高运行效率。

**注意**：

1) 内联函数体内不能有循环语句和switch语句。

2) 内联函数的定义必须出现在内联函数第一次被调用之前。

3) 对内联函数不能进行异常接口声明。

inline是用户对编译器的建议，一些好的编译器也会自己判断要不要将某个函数定义成内联函数。

**🕮 3.8 constexpr函数**

constexpr修饰的函数在其所有参赛都是constexpr时一定返回constexpr。

|  |
| --- |
| constexpr *int* get\_num(){  return 10;  }  *int* main(*int* argc, *char* const \*argv[]){  constexpr *int* a = get\_num();  cout << "a = " << a << endl;  return 0;  } |

**🕮 3.9 带默认参数值的函数**

和Python的默认参数几乎一样。

**🕮 3.10 函数重载**

和Java的函数重载几乎一样。

**🕮 3.11 C++系统函数**

C++系统库提供了几百个函数供直接调用，如sqrt()、abs()等。

需要包含相应的头文件，如cmath

**第4章 类与对象**

**🕮 4.1 面向对象基本特点**

1) 抽象：对同一类对象的共同属性和行为进行概括，形成类。

2) 封装：将抽象出的数据、代码封装在一起，形成类。

增加安全性，简化编程，使用时不必了解实现细节。只需要通过外部接口，以特定的访问权限，使用类的成员。

3) 继承：在已有类的基础上，进行扩展形成新的类。

4) 多态：同一名称，不同的功能实现方式。达到行为标识统一，减少程序中标识符的个数。

**🕮 4.2 类和对象**

**例：**

|  |
| --- |
| #include <iostream>  #include <iomanip>  using *namespace* std;  *class* Clock{  public:  *void* setTime(*int* h=0, *int* m=0, *int* s=0);  *void* showTime();  private:  *int* hour, minute, second;  };  // 成员函数可以写在类外,但类内部必须有函数声明;也可以把简单函数作为内联函数写在类内部  *void* Clock::setTime(*int* h, *int* m, *int* s){  hour = h;  minute = m;  second = s;  }  *void* Clock::showTime(){  cout << setfill('0') << setw(2) << hour << ":" << setfill('0') << setw(2) << minute << ":" << setfill('0') << setw(2) << second << endl;  }  *int* main(*int* argc, *char* const \*argv[]){  Clock c;  c.setTime(7, 30);  c.showTime();  return 0;  } |

**结果：**

|  |
| --- |
| 07:30:00 |

**🕮 4.3 构造函数**

**例1**：有参构造和无参构造

|  |
| --- |
| #include <iostream>  #include <iomanip>  using *namespace* std;  *class* Clock{  public:  Clock(*int* h, *int* m, *int* s); // 有参数的构造函数  Clock(); // 无参构造  *void* setTime(*int* h=0, *int* m=0, *int* s=0);  *void* showTime();  private:  *int* hour, minute, second;  };  // 构造函数的实现, 初始化列表  Clock::Clock(*int* h, *int* m, *int* s):hour(h), minute(m), second(s){}  // 默认构造函数, 初始化全部设为0  Clock::Clock():hour(0), minute(0), second(0){}  // 两个成员函数与之前相同  *int* main(*int* argc, *char* const \*argv[]){  Clock c(12, 30, 22);  c.showTime();  c.setTime(7, 30);  c.showTime();  cout << "--------" << endl;  Clock c2;  c2.showTime();  return 0;  } |

结果：

|  |
| --- |
| 12:30:22 07:30:00 -------- 00:00:00 |

委托构造函数(C++11)

|  |
| --- |
| // 构造函数的实现, 初始化列表  Clock::Clock(*int* h, *int* m, *int* s):hour(h), minute(m), second(s){}  // 无参默认构造函数, 调用有参构造, 初始化全部设为0  Clock::Clock():Clock(0, 0, 0){} // 委托构造函数 |

复制构造函数

复制构造函数是特殊的构造函数，形参是本类对象的引用，作用是用一个已存在的对象初始化同类型的新对象。

复制构造函数被调用的3种情况：

1) 定义一个对象时，以本类另一个对象作为初始值；

2) 如果函数形参是类的对象，调用函数时，将使用实参对象初始化形参对象；

3) 如果函数的返回值是类的对象，函数return语句的对象初始化一个临时无名对象，传递给主调函数。

如果没有声明复制构造函数，编译器自己生成一个默认的复杂构造函数，其功能是用初始值对象的每个数据成员，初始化新对象。

默认的复制构造函数使用的是浅层复制。

如果不希望对象被复制构造：

1) C++98：复制构造函数声明为private，并不提供函数实现

2) C++11：用=delete指示编译器不生成默认复制构造函数。

**例2**：复制构造函数

|  |
| --- |
| #include <iostream>  using *namespace* std;  *class* Point{  private:  *int* x, y;  public:  Point(*int* x=0, *int* y=0){  this->x = x;  this->y = y;  }  Point(const Point& p){  x = p.x;  y = p.y;  cout << "calling copy constructor..." <<endl;  }  *void* setX(*int* x){  this->x = x;  }  *void* setY(*int* y){  this->y = y;  }  *void* showPoint(){  cout << "(" << x << ", " << y << ")" << endl;  }  };  *void* f1(Point a){  a.showPoint();  }  Point f2(){  Point a(1);  return a;  }  *int* main(*int* argc, *char* const \*argv[]){  Point a(12, 34);  Point b = a; // 1. 用a初始化b  b.showPoint();  f1(b); // 2. 对象b作为f1()的实参  b = f2(); // 3. 函数f2()返回值是Point对象,赋值给b  b.showPoint();  return 0;  } |

结果：

![](data:image/png;base64,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)

预期应该调用3次复制构造函数，实际只调用了两次。函数返回类对象没有调用，原因是G++使用了返回值优化RVO(return value optimization)。

**🕮 4.4 析构函数**

完成对象被删除前的一些清理工作。

如果没有声明析构函数，编译器自动生成默认的析构函数，其函数体为空。

上例中添加析构函数：

|  |
| --- |
| *class* Point{  private:  *int* x, y;  public:  Point(*int* x=0, *int* y=0){  this->x = x;  this->y = y;  }  ~Point(){ // 析构函数  cout << "(" << x << ", " << y << ") delete..." << endl;  }  // ...  }; |

结果：

|  |
| --- |
| calling copy constructor... (12, 34) calling copy constructor... (12, 34) (12, 34) delete... (1, 0) delete... (1, 0) (1, 0) delete... (12, 34) delete... |

**🕮 4.5 类的组合**

类中的成员是其他类的对象，可以在已有抽象的基础上实现更复杂的抽象。

**例**：

|  |
| --- |
| #include <iostream>  #include <cmath>  using *namespace* std;  *class* Point{  private:  *int* x, y;    public: // 全写成内联的了...写在外面看着蛋疼...  Point(*int* x=0, *int* y=0){  this->x = x;  this->y = y;  }  Point(const Point& p){  x = p.x;  y = p.y;  cout << "calling copy constructor of Point..." <<endl;  }  *void* setX(*int* x){this->x = x;}  *int* getX(){return x;}  *void* setY(*int* y){this->y = y;}  *int* getY(){return y;}  *void* showPoint(){  cout << "(" << x << ", " << y << ")" << endl;  }  };  *class* Line{  private:  Point a, b;  *double* length;  public:  Line(){};  Line(Point a, Point b){  this->a = a;  this->b = b;  *double* x = static\_cast<*double*> (a.getX() - b.getX());  *double* y = static\_cast<*double*> (a.getY() - b.getY());  this->length = sqrt(x\*x + y\*y);  cout << "calling constructor of Line..." << endl;  }  Line(Line& line){  this->a = line.a;  this->b = line.b;  this->length = line.length;  cout << "calling copy constructor of Line..." << endl;  }  *double* getLength(){return length;}  };  *int* main(*int* argc, *char* const \*argv[]){  Point a(1, 1), b(4, 5);  Line line(a, b);  cout << "----------" << endl;  Line l2(line); // 复制构造函数建立新对象  cout << "line = " << line.getLength() << "\nl2 = " << l2.getLength() << endl;  return 0;  } |

结果：

|  |
| --- |
| calling copy constructor of Point... calling copy constructor of Point... calling constructor of Line... ---------- calling copy constructor of Line... line = 5 l2 = 5 |

前向引用声明

类应该先声明后使用。如果需要在某个类的声明之前引用该类，则应进行前向引用声明。它只是为程序引入一个标识符，但具体声明在其他地方。

|  |
| --- |
| *class* B; // 前向引用声明  *class* A{  public:  *void* f(B b);  };  *class* B{  public:  *void* g(A a);  }; |

使用注意：

1) 在提供一个完整的类声明前，不能声明该类的对象，也不能在内联成员函数中使用该类对象。

2) 当使用前向引用声明时，只能使用被声明的符号，不能涉及类的任何细节。

// 意思就是没什么卵用吧...

**🕮 4.6 UML**

UML是可视化、面向对象的建模语言，此处只使用UML一些符号。

UML三个基本部分：

1) 事物 (Things)

2) 关系 (Relationships)

3) 图 (Diagrams)

**🕮 4.7 结构体和联合体**

**🏵 4.7.1 结构体**

C++的结构体已经和C语言的结构体不一样了，是一种特殊形态的类。

与类的唯一区别：

类的默认访问权限是private；结构体的默认访问权限是public

结构体用处：

1) 定义主要用来保存数据、而没有什么操作的类型

2) 将数据成员设为公有，使用用结构体更方便

3) 与C语言保持兼容

使用struct关键字定义结构体。

|  |
| --- |
| #include <iostream>  #include <iomanip>  #include <string>  using *namespace* std;  *struct* Student{  *int* num;  string name;  *int* age;  *char* gender;  };  *int* main(*int* argc, *char* const \*argv[]){  Student hikari = {1, "hikari", 26, 'M'};  cout << hikari.name << endl;  return 0;  } |

**🏵 4.7.2 联合体**

使用union关键字联合体。特点是所有成员共用同一组内存单元，任何两个成员不会同时有效。

|  |
| --- |
| *union* Score{ // 共用内存空间, 4字节  *char* grade; // 分数等级  *bool* is\_pass; // 是否及格  *int* percent; // 百分制分数  }; |

无名联合

|  |
| --- |
| static *union*{ // 定义两个变量共用内存空间  *int* i;  *double* d;  };  *int* main(*int* argc, *char* const \*argv[]){  i = 12;  cout << "i = " << i << "\nd = " <<d << endl;  d = 34;  cout << "i = " << i << "\nd = " <<d << endl;  return 0;  } |

结果：

|  |
| --- |
| i = 12 d = 5.92879e-323 i = 0 d = 34 |

后面给d赋值，原先i的值就不见了。

**例**：

|  |
| --- |
| #include <iostream>  #include <string>  using *namespace* std;  *class* ExamInfo {  private:      string name; // 课程名称  *enum* { GRADE, PASS, PERCENTAGE } mode; // 计分方式  *union* {  *char* grade; // 等级制的成绩  *bool* pass; // 只记是否通过课程的成绩  *int* percent; // 百分制的成绩      };  public:      // 三种构造函数，分别用等级、是否通过和百分初始化      ExamInfo(string name, *char* grade):name(name), mode(GRADE), grade(grade){}      ExamInfo(string name, *bool* pass):name(name), mode(PASS), pass(pass){}      ExamInfo(string name, *int* percent):name(name), mode(PERCENTAGE), percent(percent){}  *void* show();  };  *void* ExamInfo::show() {      cout << name << ": ";      switch (mode) {       case GRADE: cout << grade; break;       case PASS: cout << (pass ? "PASS" : "FAIL"); break;       case PERCENTAGE: cout << percent; break;      }      cout << endl;  }  *int* main() {      ExamInfo course1("English", 'B');      ExamInfo course2("Calculus", true);      ExamInfo course3("C++ Programming", 85);      course1.show();      course2.show();      course3.show();      return 0;  } |

结果：

|  |
| --- |
| English: B Calculus: PASS C++ Programming: 85 |

**🕮 4.8 枚举类**

从C语言继承来的枚举类型，可以自动隐式转为整数类型，类型定义不严格。

C++11推出的枚举类，也叫强类型枚举。

*enum* *class* 枚举类型名: 底层类型 {枚举值列表}

不指定底层类型默认int

枚举类优势：

1) 强作用域，其作用域限制在枚举类中。使用Type的枚举值General：

Type::General

因此不同枚举类的枚举值可以重名。

2) 转换限制，枚举类对象不可以与整数隐式转换。

3) 可以指定底层类型。

|  |
| --- |
| *enum* *class* Side{ Right, Left };  *enum* *class* Thing{ Wrong, Right }; // 不冲突  *int* main() {      Side s = Side::Right;      Thing w = Thing::Wrong;      // comparison of two values with different enumeration types      cout << (s == w) << endl; // 编译错误，无法直接比较不同枚举类      return 0;  } |

**第5章 数据共享与保护**

**🕮 5.1 标识符的作用域与可见性**

作用域分类:

1) 函数原型作用域：函数的形参表，函数原型声明：int f(int n);

2) 局部作用域(块作用域)：函数的形参，在块中声明的标识符{int n;}

3) 类作用域：范围包括类体和成员函数体

4) 文件作用域：始于声明点，终于文件尾

5) 命名空间作用域

可见性：表示从内层作用域向外层作用域能看见什么

如果内层作用域定义了和外层同名的标识符，则外层作用域的同名标识符在内层不可见。

**🕮 5.2 对象的生存期**

静态生存期：和程序的运行期相同，文件作用域中声明的对象具有静态生存期。

函数内部使用static声明静态生存期对象。

动态生存期：始于程序执行到声明点，终于其作用域结束处。

块作用域声明的，没有static修饰的对象。

|  |
| --- |
| #include <iostream>  using *namespace* std;  *int* A = 5;  *void* f(){  static *int* b = 2;  static *int* c; // 静态局部变量,只初始化1次, 默认初始化为0, 具有全局生存期  *int* d = 10;  cout <<"A = " << A << ", b = " << b << ", c = " << c << ", d = " << d << endl;  A \*= 2;  c = b;  b += A;  d += A;  }  *int* main(*int* argc, *char* const \*argv[]){  for(*int* i = 0; i < 3; i++){  A++;  f();  }  return 0;  } |

结果：

|  |
| --- |
| A = 6, b = 2, c = 0, d = 10 A = 13, b = 14, c = 2, d = 10 A = 27, b = 40, c = 14, d = 10 |

**🕮 5.3 类的静态成员**

static修饰类成员，为该类所有对象共享，静态数据成员具有静态生存期。必须在类外定义和初始化，用::指明所属的类。

静态属性和方法。

|  |
| --- |
| #include <iostream>  using *namespace* std;  *class* Point{      private:  *int* x, y;      static *int* COUNT; // 非const静态值初始化必须在类外      public:      Point(*int* x=0, *int* y=0){ // 构造函数          this->x = x;          this->y = y;          COUNT++;      }      ~Point(){ // 析构函数          cout << "(" << x << ", " << y << ") delete..." << endl;          COUNT--;      }      Point(const Point& p){ // copy构造函数          x = p.x;          y = p.y;          cout << "calling copy constructor of Point..." <<endl;          COUNT++;      }      // ...      static *int* showCount(){ // 静态方法          cout << "Point Object Count: " << COUNT << endl;      }  };  *int* Point::COUNT = 0; // 静态属性初始化在外部  *int* main(*int* argc, *char* const \*argv[]){      Point a(12, 34);      a.showCount();      Point b = a;      b.showPoint();      b.showCount(); // 对象调用静态方法      Point::showCount(); // 类名调用静态方法      return 0;  } |

结果：

|  |
| --- |
| Point Object Count: 1  calling copy constructor of Point...  (12, 34)  Point Object Count: 2  Point Object Count: 2  (12, 34) delete...  (12, 34) delete... |

**🕮 5.4 类的友元**

友元是C++提供的破坏数据封装和数据隐藏的机制。通过一个模块声明为另一个模块的友元，一个模块能引用到另一模块本是隐藏的信息。**慎用**！

友元函数是在类中使用friend声明的非成员函数，可以通过对象访问private和protected成员。

友元类：若A类为B类的友元，则A类所有成员都可以访问对方的私有成员。

友元关系是单向的。

|  |
| --- |
| #include <iostream>  #include <cmath>  using *namespace* std;  *class* Point{      public:  // ...  // 友元函数, 使用const设为只读  friend *double* distance(const Point& a, const Point& b);  };  *double* distance(const Point& a, const Point& b){  *double* x = static\_cast<*double*> (a.x - b.x);  *double* y = static\_cast<*double*> (a.y - b.y);  return sqrt(x\*x + y\*y);;  }  *int* main(*int* argc, *char* const \*argv[]){      Point a(12, 34);  Point b(15, 38);  cout << "distance is " << distance(a, b) << endl;      return 0;  } |

结果：

|  |
| --- |
| distance is 5 (15, 38) delete... (12, 34) delete... |

**🕮 5.5 共享数据的保护**

常类型(const修饰)

1) 常对象：必须进行初始化，不能被更新

2) 常成员：常数据成员和函数成员

常成员函数不更新对象的属性。const可被用于**函数重载**。

3) 常引用：被引用的对象不能更新

**友元函数**中用**常引用**做参数，既能获得较高执行效率，又能保证实参的安全性。

4) 常数组

5) 常指针

**🕮 5.6 多文件结构和预编译命令**

C++程序一般组织结构：

一个工程可分为多个源文件，如：

1) 类声明文件(.h文件)

2) 类实现文件(.cpp文件)

3) 类的使用文件(main()所在的.cpp文件)

利用工程组合各个文件。

比如之前写的Point类，其定义放在Point.h文件；具体类的实现放在Point.cpp文件，需要在Point.cpp文件#include "Point.h"头文件。

主函数所在文件，也要#include "Point.h"。

主函数所在文件是使用者创建，而类实现可能由他人完成。

外部变量：文件作用域定义的变量，默认都是外部变量。

其他文件如需使用，需要用extern关键字声明。

外部函数：类外部定义的函数，都具有文件作用域，可以在不同的编译单元被调用，只要在调用之前进行引用性声明(声明函数原型)即可。

匿名空间定义的变量和函数，都不会暴露给其他编译单元。

|  |
| --- |
| *namespace* { // 匿名命名空间  *int* n;  *void* f(){          cout << "hello!" << endl;      }  } |

标准C++库是一个极为灵活并可扩展的可重用的软件模块的集合。

标准C++类与组件在逻辑上分为6类：

1) 输入/输出类

2) 容器类和抽象数据类型

3) 存储管理类

4) 算法

5) 错误处理

6) 运行环境支持

编译预处理

1) #include包含命令

将一个源文件嵌入到当前文件中该点处

#include<xxx>：按标准方式搜索，位于C++系统目录的include子目录下

#include "xxx"：首先在当前目录搜索，若没有，再按标准方式搜索

2) #define宏定义指令

定义符号常量，很多情况被const取代

定义带参数的宏，已被内联函数取代

3) #undef

删除由#define定义的宏，使之不再起作用

4) 条件编译指令：#if、#elif、#else、#endif

|  |
| --- |
| #if 常量表达式1      程序正文1 // 当常量表达式1非零时编译  #elif 常量表达式2      程序正文2 // 当常量表达式2非零时编译  #else      程序正文3 // 其他情况时编译  #endif |

|  |
| --- |
| // 如果标识符经#define定义过,且未删除,编译程序段1  #ifdef 标识符 // #ifndef...#define...更常用      程序段1  #else      程序段2  #endif |

#ifndef...#define...避免重复include包含某个头文件，造成某些变量被重复定义的问题。

**第6章 数组、指针、字符串**

**🕮 6.1 数组的定义与初始化**

**🏵 6.1.1 一维数组的存储**

数组元素在内存中顺次存放，它们的地址是连续的。

数组名字是数组首元素内存地址；数组名是一个**地址类型**常量，不能被赋值

**🏵 6.1.2 一维数组初始化**

1) 列出全部元素的初始值

static *int* arr[5] = {1, 2, 3, 4, 5};

2) 可以只给部分元素指定初始值，其余默认为0

static *int* arr[10] = {1, 2, 3, 4, 5};

3) 列出全部数组元素初始值，可以不指定数组长度

static *int* arr[] = {1, 2, 3, 4, 5};

**🏵 6.1.3 二维数组的存储**

如int a[3][4];

a, a[0], a[1], a[2]都是地址，且3个一维数组(一行)连续存储。

**🏵 6.1.4 二维数组初始化**

1) 将所有元素写在{}中，按顺序初始化

static *int* arr[3][4] = {1, 2, 3, 4, 5, 6, 7, 8, 9, 10, 11, 12};

2) 分行列出二维数组元素的初始值

static *int* arr[3][4] = {(1, 2, 3, 4), (5, 6, 7, 8), (9, 10, 11, 12)};

3) 只对部分元素初始化

static *int* arr[3][4] = {(1), (7, 8), (9, 10, 11)};

4) 列出全部初始值，第1维下标个数可以省略

static *int* arr[][4] = {(1, 2, 3, 4), (5, 6, 7, 8), (9, 10, 11, 12)};

如果不作任何初始化，局部作用域的非静态数组中会存在垃圾数据，static数组中的数据默认初始化为0。

如果只对部分元素初始化，剩余未显式初始化的元素自动初始化为0。

**例**：斐波那契数列

|  |
| --- |
| #include <iostream>  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){  const *int* num = 20;  *int* fib[num] = {0, 1};  for (*int* i = 2; i < num; i++)  fib[i] = fib[i - 1] + fib[i - 2];  for (*int* i = 0; i < num; i++){  if (i % 5 == 0) //每行5个数  cout << endl;  cout.width(12); //输出宽度12  cout << fib[i];  }  return 0;  } |

结果：

|  |
| --- |
| 0 1 1 2 3  5 8 13 21 34  55 89 144 233 377  610 987 1597 2584 4181 |

**🕮 6.2 数组作为函数的参数**

数组名作为参数，传的是数组的首地址，因此函数可能会修改数组。使用const修饰可以保证数组传入不被函数修改。

**🕮 6.3 对象数组**

**🕮 6.4 基于范围的for循环**

基于指针：

|  |
| --- |
| *int* arr[] = {1, 2, 3, 4, 5};  for (*int* \*p = arr; p < arr + sizeof(arr) / sizeof(*int*); p++)  cout << \*p << " "; |

基于范围：

|  |
| --- |
| *int* arr[] = {1, 2, 3, 4, 5};  for (*int* &e : arr)  cout << e << " "; |

**🕮 6.5 指针的定义与运算**

**🏵 6.5.1 指针的定义**

内存空间的访问方式：通过变量名；通过地址。

指针：内存地址，用于间接访问内存单元

指针变量：存放地址的变量

|  |
| --- |
| *int* i;  cout << "i=" << i << endl; // i=0  *int* \*p = &i;  \*p = 12;  cout << "i=" << i << endl; // i=12 |

**注意**：

1) 使用变量地址作为指针初始值，该变量必须在指针初始化前声明过，且变量类型与指针类型一致。

2) 可以用一个**合法**的指针初始化另一个指针变量。

3) 不要用一个内部非静态变量去初始化static指针。

4) 地址运算符&与指针运算符\*互为逆运算。

5) 合法地址，如：通过&求得已定义变量或对象的起始地址，动态内存分配成功时返回的地址。

6) 整数0可以赋值给指针，表示空指针。C++11使用nullptr关键字，是表达更准确、类型安全的空指针。

7) 允许定义void\*类型的指针，该指针可以被赋予任何类型对象的地址。

它只能存放地址，不能访问指向的对象，需要类型转换为其他指针。

|  |
| --- |
| *void* \*pv; // void类型指针  *int* i = 10;  pv = &i; // void类型指针指向int变量  *int* \*pi = static\_cast<*int* \*>(pv); //void指针转为int指针  cout << "\*pi = " << \*pi << endl; // \*pi = 10 |

**🏵 6.5.2 常量指针与指针常量**

**① 指向常量的指针**(const指针)

特点：不能改变所指对象的值，但指针本身可以改变，即可以指向其他对象

|  |
| --- |
| *int* a = 10;  const *int* \*p = &a;  *int* b = 22;  p = &b; //ok, p可以指向其他int  // error: assignment of read-only location '\* p'  \*p = 8; // 编译出错,不能通过p改变对象的值 |

**② 指针类型的常量**：指针本身的值不能改变

|  |
| --- |
| *int* a = 10;  *int* \*const p = &a;  \*p = 8; // ok, 可以修改指针指向对象的值  cout << "a = " << a << endl; // a = 8  *int* b = 22;  // error: assignment of read-only variable 'p'  p = &b; // 错误,p是指针常量,不能改为指向其他对象 |

**🏵 6.5.3 指针的运算**

**① 算术运算**

指针：指针当前位置的前方或后方第*n*个数据的起始位置。

指针++、--运算：指向下一个或上一个完整的数据的起始。

运算的结果值取决于指针指向的数据类型，总是指向一个完整数据的起始

一般当指针指向连续存储的同类型数据时，指针与整数的运算才有意义。

|  |
| --- |
| *int* arr[3] = {1, 2, 3};  *int* \*p = arr;  cout << "\*p = " << \*p << endl; // arr[0]  cout << "\*(p+1) = " << \*(p+1) << endl; // arr[1]  cout << "\*(p+2) = " << \*(p+2) << endl; //arr[2] |

**② 关系运算**

1) 指向同类型数据的指针之间可以进行各种关系运算。

2) 指向不同类型的指针、指针与一般整数变量的关系运算是无意义的。

3) 指针可以和0进行等于或不等于关系运算，判断是否空指针。

**🕮 6.6 指针与数组**

**🏵 6.6.1 使用指针访问数组**

**🏵 6.6.2 指针数组**

|  |
| --- |
| *int* row1[] = {1, 2, 3};  *int* row2[] = {2, 3, 4};  *int* row3[] = {3, 4, 5};  *int* \*matrix[] = {row1, row2, row3};  for (*int* i = 0; i < 3; i++){  for (*int* j = 0; j < 3; j++){  cout << matrix[i][j] << "\t";  }  cout << endl;  } |

二维数组按行连续依次存放；对于指针数组，3个指针matrix[0]、matrix[1]、matrix[2]连续，但它们指向的3个数组之间并不一定连续存放。

**🕮 6.7 指针与函数**

**🏵 6.7.1 指针作为函数参数**

需要数据双向传递时(引用也可以达到此效果)

需要传递一组数据，只传首地址运行效率更高

|  |
| --- |
| *void* print(*int* const \*arr, *int* n){ // 打印int数组  if (n < 1){  cout << "[]" << endl;  return;  }  cout << "[";  for (*int* \*p = arr;; p++){  if (p >= arr + n - 1){  cout << \*p << "]" << endl;  return;  }  cout << \*p << ", ";  }  }  *int* main(*int* argc, *char* const \*argv[]){  *int* a[] = {1, 2, 3, 4, 5};  print(a, sizeof(a) / sizeof(*int*)); // [1, 2, 3, 4, 5]  } |

**🏵 6.7.2 指针类型的函数**

不要将非静态局部地址作为函数返回值，离开函数体该地址已经无效。

1) 应该返回在主调函数有效、合法的地址

2) 函数中通过动态内存分配new操作获得的内存地址返回主调函数是合法有效的，但内存分配和释放不在同一级别，要注意不能忘记释放，避免内存泄露

**🏵 6.7.3 指向函数的指针**

函数指针指向的是程序代码存储区首地址。

函数指针典型用途：实现函数回调

1) 通过函数指针调用函数，使得处理相似事件时可灵活使用不同的方法

2) 调用者不关心谁是被调用者，只要知道存在一个具有特定原型和限制条件的被调用函数。

|  |
| --- |
| *int* compute(*int* a, *int* b, *int* (\*f)(*int*, *int*)) { return f(a, b); }  *int* max(*int* a, *int* b) { return (a > b) ? a : b; }  *int* min(*int* a, *int* b) { return (a < b) ? a : b; }  *int* sum(*int* a, *int* b) { return a + b; }  *int* main(*int* argc, *char* const \*argv[]){  *int* a = 12, b = 23;  // 函数名就是指针, 写不写&都可以  cout << "max(" << a << ", " << b << ") = " << compute(a, b, max) << endl;  cout << "min(" << a << ", " << b << ") = " << compute(a, b, min) << endl;  cout << "sum(" << a << ", " << b << ") = " << compute(a, b, sum) << endl;  } |

结果：

|  |
| --- |
| max(12, 23) = 23  min(12, 23) = 12  sum(12, 23) = 35 |

**🕮 6.8 对象指针**

用指针访问对象成员：p->get()相当于(\*p).get()

this指针：指向当前对象自己的指针，隐含于类的每一个非静态成员函数中，指出成员函数所操作的对象。

当通过一个对象调用成员函数时，系统先将该对象的地址赋值给this指针，然后调用成员函数。成员函数对数据进行操作时，就隐含使用了this指针。

|  |
| --- |
| *class* A{  private:  *int* a;  public:  A(*int* a = 0) { this->a = a; }  *void* setA(*int* a) { this->a = a; }  *int* getA() { return this->a; }  };  *int* main(*int* argc, *char* const \*argv[]){  A a(12);  cout << "a = " << a.getA() << endl;  A \*p = &a; // 对象指针  p->setA(23); // 通过指针调用成员函数  cout << "a = " << a.getA() << endl;  return 0;  } |

**🕮 6.9 动态分配内存**

① 动态申请内存操作符new

new T(初始化参数列表)

功能：在程序执行期间，申请用于存放T类型对象的内存空间

成功返回T\*，指向新分配的内存；失败，抛出异常。

② 释放内存操作符delete

delete 指针p

释放指针p所指向的内存，必须是new操作申请的地址。

**🏵 6.9.1 动态数组**

分配：new T[长度]

释放：delete[] 数组名p

多维数组

new T[第1维长度][第2维长度]...

**🕮 6.10 智能指针**

C++11的智能指针

unique\_ptr：不允许多个指针共享资源，可以用标准库的move函数转移指针

shared\_ptr：多个指针共享资源

weak\_ptr：可复制shared\_ptr，但其构造或释放对资源不产生影响

**🕮 6.11 vector对象**

封装任何类型的动态数组，自动创建和删除

数组下标越界检查

|  |
| --- |
| *double* avg(vector<*int*> v){  *double* s = 0;  for (*int* i = 0; i < v.size(); i++)  s += v[i];  return s / v.size();  }  *int* main(*int* argc, *char* const \*argv[]){  vector<*int*> arr = {34, 76, 23, 45, 12, 56};  cout << "avg(arr) = " << avg(arr) << endl;  return 0;  } |

除了使用下标遍历vector，还可以：

|  |
| --- |
| for (*auto* i = arr.begin(); i != arr.end(); i++) // 迭代器  cout << \*i << endl;  for (*auto* e : arr) // for-each  cout << e << endl; |

**🕮 6.12 对象复制与移动**

**🏵 6.12.1 浅层复制与深层复制**

① 浅层复制：实现对象间数据元素的一一对应复制。

默认的复制构造函数

② 深层复制：当被复制对象数据成员的指针类型时，不是复制该指针成员本身，而是将指针指向的对象进行复制。

**例**：

1) 默认复制构造函数是浅层复制

|  |
| --- |
| #include <iostream>  using *namespace* std;  *void* print(*int* const \*arr, *int* n); // P26  *class* MyArray{  private:  *int* \*arr;  *int* size;  *void* copy(*int* const \*arr, *int* low, *int* high){  size = 0;  this->arr = new *int*[high - low];  while (low < high)  this->arr[size++] = arr[low++];  }  public:  MyArray(*int* const \*arr, *int* low, *int* high){  copy(arr, low, high);  cout << "calling constructor..." << endl;  }  ~MyArray(){  delete[] arr;  cout << "calling deconstructor..." << endl;  }  *void* show(){print(arr, size);}  *void* set(*int* n, *int* e){  if (n < 0 || n >= size)  return;  arr[n] = e;  }  };  *int* main(*int* argc, *char* const \*argv[]){  *int* arr[] = {1, 2, 3, 4, 5};  *int* length = sizeof(arr) / sizeof(*int*);  MyArray ma1(arr, 0, length);  MyArray ma2(ma1);  ma1.show(); // [1, 2, 3, 4, 5]  ma2.set(2, 23);  ma1.show(); // [1, 2, 23, 4, 5]  return 0;  } |

2) 自定义深层复制构造函数

|  |
| --- |
| MyArray(MyArray const &a){  copy(a.arr, 0, a.size);  cout << "calling copy constructor..." << endl;  } |

**🏵 6.12.2 移动构造**

C++11提供的一种新的构造方法。C++11之前，如果要将源对象的状态转移到目标对象，只能通过复制。而在某些情况，没必要复制对象，只需要移动它们。

移动语义：源对象资源的控制权全部交给目标对象

当临时对象在被复制后，就不再被利用了。完全可以把临时对象的资源直接移动，就避免了多余的复制操作。
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函数返回含有指针成员的对象

① 使用深层复制构造函数

返回时构造临时对象，动态分配将临时对象返回到主调函数，再删除临时对象

② 使用移动构造函数

将要返回的局部对象转移到主调函数，省去构造和删除临时对象的过程。

|  |
| --- |
| MyArray(MyArray &&a){ // 移动构造函数, &&是右值引用  arr = a.arr;  a.arr = nullptr;  cout << "calling move constructor..." << endl;  } |

然而实际运行没有调用移动构造函数，应该与编译器优化有关。

**🕮 6.13 字符串**

**🏵 6.13.1 C风格字符串**

字符串常量

各字符连续存储，每个字符1个字节，以'\0'结尾，相当于一个隐含创建的字符常量数组。首地址可以赋给char常量指针：

const *char* \*STR = "hikari";

字符数组存储字符串

*char* str[] = "hikari";

用字符数组表示字符串的缺点：

1) 执行连接、拷贝、比较等操作，都要显示调用库函数

2) 当字符串长度不确定时，需要new动态创建字符数组，最后delete释放

3) 字符串实际长度大于为它分配的空间时，产生数组下标越界的错误

**🏵 6.13.2 string类**

常用构造函数：

|  |
| --- |
| string(); //默认构造函数, 建立一个长度为0的字符串  string(const *char*\* s); // 用指针指向的字符串常量初始化  string(const string& s); // 复制构造函数 |

**输入整行字符串**

getline()可以输入整行字符串(string头文件)

getline(cin, s);

输入字符串时，可以使用其他分隔符作为字符串结束标志：

getline(cin, s, ','); //逗号为分隔符

|  |
| --- |
| #include <iostream>  #include <string>  using *namespace* std;  *int* main(*int* argc, *char* const \*argv[]){  for (*int* i = 0; i < 2; i++){  string country, city;  getline(cin, country, ',');  getline(cin, city);  cout << "country: " << country << ", city: " << city << endl;  }  return 0;  } |

**例**：字符串拼接

|  |
| --- |
| #include <iostream>  #include <string>  using *namespace* std;  *char* \*concat(*char* const \*a, *char* const \*b){  //计算a和b的长度  *int* la, lb = 0;  while (a[la] != '\0')  la++;  while (b[lb] != '\0')  lb++;  *char* \*s = new *char*[la + lb + 1];  // 将a和b的每个字符填入新的字符数组,结尾加上'\0'  for (*int* i = 0; i < la; i++)  s[i] = a[i];  for (*int* i = 0; i < lb; i++)  s[la + i] = b[i];  s[la + lb] = '\0';  return s;  }  *int* main(*int* argc, *char* const \*argv[]){  *char* a[] = "hoshizora";  *char* b[] = "rin";  cout << concat(concat(a, " "), b) << endl; //hoshizora rin  string sa = a, sb = b; //string类  cout << sa + " " + sb << endl; //hoshizora rin  return 0;  } |