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# 1. Summary

Synthesis of survey 2 and 3 results for metacoupling/biodiversity systematic review. It consists of response summaries and visualizations of the accepted papers.

# 2. R Setup

The script presented here was done using R (version 4.0.2; R Core Team 2020) and its packages.

Load libraries, directories, and custom functions from source file.

# 3. Load data

# surveys  
 ab\_screen <- read.csv(paste0(dat.dir, 'absScreening\\AbsScreen1\_Merge.csv'))  
 ab\_maybes <- read.csv(paste0(dat.dir, 'absScreening\\AbsScreen2\_maybes\_to\_keep.csv'))  
 ab\_yeses <- read.csv(paste0(dat.dir, 'absScreening\\final\_sample\_for\_coding.csv'))  
 assignments <- read.csv(paste0(dat.dir,'absScreening\\Coding\_MergeAssign\_R1.csv'))  
  
  
 survey1 <- read.csv(paste0(dat.dir,'survey1\_cleaned.csv'))  
 s2 <- read.csv(paste0(dat.dir,'survey2\_cleaned.csv'))  
 survey3 <- read.csv(paste0(dat.dir,'survey3\_cleaned.csv'))  
 s23 <- read.csv(paste0(dat.dir,'s23.csv'))  
# factor format  
 s23$maj\_eff<-factor(s23$maj\_eff, c("Beneficial","Detrimental","Changed", "Mixed","Not significant or unclear"))  
 s23\_maj <- s23[!duplicated(s23$paper\_id),]

# 4. Survey 1 & 2 Results

## 4.1 Sample Results

Accepted/rejected published papers over time

Total number of papers at the coding stage = 591

# get total numbers but also ensure both values here match  
 nrow(survey1)  
 length(unique(survey1$paper\_id))

## [1] 591  
## [1] 591

Number of accepted and rejected papers.

Accepted = 131 (22%) , Rejected = 460 (78%)

# get summary  
 ddply(survey1, .(status), summarize,  
 # total count of entries   
 count=length(status))  
sum(survey1$status == 'accept')/nrow(survey1)  
sum(survey1$status == 'reject')/nrow(survey1)

## status count  
## 1 accept 131  
## 2 reject 460  
## [1] 0.2216582  
## [1] 0.7783418

Visualizing accepted papers over time, including the ones from the abstract screening process.

# all abstract screened papers (n=7306)  
 ab\_screen <- ab\_screen[!ab\_screen$PY==2020,] #remove 2020 studies  
 ab\_all <- ab\_screen[!duplicated(ab\_screen$TITLE),];nrow(ab\_all)  
  
# remove the papers accepted in screening from the abstract screening list (n=6665)  
 ab\_reject <- anti\_join(ab\_all,ab\_maybes,by=c("TITLE"))  
 ab\_reject <- anti\_join(ab\_reject,ab\_yeses,by=c("TITLE"))  
 ab\_reject <- ab\_reject[!duplicated(ab\_reject$TITLE,ab\_reject$PY),];nrow(ab\_reject)  
   
# all papers that were accepted from abstract screening (n=641)  
 ab\_accept <- ab\_yeses[!duplicated(ab\_yeses$TITLE),]  
  
   
# accepted papers from the assignment list for full review (n=595)  
 papers\_reviewed <- assignments[!duplicated(assignments$TITLE),]  
  
# papers with PDF not available or rejected because of language (n=46)  
 paper\_unavail <- anti\_join(ab\_accept,papers\_reviewed,by=c("TITLE"))  
 paper\_unavail <- paper\_unavail[!duplicated(paper\_unavail$TITLE),]  
   
# rejected papers or not yet reviewed (n=460)  
   
 keep <- subset(survey1, status=='accept')  
 reject <- anti\_join(survey1,keep)  
  
 papers\_rejected <- anti\_join(papers\_reviewed,keep,by=c("STUDY\_ID.1"="paper\_id"))  
 papers\_rejected <- papers\_rejected[!duplicated(papers\_rejected$TITLE),]

## [1] 7306  
## [1] 6665

# show numbers:  
 paste('original number of papers in WOS search:',nrow(ab\_screen))  
 paste('number of duplicates in WOS search:',nrow(ab\_screen)-nrow(ab\_all))  
 paste('number of abstracts screened:',nrow(ab\_all))  
 paste('number of accepted abstracts:',nrow(ab\_accept))  
 paste('number of rejected abstracts:',nrow(ab\_reject))  
 paste('number of accepted papers unavailable or non-English:',  
 nrow(paper\_unavail))  
 paste('number of papers available for full review:',  
 nrow(papers\_reviewed))  
 paste('number of full papers accepted for synthesis:',  
 nrow(keep))   
 paste('number of full papers rejected from synthesis:',nrow(reject))  
 paste('number of full papers not yet reviewed for synthesis:',  
 nrow(papers\_rejected)-nrow(reject)-5)  
   
# num of full papers not yet reviewed is -1, idk why. Maybe due to common papers? The check below is True so I'm not worried.   
   
   
# test if they add up correctly  
 paste('COUNT TESTS:')  
 paste('total full papers:',  
 nrow(papers\_reviewed) == nrow(ab\_accept) - nrow(paper\_unavail))  
 paste('total abstract screen:',  
 nrow(ab\_all) == nrow(ab\_reject) + nrow(ab\_accept))

## [1] "original number of papers in WOS search: 7318"  
## [1] "number of duplicates in WOS search: 12"  
## [1] "number of abstracts screened: 7306"  
## [1] "number of accepted abstracts: 641"  
## [1] "number of rejected abstracts: 6665"  
## [1] "number of accepted papers unavailable or non-English: 46"  
## [1] "number of papers available for full review: 595"  
## [1] "number of full papers accepted for synthesis: 131"  
## [1] "number of full papers rejected from synthesis: 460"  
## [1] "number of full papers not yet reviewed for synthesis: -1"  
## [1] "COUNT TESTS:"  
## [1] "total full papers: TRUE"  
## [1] "total abstract screen: TRUE"

Next, simplify columns and combine for three tiers in the plot.

# select columns  
 # papers found in WOS but don't meet criteria  
 reject\_abstract\_level <- subset(ab\_reject,select=c("STUDY\_ID","PY"))  
 # WOS papers that meet criteria but don't directly look at coupling effects on biodiv  
 reject\_paper\_level <- subset(papers\_rejected,select=c("STUDY\_ID.1","PY"))  
 reject\_paper\_level2 <- subset(paper\_unavail,select=c("STUDY\_ID","PY"))  
 # papers that do look at coupling effects on biodiv  
 accept\_paper\_level <- subset(keep,select=c("paper\_id","year\_pub"))  
   
# rename columns  
 colnames(reject\_abstract\_level) <- c('paper\_id','year\_pub')  
 colnames(reject\_paper\_level) <- c('paper\_id','year\_pub')  
 colnames(reject\_paper\_level2) <- c('paper\_id','year\_pub')  
   
# add columns  
 #papers that discuss tc effects on biodiv in...  
 reject\_abstract\_level$type <- 'search but not abstract'  
 reject\_paper\_level$type <- 'abstract but not paper'  
 reject\_paper\_level2$type <- 'abstract but not paper'  
 accept\_paper\_level$type <- 'abstract and paper'  
   
# rbind (should be 7307 rows)  
 papers <- rbind(reject\_abstract\_level,reject\_paper\_level,  
 reject\_paper\_level2, # <-- NOT SURE IF UNAVAILABLE PAPERS BELONG HERE  
 accept\_paper\_level)  
  
# check  
 nrow(papers)

## [1] 7306

Plot image.

# Get a count of records per year  
 paper\_ct <- ddply(papers, .(year\_pub,type), summarize, count=length(year\_pub))  
  
# Change to factors  
 paper\_ct$year\_pub <- as.factor(paper\_ct$year\_pub)  
 paper\_ct$type <- factor(paper\_ct$type,  
 levels = c('search but not abstract',  
 'abstract but not paper',  
 'abstract and paper'))  
   
 papers.fig <- ggplot(paper\_ct, aes(x=year\_pub, y=count)) +   
 geom\_area(position="identity",  
 aes(y=count, fill = type, group = type), alpha=0.6) +  
 geom\_point(aes(y =count, color = type, group = type))+  
 geom\_line(aes(y =count, color = type, group = type))+  
 geom\_text(aes(label=count),size=3,  
 position=position\_dodge(.7),  
 vjust=-.7,  
 check\_overlap=TRUE)+  
 scale\_color\_manual(  
 name=expression(italic("telecoupling effects\non biodiversity in...")),  
 values=paper\_col)+  
 scale\_fill\_manual(  
 name=expression(italic("telecoupling effects\non biodiversity in...")),  
 values=paper\_col)+  
 xlab("publication year")+  
 ylab("number of articles") + ylim(0,860)+  
 scale\_y\_continuous(breaks=seq(0,850,100)) +  
 theme\_classic()+  
 theme(legend.position = c(0.22,0.87))  
   
# show here  
 papers.fig
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Acceptance rate for abstract screening.

# get total abstract acceptance rate  
 sum(ab\_all$INCLUDE=='YES')/nrow(ab\_all)

## [1] 0.08007117

Acceptance rate for papers that were reviewed (**NOTE:** this includes the 5 common surveys).

# get total paper acceptance rate  
 sum(survey1$status=='accept')/nrow(survey1)

## [1] 0.2216582

Acceptance rate per person (**NOTE:** this excludes the 5 common surveys per person, but has a rate for it on its own as “all”).

# get summary  
 acr <- ddply(survey1, .(coder\_id), summarize,  
 # total count of entries   
 count=length(coder\_id),  
 accept=sum(status=='accept'),  
 reject=sum(status=='reject'),  
 # percent acceptance  
 accept\_rate=sum(status=='accept')/length(coder\_id))  
 acr

## coder\_id count accept reject accept\_rate  
## 1 A\_Herzberger 63 20 43 0.3174603  
## 2 A\_Torres 51 7 44 0.1372549  
## 3 all 5 4 1 0.8000000  
## 4 C\_Hovis 92 19 73 0.2065217  
## 5 E\_Dean 43 7 36 0.1627907  
## 6 E\_Xing 43 9 34 0.2093023  
## 7 K\_Kapsar 52 11 41 0.2115385  
## 8 M\_Lei 43 15 28 0.3488372  
## 9 MG\_Chung 43 5 38 0.1162791  
## 10 X\_Wu 67 18 49 0.2686567  
## 11 Y\_Dou 5 0 5 0.0000000  
## 12 Y\_Li 32 2 30 0.0625000  
## 13 Y\_Zhang 52 14 38 0.2692308

Average per-person acceptance rates

# mean per-person acceptance rate   
 mean(acr$accept\_rate)

## [1] 0.2392594

## 4.2 General Results

Counts of papers that were inferred (accepted papers only)

Total rate of **inferring** across papers.

# get total papers for which the tc relationships were inferred  
 paste('number inferred papers:',sum(keep$explicit\_distant\_impacts=='No'))  
 paste('number explicit papers:',sum(keep$explicit\_distant\_impacts=='Yes'))  
   
# get total inferring rate  
 paste('inferred percent:',sum(keep$explicit\_distant\_impacts=='No')/nrow(keep))  
 paste('explicit percent:',sum(keep$explicit\_distant\_impacts=='Yes')/nrow(keep))

## [1] "number inferred papers: 46"  
## [1] "number explicit papers: 76"  
## [1] "inferred percent: 0.351145038167939"  
## [1] "explicit percent: 0.580152671755725"

Percent of papers inferred per person per person

# get summary  
 ddply(keep, .(coder\_id), summarize,  
 # total count of entries   
 count=length(coder\_id),  
 inferred=sum(explicit\_distant\_impacts=='No'),  
 explicit=sum(explicit\_distant\_impacts=='Yes'),  
 # percent inferred  
 inferred\_rate=sum(explicit\_distant\_impacts=='No')/length(coder\_id))

## coder\_id count inferred explicit inferred\_rate  
## 1 A\_Herzberger 20 9 11 0.4500000  
## 2 A\_Torres 7 2 5 0.2857143  
## 3 all 4 2 2 0.5000000  
## 4 C\_Hovis 19 5 14 0.2631579  
## 5 E\_Dean 7 2 5 0.2857143  
## 6 E\_Xing 9 0 0 0.0000000  
## 7 K\_Kapsar 11 7 4 0.6363636  
## 8 M\_Lei 15 6 9 0.4000000  
## 9 MG\_Chung 5 1 4 0.2000000  
## 10 X\_Wu 18 2 16 0.1111111  
## 11 Y\_Li 2 0 2 0.0000000  
## 12 Y\_Zhang 14 10 4 0.7142857

Counts of study types (accepted papers only)

# get summary  
 ddply(keep, .(C4\_study), summarize,  
 # total count of entries   
 count=length(C4\_study),  
 percent=length(C4\_study)/nrow(keep))

## C4\_study count percent  
## 1 Experimental study 3 0.022900763  
## 2 Modeling study (using empirical data and not projected) 11 0.083969466  
## 3 Observational study 116 0.885496183  
## 4 Observational/Modeling study 1 0.007633588

Habitat Frequency (study level, n= 131)

habitat.study <- count(s2, 'habitat')  
print(habitat.study)  
prop.table(table(s2$habitat))

## habitat freq  
## 1 Freshwater 22  
## 2 Freshwater;Marine 1  
## 3 Marine 25  
## 4 Not specified/Global study 2  
## 5 Terrestrial 75  
## 6 Terrestrial;Freshwater 4  
## 7 Terrestrial;Marine 2  
##   
## Freshwater Freshwater;Marine   
## 0.167938931 0.007633588   
## Marine Not specified/Global study   
## 0.190839695 0.015267176   
## Terrestrial Terrestrial;Freshwater   
## 0.572519084 0.030534351   
## Terrestrial;Marine   
## 0.015267176

Taxa Frequency (study level, n=131)

desired\_length <- 8   
empty\_list <- vector(mode = "list", length = desired\_length)  
  
taxa <- (s2$taxa)  
table(taxa)  
taxa.list <- c('Mammals', 'Plants', 'Reptiles', 'Amphibians', 'Birds', 'Fish', 'Invertebrates', 'Other')  
taxa.count <- empty\_list  
  
for (i in 1:length(taxa.list)) {  
   
 taxa.count[i] <- sum(str\_count(taxa, taxa.list[i]))  
 }  
  
taxa.count <- rbind(taxa.list,taxa.count)  
taxa.count  
  
multiple <- str\_count(taxa, ';')  
multiple <- multiple != 0  
multiple <- table(multiple) ["TRUE"]  
multiple  
  
# Others? Not a big deal since taxa is clarified in survey 3.Not a big deal.  
  
othTaxa <- s2[which(s2$taxa == 'Other'),]

## taxa  
## Amphibians; Plants   
## 1   
## Birds   
## 36   
## Birds; Mammals   
## 1   
## Birds; Mammals; Amphibians; Plants   
## 1   
## Birds; Mammals; Reptiles; Invertebrates; Plants   
## 1   
## Birds; Reptiles   
## 1   
## Fish   
## 14   
## Fish; Invertebrates   
## 1   
## Invertebrates   
## 23   
## Invertebrates; Plants   
## 2   
## Invertebrates;Plants   
## 1   
## Mammals   
## 14   
## Mammals; Reptiles; Amphibians; Invertebrates   
## 1   
## Other   
## 3   
## Plants   
## 26   
## Plants; habitat pollution   
## 1   
## Reptiles   
## 3   
## Reptiles;Amphibians   
## 1   
## [,1] [,2] [,3] [,4] [,5] [,6]   
## taxa.list "Mammals" "Plants" "Reptiles" "Amphibians" "Birds" "Fish"  
## taxa.count 18 33 7 4 40 15   
## [,7] [,8]   
## taxa.list "Invertebrates" "Other"  
## taxa.count 29 3   
## TRUE   
## 12

Flow frequency (study level, n=131)

desired\_length <- 10   
empty\_list <- vector(mode = 'list', length = desired\_length)  
  
tc <- s2$tele\_cat  
tc.list <-c("Energy Transfer","Investment","Knowledge Transfer",  
 "Migration (human)","Migration (non-human)",  
 "Species Dispersal","Tourism","Trade","Waste Transfer","Water Transfer")  
tc.count <- empty\_list  
  
for (i in 1:length(tc.list)) {  
   
 tc.count[i] <- sum(str\_count(tc, tc.list[i]))  
 }  
  
tc.count <- rbind(tc.list,tc.count)  
tc.count  
  
  
# Can't get loop to count the migration values for some reason, manual input code below  
# Migration (human) n=4 # Migration (non-human) n=0  
tc.table <- table(s2$tele\_cat)  
  
tc.count[2,4] <- tc.table[5] + tc.table[13] # Migration (human) n=6 # Migration (non-human) n-7  
  
tc.count  
  
#gather(tc.count)  
  
multiple <- str\_count(tc, ';')  
multiple <- multiple != 0  
multiple <- table(multiple) ["TRUE"]  
multiple

## [,1] [,2] [,3]   
## tc.list "Energy Transfer" "Investment" "Knowledge Transfer"  
## tc.count 9 8 13   
## [,4] [,5] [,6]   
## tc.list "Migration (human)" "Migration (non-human)" "Species Dispersal"  
## tc.count 0 0 17   
## [,7] [,8] [,9] [,10]   
## tc.list "Tourism" "Trade" "Waste Transfer" "Water Transfer"  
## tc.count 57 34 2 4   
## [,1] [,2] [,3]   
## tc.list "Energy Transfer" "Investment" "Knowledge Transfer"  
## tc.count 9 8 13   
## [,4] [,5] [,6]   
## tc.list "Migration (human)" "Migration (non-human)" "Species Dispersal"  
## tc.count 4 0 17   
## [,7] [,8] [,9] [,10]   
## tc.list "Tourism" "Trade" "Waste Transfer" "Water Transfer"  
## tc.count 57 34 2 4   
## TRUE   
## 16

Number of metrics reported by each paper

# get summary  
 ddply(survey3, .(paper\_id), summarize,  
 # total count of entries   
 num\_entries=length(entry\_id),  
 perc\_dataset=length(entry\_id)/nrow(survey3),  
 num\_taxa=length(unique(taxa))) %>%   
 arrange(desc(perc\_dataset))  
  
num.metric <- count(survey3$paper\_id)  
range(num.metric$freq)  
sum(num.metric$freq)

## paper\_id num\_entries perc\_dataset num\_taxa  
## 1 84 162 0.221614227 1  
## 2 4060 57 0.077975376 1  
## 3 1551 27 0.036935705 1  
## 4 3772 22 0.030095759 1  
## 5 6502 21 0.028727770 1  
## 6 134 20 0.027359781 1  
## 7 4155 20 0.027359781 1  
## 8 4552 15 0.020519836 1  
## 9 479 14 0.019151847 1  
## 10 3112 13 0.017783858 1  
## 11 3989 12 0.016415869 1  
## 12 4831 11 0.015047880 1  
## 13 1007 10 0.013679891 1  
## 14 2606 9 0.012311902 1  
## 15 5844 8 0.010943912 1  
## 16 6254 8 0.010943912 1  
## 17 1376 7 0.009575923 2  
## 18 5756 7 0.009575923 1  
## 19 6948 7 0.009575923 1  
## 20 227 6 0.008207934 1  
## 21 264 6 0.008207934 1  
## 22 1893 6 0.008207934 2  
## 23 3122 6 0.008207934 1  
## 24 3485 6 0.008207934 1  
## 25 3849 6 0.008207934 1  
## 26 4551 6 0.008207934 1  
## 27 5076 6 0.008207934 1  
## 28 5905 6 0.008207934 1  
## 29 6511 6 0.008207934 1  
## 30 357 5 0.006839945 1  
## 31 1366 5 0.006839945 1  
## 32 1743 5 0.006839945 1  
## 33 2050 5 0.006839945 1  
## 34 2642 5 0.006839945 1  
## 35 5926 5 0.006839945 1  
## 36 6396 5 0.006839945 1  
## 37 292 4 0.005471956 1  
## 38 302 4 0.005471956 1  
## 39 471 4 0.005471956 1  
## 40 826 4 0.005471956 1  
## 41 1299 4 0.005471956 1  
## 42 1590 4 0.005471956 1  
## 43 1616 4 0.005471956 1  
## 44 2401 4 0.005471956 1  
## 45 2546 4 0.005471956 1  
## 46 2998 4 0.005471956 1  
## 47 3484 4 0.005471956 1  
## 48 4020 4 0.005471956 1  
## 49 4063 4 0.005471956 1  
## 50 4257 4 0.005471956 1  
## 51 4293 4 0.005471956 1  
## 52 5746 4 0.005471956 1  
## 53 379 3 0.004103967 1  
## 54 483 3 0.004103967 1  
## 55 518 3 0.004103967 1  
## 56 1270 3 0.004103967 1  
## 57 2345 3 0.004103967 1  
## 58 3247 3 0.004103967 1  
## 59 3361 3 0.004103967 1  
## 60 4209 3 0.004103967 1  
## 61 4445 3 0.004103967 1  
## 62 5063 3 0.004103967 1  
## 63 6321 3 0.004103967 2  
## 64 80 2 0.002735978 2  
## 65 339 2 0.002735978 2  
## 66 396 2 0.002735978 1  
## 67 425 2 0.002735978 1  
## 68 466 2 0.002735978 1  
## 69 510 2 0.002735978 1  
## 70 708 2 0.002735978 1  
## 71 713 2 0.002735978 1  
## 72 1565 2 0.002735978 1  
## 73 1799 2 0.002735978 1  
## 74 2201 2 0.002735978 1  
## 75 2670 2 0.002735978 1  
## 76 3081 2 0.002735978 1  
## 77 3151 2 0.002735978 1  
## 78 3165 2 0.002735978 1  
## 79 3511 2 0.002735978 1  
## 80 3583 2 0.002735978 1  
## 81 3697 2 0.002735978 1  
## 82 4760 2 0.002735978 1  
## 83 4832 2 0.002735978 1  
## 84 5175 2 0.002735978 1  
## 85 5875 2 0.002735978 1  
## 86 5966 2 0.002735978 1  
## 87 6331 2 0.002735978 1  
## 88 6845 2 0.002735978 1  
## 89 17 1 0.001367989 1  
## 90 44 1 0.001367989 1  
## 91 45 1 0.001367989 1  
## 92 311 1 0.001367989 1  
## 93 523 1 0.001367989 1  
## 94 654 1 0.001367989 1  
## 95 813 1 0.001367989 1  
## 96 897 1 0.001367989 1  
## 97 992 1 0.001367989 1  
## 98 1040 1 0.001367989 1  
## 99 1349 1 0.001367989 1  
## 100 1368 1 0.001367989 1  
## 101 1681 1 0.001367989 1  
## 102 1821 1 0.001367989 1  
## 103 2222 1 0.001367989 1  
## 104 2253 1 0.001367989 1  
## 105 2284 1 0.001367989 1  
## 106 3243 1 0.001367989 1  
## 107 3668 1 0.001367989 1  
## 108 3868 1 0.001367989 1  
## 109 4087 1 0.001367989 1  
## 110 4393 1 0.001367989 1  
## 111 4509 1 0.001367989 1  
## 112 4518 1 0.001367989 1  
## 113 4574 1 0.001367989 1  
## 114 4850 1 0.001367989 1  
## 115 5125 1 0.001367989 1  
## 116 5309 1 0.001367989 1  
## 117 5314 1 0.001367989 1  
## 118 5477 1 0.001367989 1  
## 119 5486 1 0.001367989 1  
## 120 5577 1 0.001367989 1  
## 121 5773 1 0.001367989 1  
## 122 5782 1 0.001367989 1  
## 123 5804 1 0.001367989 1  
## 124 5853 1 0.001367989 1  
## 125 6195 1 0.001367989 1  
## 126 6820 1 0.001367989 1  
## 127 3790002 1 0.001367989 1  
## [1] 1 162  
## [1] 731

Number of metrics by taxa and paper

# get summary  
 a <- ddply(survey3, .(taxa), summarize,  
 # total count of entries   
 num\_entries=length(entry\_id),  
 perc\_dataset=length(entry\_id)/nrow(survey3),  
 num\_papers=length(unique(paper\_id)),  
 perc\_papers=length(unique(paper\_id))/length(unique(survey3$paper\_id))) %>%   
 arrange(desc(perc\_dataset))  
  
# view  
 a

## taxa num\_entries perc\_dataset num\_papers perc\_papers  
## 1 Birds 340 0.465116279 36 0.283464567  
## 2 Invertebrates 159 0.217510260 28 0.220472441  
## 3 Plants/Trees/Shrubs 85 0.116279070 30 0.236220472  
## 4 Fish 75 0.102599179 15 0.118110236  
## 5 Mammals 45 0.061559508 13 0.102362205  
## 6 Multiple 17 0.023255814 5 0.039370079  
## 7 Reptiles 9 0.012311902 4 0.031496063  
## 8 Amphibians 1 0.001367989 1 0.007874016

## 4.3 Biodiversity and Flow Categories by Country

Biodiversity country map

shp <- ne\_countries(scale = 50, returnclass = 'sf') %>% #st\_as\_sf() %>%  
 select(name, iso\_a3) %>% ## , economy, income\_grp  
 # filter(name != 'Antarctica') %>%  
 # filter(name == 'France') %>%  
 dplyr::mutate(  
 iso\_a3 = if\_else(name == 'France', 'FRA', iso\_a3),  
 iso\_a3 = if\_else(name == 'Norway', 'NOR', iso\_a3))  
# plot(shp[1])  
  
shp %>% filter(name == 'Norway')  
  
### add new country name that are consistant with names uned in SDG data  
# library(readxl)  
# xls.shp.info <- paste0(dir, '/update\_0503\_SUM\_dist/\_input\_data/ne\_10m\_admin\_0\_countries/Table/ne\_10m\_admin\_0\_countries-Export\_Output.xls')  
#  
# nation\_new\_name <-  
# read\_excel(path = xls.shp.info,  
# sheet = "dat", col\_names = T) %>%  
# select(ADMIN, ADM0\_A3, nation\_name)  
# names(nation\_new\_name)  
# nation\_new\_name <- as.data.frame(nation\_new\_name[,-c(3,4)])  
  
  
  
  
### theme, font --------------------------------------------------------------------------------------  
font <- 'sans' ## = "TT Arial"  
font\_size <- 6.5 ## max = 7; min = 5 for Nature Sustainability  
map\_theme <- ggpubr::theme\_transparent()+  
 theme(  
 axis.title.x=element\_blank(),  
 axis.title.y=element\_blank(),  
 axis.text.x=element\_blank(),  
 axis.ticks = element\_blank(),  
 panel.grid.major = element\_blank(),  
 panel.grid.minor = element\_blank(),  
 panel.border = element\_blank(),  
 legend.position = c(0.09, 0.38),  
 legend.key.size = unit(0.3, "cm"),  
 # legend.key.height = unit(0.5, "cm"),  
 legend.key = element\_rect(fill = NA, colour = NA, size = 0.25),  
   
 panel.background = element\_rect(fill = "transparent", colour = NA),  
 plot.background = element\_rect(fill = "transparent", colour = NA),  
 legend.background = element\_rect(fill = "transparent", colour = NA),  
 legend.box.background = element\_rect(fill = "transparent", colour = NA),  
 text=element\_text(family=font, size=font\_size))  
  
  
### - Read in Data  
  
df99 <- read.csv(paste0(dat.dir, 'survey2\_cleaned.csv'))  
  
  
### - list\_countries  
ctr\_sys <- df99 %>%  
 select(paper\_id, list\_countries) %>%  
 data.frame(., do.call(rbind, str\_split(.$list\_countries,';'))) %>%  
 gather(key = 'key', value = list\_countries, 3:ncol(.)) %>%  
 dplyr::mutate(list\_countries = trimws(list\_countries)) %>%  
 dplyr::distinct(paper\_id, list\_countries, .keep\_all = T) %>%  
 filter(list\_countries != '') %>%  
 arrange(paper\_id) %>%  
 group\_by(list\_countries) %>%  
 tally()%>%  
 arrange(desc(n)) #%>%  
# str(ctr\_sys)  
  
  
### join new name table  
shp\_df <- shp %>%  
 left\_join(., ctr\_sys, by=c("iso\_a3" = "list\_countries"))  
  
### check the join  
shp\_df\_check <- merge(  
 shp, ctr\_sys, by.x = "iso\_a3", by.y = "list\_countries", all.y=T) %>%  
 st\_drop\_geometry()  
  
# str(shp\_df)  
unique(shp\_df$n)  
  
  
### breaks and colors  
var <- shp\_df$n  
max <- max(var, na.rm = T); max  
min <- min(var, na.rm = T); min  
  
breaks <- seq(min, max, 2); breaks; length(breaks)  
breaks <- sort(unique(shp\_df$n)); breaks; length(breaks)  
myPalette <- colorRampPalette((brewer.pal(8, "Greens")));# myPalette; rev  
colors <- myPalette(length(breaks)); colors  
title <- 'Entire system\nNumber of papers'  
  
  
### - biodiv\_countries  
ctr\_bio <- df99 %>%  
 select(paper\_id, biodiv\_countries) %>%  
 data.frame(., do.call(rbind, str\_split(.$biodiv\_countries,';'))) %>%  
 gather(key = 'key', value = biodiv\_countries, 3:ncol(.)) %>%  
 dplyr::mutate(biodiv\_countries = trimws(biodiv\_countries)) %>%  
 dplyr::distinct(paper\_id, biodiv\_countries, .keep\_all = T) %>%  
 filter(biodiv\_countries != '') %>%  
 arrange(paper\_id) %>%  
 group\_by(biodiv\_countries) %>%  
 tally()%>%  
 arrange(desc(n)) #%>%  
# str(ctr\_bio)  
  
  
### join new name table  
shp\_df <- shp %>%  
 left\_join(., ctr\_bio, by=c("iso\_a3" = "biodiv\_countries"))  
  
# str(shp\_df)  
unique(shp\_df$n)  
  
### check the join  
shp\_df\_check <- shp %>%  
 right\_join(., ctr\_bio, by=c("iso\_a3" = "biodiv\_countries"))  
  
### breaks and colors  
var <- shp\_df$n  
max <- max(var, na.rm = T); max  
min <- min(var, na.rm = T); min  
  
breaks <- seq(min, max, 2); breaks; length(breaks)  
breaks <- sort(unique(shp\_df$n)); breaks; length(breaks)  
myPalette <- colorRampPalette((brewer.pal(8, "Purples")));# myPalette; rev  
colors <- myPalette(length(breaks)); colors  
title <- 'Biodiversity system\nNumber of papers'  
  
### plot  
fig2 <- ggplot(data = shp\_df) +  
 geom\_sf(aes(fill = n), color='gray50', size=0.01) +  
 scale\_fill\_gradientn(  
 name = title,  
 colours= colors, na.value = "gray90",  
 limits = c(min,max), breaks = breaks) +  
 guides(fill = guide\_legend(label.hjust = 0, label = T,  
 reverse = T, title = title))+  
 map\_theme  
fig2
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dir  
fname <- paste0(fig.dir, 'Fig\_map\_country\_bio.jpg'); fname

## Simple feature collection with 1 feature and 2 fields  
## geometry type: MULTIPOLYGON  
## dimension: XY  
## bbox: xmin: -9.098877 ymin: 58.02095 xmax: 33.6293 ymax: 80.47783  
## CRS: +proj=longlat +datum=WGS84 +no\_defs +ellps=WGS84 +towgs84=0,0,0  
## name iso\_a3 geometry  
## 1 Norway NOR MULTIPOLYGON (((5.08584 60....  
## [1] NA 3 2 9 4 1 18 11 5 8 6 7 13  
## [1] 18  
## [1] 1  
## [1] 1 3 5 7 9 11 13 15 17  
## [1] 9  
## [1] 1 2 3 4 5 6 7 8 9 11 13 18  
## [1] 12  
## [1] "#F7FCF5" "#EBF7E7" "#DCF1D7" "#C9EAC2" "#B2E0AB" "#98D594" "#7CC77C"  
## [8] "#5CB86A" "#3EA85A" "#2B934B" "#16793E" "#005A32"  
## [1] NA 1 3 8 2 19 4 10 5 6 7 13  
## [1] 19  
## [1] 1  
## [1] 1 3 5 7 9 11 13 15 17 19  
## [1] 10  
## [1] 1 2 3 4 5 6 7 8 10 13 19  
## [1] 11  
## [1] "#FCFBFD" "#F2F1F7" "#E6E5F1" "#D6D7E9" "#C2C2DF" "#ADABD2" "#9794C5"  
## [8] "#827FBB" "#7262AC" "#603E9A" "#4A1486"  
## [1] "C:/Users/Ciara Hovis/Desktop/GradSchool/Co-author papers/MetaBD/MCBD\_Root"  
## [1] "C:/Users/Ciara Hovis/Desktop/GradSchool/Co-author papers/MetaBD/MCBD\_Root/images/Fig\_map\_country\_bio.jpg"

Continent distribution, study level (n=131)

table(ctr\_bio$biodiv\_countries)  
  
# install.packages("jsonlite", repos="https://cran.rstudio.com/")  
library("jsonlite")  
json\_file <- 'https://datahub.io/JohnSnowLabs/country-and-continent-codes-list/datapackage.json'  
json\_data <- fromJSON(paste(readLines(json\_file), collapse=""))  
# get list of all resources:  
print(json\_data$resources$name)  
  
# print all tabular data(if exists any) to 'data'  
for(i in 1:length(json\_data$resources$datahub$type)){  
 if(json\_data$resources$datahub$type[i]=='derived/csv'){  
 path\_to\_file = json\_data$resources$path[i]  
 data <- read.csv(url(path\_to\_file))  
 print(data)  
 }  
}  
  
cont <- cbind(data$Continent\_Name,data$Country\_Name,data$Three\_Letter\_Country\_Code)  
cont <- as.data.frame(cont)  
  
# Match continent and country name to biodiversity countries  
names(cont)[1:3] <- c("continent","ctr\_name","ctr\_code")  
  
ctr\_bio$continent <- cont$continent[match(ctr\_bio$biodiv\_countries,cont$ctr\_code)] # add continent name  
ctr\_bio$ctr\_name <- cont$ctr\_name[match(ctr\_bio$biodiv\_countries,cont$ctr\_code)] # add country name  
  
  
BUC <- aggregate(x = ctr\_bio$n,  
 by = list(ctr\_bio$continent),  
 FUN = sum)  
zz <- ctr\_bio[-which(ctr\_bio$biodiv\_countries == 'BRA' |  
 ctr\_bio$biodiv\_countries == 'USA' |  
 ctr\_bio$biodiv\_countries == 'CHN'),]  
BUC.no <- aggregate(x = zz$n,  
 by = list(zz$continent),  
 FUN = sum)

heat map table of countries and flow type

## Percentage of telecoupling  
  
k <- as.data.frame(cbind(df99$biodiv\_countries, df99$tele\_cat))  
colnames(k) <- c('ctr', 'tc')  
  
ctr\_ls <- ctr\_bio[1]  
  
k$ctr[k$ctr == ""] <- NA  
  
k$tc <- as.character(k$tc)  
  
poo <- separate\_rows(k, tc, sep=";", convert = TRUE)  
doo <-separate\_rows(poo, ctr, sep=";", convert = TRUE)  
  
  
woo <- paste0(doo$ctr, '\_', doo$tc)  
woot <- as.data.frame(table(woo))  
  
ok <- str\_split\_fixed(woot$woo, '\_', 2)  
woot$ctr <- ok[,1]  
woot$tc <- ok[,2]  
  
  
### count by ctr and tc  
booty <- doo %>%  
 dplyr::select(ctr, tc) %>%  
 ### how many tcs in total for each ctr?  
 ungroup() %>%  
 group\_by(ctr) %>%  
 add\_tally(name = 'total\_tc') %>%  
 ### the number of each tc  
 dplyr::ungroup() %>%  
 dplyr::group\_by(ctr, total\_tc) %>%  
 dplyr::count(tc, name = 'n\_tc') %>%  
 arrange(ctr) %>%  
 dplyr::mutate(pct\_tc = n\_tc/total\_tc\*100)  
  
  
booty\_check <- booty %>%  
 dplyr::group\_by(ctr) %>%  
 dplyr::summarise(sum = sum(pct\_tc, na.rm = T))  
  
booty2 <- booty[order(-booty$total\_tc,booty$ctr, -booty$n\_tc),]  
  
# Load data of number of studies by taxa and flow  
nr\_ctr <- aggregate(x = booty2$n\_tc,  
 by = list(booty2$ctr,booty2$tc),  
 FUN = sum)  
  
  
  
# Rename columns  
  
names(nr\_ctr)[1:3] <- c("ctr","tc","count")  
  
# Fill the gaps  
  
mat\_nr\_ctr <-dcast(nr\_ctr, ctr ~ tc, value.var = 'count')  
filled\_nr\_ctr <- melt(mat\_nr\_ctr, id=c("ctr"))  
filled\_nr\_ctr[is.na(filled\_nr\_ctr)] <- 0  
names(filled\_nr\_ctr)[2:3] <- c("tc", "count")  
  
# Subset for countries >5 total tc  
  
filled\_nr\_ctr$n\_tc <- booty2$total\_tc[match(filled\_nr\_ctr$ctr, booty2$ctr)]  
filled\_nr\_ctr<- filled\_nr\_ctr[which(filled\_nr\_ctr$n\_tc > 5),]  
filled\_nr\_ctr<-filled\_nr\_ctr[order(-filled\_nr\_ctr$n\_tc),]  
  
  
# Change order of factor levels for consistency with other figures  
  
filled\_nr\_ctr$ctr <- factor(filled\_nr\_ctr$ctr,levels=c(unique(filled\_nr\_ctr$ctr[order(filled\_nr\_ctr$n\_tc)])))  
  
filled\_nr\_ctr$tc <- factor(filled\_nr\_ctr$tc,levels=c("Energy Transfer","Investment","Knowledge Transfer",  
 "Migration (human)","Migration (non-human)","Species Dispersal",  
 "Tourism","Trade","Waste Transfer","Water Transfer"))  
  
   
# Heatmap plot  
  
  
heatmap\_ctr <- ggplot(filled\_nr\_ctr,  
 aes(x=tc, y=ctr, fill=count)) +  
 geom\_tile(color = "white", size=0.25) +  
 geom\_text(aes(label = count )) +  
 labs(x="",y="")+  
 scale\_y\_discrete(expand=c(0,0))+  
 theme\_grey(base\_size=8)+  
 scale\_fill\_gradientn(colours = c('#FFFFFF','gray30')) +  
 theme(legend.title = element\_text(size = 10),  
 legend.text = element\_text(size = 10, face="bold"),  
 plot.background=element\_blank(),  
 plot.title = element\_blank(),  
 axis.title= element\_blank(),  
 axis.ticks = element\_blank(),  
 axis.text.x.top = element\_text(size=10, angle = 90, vjust=0,  
 hjust = 0),  
 axis.text.y.left = element\_text(size=10, angle = 360, vjust=0.5,  
 hjust = 0),  
 strip.background = element\_rect(fill="white"),  
 panel.spacing = unit(0.1, "lines")) +  
 scale\_x\_discrete(position = "top") +  
 labs(fill = "number of entries")  
  
heatmap\_ctr
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# 5. Telecoupling Impact by Taxa

Note that there are five papers that reported more than one taxa. The maj\_effect is not accurate for those five papers currently. This will be addressed soon.

* When studies reported significant results, the majority were significantly detrimental for biodiversity.
* Studies that quantified impacts to mammals were overwhelmingly detrimental compared to the other groups.
* Birds and plants had more beneficial impacts, relative to the other groups.
* Amphibians were greatly underrepresented.

# get summary  
 a <- ddply(s23\_maj, .(taxa, maj\_eff), summarize,  
 # total count of entries   
 count=length(taxa)) %>%  
 # percents of effects within totals per taxa  
 group\_by(taxa) %>%  
 nest() %>%   
 mutate(perc\_per\_taxa=map(data, function(x) x$count/sum(x$count))) %>%   
 unnest(cols = c(data, perc\_per\_taxa))  
# save as csv  
# write.csv(a, paste0(tab.dir,'survey3\_summary\_effects\_by\_taxa.csv'),row.names = TRUE)  
  
# Stack plot (count)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=count, x=taxa)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")

# Stack plot (percentage)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=perc\_per\_taxa, x=taxa)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")

# 6. Telecoupling Impact by Habitat

* Terrestrial habitats were studied the most.
* All habitats had more detrimental impacts on their respective biodiversity metrics.

# get summary  
 a <- ddply(s23\_maj, .(hab, maj\_eff), summarize,  
 # total count of entries   
 count=length(hab)) %>%  
 # percents of effects within totals per hab  
 group\_by(hab) %>%  
 nest() %>%   
 mutate(perc\_per\_hab=map(data, function(x) x$count/sum(x$count))) %>%   
 unnest(cols = c(data, perc\_per\_hab))  
# save as csv  
# write.csv(a, paste0(tab.dir,'survey3\_summary\_effects\_by\_hab.csv'), row.names = TRUE)  
  
# Stack plot (count)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=count, x=hab)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")  
  
# view  
 quick\_plot
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# Stack plot (percent)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=perc\_per\_hab, x=hab)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")  
quick\_plot
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# 7. Telecoupling Impact by Flow

Duplicate rows with multiple flow types. This means that effects and other results will be *duplicated* as well.

The reason for doing this is so that we can attribute biodiversity impacts to the specific flows that may have been studied together, and whose individual impacts cannot be decoupled.

* Tourism and Trade were the most represented in our sample and both had majority detrimental imapcts reported.
* The flow categories that showed somewhat beneficial impacts where Investment, Water Transfer, and Knowledge Transfer.

# set as character  
 s23\_maj$tc <- as.character(s23\_maj$tc)  
  
# show original length of rows  
 print(paste('Original number of rows:',nrow(s23\_maj)))  
  
# split multiple flows listed in a row into other new rows  
 tcRep\_maj <- separate\_rows(s23\_maj, tc, sep=";", convert = TRUE)  
 tcRep\_maj$tc <- as.factor(tcRep\_maj$tc)  
  
# show new length of rows  
 print(paste('Number of rows after separating multiple flows per paper:',nrow(tcRep\_maj)))  
  
# show levels  
# summary(tcRep$tc)  
  
# get summary  
 a <- ddply(tcRep\_maj, .(tc, maj\_eff), summarize,  
 # total count of entries   
 count=length(tc)) %>%  
 # percents of effects within totals per tc  
 group\_by(tc) %>%  
 nest() %>%   
 mutate(perc\_per\_tc=map(data, function(x) x$count/sum(x$count))) %>%   
 unnest(cols = c(data, perc\_per\_tc))  
# save as csv  
# write.csv(a, paste0(tab.dir,'survey3\_summary\_effects\_by\_flow.csv'),row.names = TRUE)  
   
# Stack plot (count)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=count, x=tc)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")  
  
  
# view  
 quick\_plot
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## [1] "Original number of rows: 127"  
## [1] "Number of rows after separating multiple flows per paper: 143"

# Stack plot (percent)  
 quick\_plot <- ggplot(a, aes(fill=maj\_eff, y=perc\_per\_tc, x=tc)) +   
 geom\_bar(position="stack", stat="identity") +  
 theme\_classic() +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1)) +  
 scale\_fill\_manual(values=majeff\_col) +  
 xlab("")  
  
quick\_plot

![](data:image/png;base64,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)

# 8. Telecoupling impacts by metric type and flow

Replicate TC flows by entry

* This figure shows the direction of telecoupling impacts at the entry level (i.e. all 700+ metrics recorded)
* Most studies report multiple species richness and abundance.
* Most habitat metrics were significantly detrimental, except in the case of knowledge transfer telecouplings.

# set as character  
 s23$tc <- as.character(s23$tc)  
 poo<-s23[is.na(s23$tc),]  
   
   
# show original length of rows  
 print(paste('Original number of rows:',nrow(s23)))  
  
# split multiple flows listed in a row into other new rows  
 tcRep <- separate\_rows(s23, tc, sep=";", convert = TRUE)  
 tcRep$tc <- as.factor(tcRep$tc)  
  
# show new length of rows  
 print(paste('Number of rows after separating multiple flows per paper:',nrow(tcRep)))  
   
 tcRep\_maj <- tcRep[!duplicated(tcRep$paper\_id),]

## [1] "Original number of rows: 731"  
## [1] "Number of rows after separating multiple flows per paper: 771"

Convert to long format, where metric is indicated.

# subset  
 metrics <- subset(tcRep,  
 select=c('paper\_id','entry\_id',  
 'taxa','tc','sig\_effect',  
 'biodiv\_cat\_1sp',  
 'biodiv\_cat\_multsp',  
 'biodiv\_cat\_habitat'))  
# melt  
 metrics\_long <- melt(metrics, id.vars=c('paper\_id','entry\_id',  
 'taxa','tc','sig\_effect'))  
   
# remove NA fields  
 metrics\_long <- metrics\_long[!is.na(metrics\_long$value),]  
  
# change colnames  
 colnames(metrics\_long)[6] <- 'metric\_type'  
 colnames(metrics\_long)[7] <- 'metric'  
  
  
# change levels  
 levels(metrics\_long$metric\_type) <- c('Single species',  
 'Multiple species',  
 'Habitat')  
  
 levels(as.factor(metrics\_long$metric))  
  
# remove parentheses  
 metrics\_long$metric <- gsub("\\s\*\\([^\\)]+\\)", '',  
 as.character(metrics\_long$metric))  
  
# capitalize each word  
 metrics\_long$metric <- tools::toTitleCase(metrics\_long$metric)  
   
# adjust name  
 metrics\_long$metric <- gsub("With-in", 'Within',  
 as.character(metrics\_long$metric))  
   
# change levels, moving other to the end  
 metrics\_long$metric <- factor(metrics\_long$metric,  
 c("Abundance/Density",  
 "Amount",  
 "Composition",  
 "Detection",  
 "Diversity Index",  
 "Evenness",  
 "Movement",  
 "Occurrence",  
 "Population Dynamics",  
 "Quality",  
 "Richness",  
 "Within Species Diversity"  
 ))  
   
# check levels  
 levels(as.factor(metrics\_long$metric))  
  
# get summary  
 metric\_flow <- ddply(metrics\_long,  
 .(metric\_type, metric, tc, sig\_effect),  
 summarize,  
 # total count of entries   
 count=length(metric))  
  
# save as csv  
# write.csv(metric\_flow, paste0(tab.dir,'synthesis\_sig\_effects\_metric\_and\_flow.csv'),row.names = TRUE)  
  
# sig\_effects level change  
 metric\_flow$sig\_effect <- gsub("\\s\*\\([^\\)]+\\)", '',  
 as.character(metric\_flow$sig\_effect))  
 metric\_flow$sig\_effect <- factor(metric\_flow$sig\_effect,  
 c( "Beneficial","Detrimental","Changed","Not significant or unclear"))  
# telecoupling level change  
 metric\_flow$tc <- factor(metric\_flow$tc,  
 c("Energy Transfer","Investment","Knowledge Transfer",  
 "Migration (human)","Migration (non-human)",  
 "Species Dispersal","Tourism","Trade","Waste Transfer","Water Transfer"  
 ))

## [1] "Abundance/Density (biomass, mass, number of individuals, individuals/unit area)"  
## [2] "Abundance/Density (number of individuals, individuals/unit area, biomass)"   
## [3] "Amount (e.g. land use change from non-habitat to habitat)"   
## [4] "Composition (what species?)"   
## [5] "Diversity index (Shannon-Weiner, Simpson's, Inverse Simpson's, etc.)"   
## [6] "Evenness"   
## [7] "Movement"   
## [8] "Occurrence"   
## [9] "Occurrence (presence, range, persistence, etc., NOT detection)"   
## [10] "Population dynamics (survival, fitness, reproduction, mortality, etc.)"   
## [11] "Quality (pollution, connectence, disturbance, etc.)"   
## [12] "Richness (number of species)"   
## [13] "With-in species diversity (genetic diversity, age structure, etc.)"   
## [1] "Abundance/Density" "Amount"   
## [3] "Composition" "Detection"   
## [5] "Diversity Index" "Evenness"   
## [7] "Movement" "Occurrence"   
## [9] "Population Dynamics" "Quality"   
## [11] "Richness" "Within Species Diversity"

Figure code

# Matrix of pie charts  
 sig\_effect\_cols <- sigeff\_col  
  
 metric\_flow\_fig <- ggplot(metric\_flow) +   
 aes(x='', y = count, fill = sig\_effect) +  
 geom\_bar(position='fill',  
 stat='identity',  
 width = 1,  
 size = 0.01) +  
 # activate for vertical or horizontal version  
 facet\_grid(metric\_type ~ metric ~ tc, switch='y') + #horizontal  
 #facet\_grid(tc ~ metric, switch='y') + #vertical  
 # convert to pie chart  
 coord\_polar(theta = 'y') +  
 # colors  
 scale\_fill\_manual(  
 values=sig\_effect\_cols,  
 guide = guide\_legend(reverse = FALSE)) +   
 scale\_y\_discrete(position='right',expand=c(0,0))+  
 # style  
 theme\_gray(base\_size=8)+  
 theme(  
 axis.title=element\_blank(),  
 axis.line=element\_blank(),  
 axis.ticks=element\_blank(),  
 axis.text=element\_blank(),  
 panel.border = element\_blank(),  
 panel.grid=element\_blank(),  
 panel.grid.major = element\_blank(),  
 panel.grid.minor = element\_blank(),  
 plot.background = element\_rect(),  
 plot.title=element\_blank(),  
 strip.text.x = element\_text(size=10,  
 angle=90, vjust=0, hjust = 0),  
 strip.text.y.left = element\_text(size=10,  
 angle=0, vjust=0, hjust = 0),  
 strip.background = element\_rect(fill='white'),  
 panel.spacing = unit(0.1, 'lines')  
 ) +  
 # labels  
 ylab('') + xlab('')  
   
  
  
# display image  
 metric\_flow\_fig
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Heatmap

# Load data of number of studies by taxa and flow  
nr\_metric\_tele <- aggregate(x = metric\_flow$count,  
 by = list(metric\_flow$metric\_type,metric\_flow$metric, metric\_flow$tc),  
 FUN = sum)  
  
   
  
# Rename columns  
  
names(nr\_metric\_tele)[1:4] <- c("type","metric", "telecoupling", "count")  
  
nr\_metric\_tele$metricType <- paste(nr\_metric\_tele$type,nr\_metric\_tele$metric)   
  
# Fill the gaps  
  
mat\_nr\_metric\_tele <-dcast(nr\_metric\_tele, metricType ~ telecoupling, value.var = 'count')  
filled\_nr\_metric\_tele <- melt(mat\_nr\_metric\_tele, id=c("metricType"))  
filled\_nr\_metric\_tele[is.na(filled\_nr\_metric\_tele)] <- 0  
names(filled\_nr\_metric\_tele)[2:3] <- c("telecoupling", "count")  
  
# Create 'count' categories for representation  
  
filled\_nr\_metric\_tele$count\_factor <- cut(filled\_nr\_metric\_tele$count,  
 breaks = c(-1,0,5,10,20,50,100,max(filled\_nr\_metric\_tele$count,na.rm=T)),  
 labels=c("0","1-5","5-10","10-20","20-50","50-100",">100"))  
  
  
# Change order of factor levels for consistency with other figures  
  
filled\_nr\_metric\_tele$metricType <- as.character(filled\_nr\_metric\_tele$metricType)  
  
filled\_nr\_metric\_tele$metricType <- factor(filled\_nr\_metric\_tele$metricType,  
 levels=c("Habitat Quality",  
 "Habitat Amount",  
 "Multiple species Richness",  
 "Multiple species Population Dynamics",  
 "Multiple species Occurrence",  
 "Multiple species Evenness",  
 "Multiple species Diversity Index",  
 "Multiple species Composition",  
 "Multiple species Abundance/Density",  
 "Single species Within Species Diversity",  
 "Single species Population Dynamics",  
 "Single species Occurrence",  
 "Single species Movement",  
 "Single species Abundance/Density"  
 ))  
# Heatmap plot  
  
heatmap\_telemetric <- ggplot(filled\_nr\_metric\_tele,  
 aes(x=telecoupling, y=metricType, fill=count\_factor)) +  
 geom\_tile(color = "white", size=0.25) +  
 geom\_text(aes(label = count )) +  
 scale\_fill\_manual(values=c("grey90","#BCDDF5","#8FCBF5","#4EA6E6",  
 "#4E91CC","#3F76A6","#274866"))+  
 labs(x="",y="")+  
 scale\_y\_discrete(expand=c(0,0))+  
 theme\_grey(base\_size=8)+  
  
 theme(legend.title = element\_text(size = 10),  
 legend.text = element\_text(size = 10, face="bold"),  
 plot.background=element\_blank(),  
 plot.title = element\_blank(),  
 axis.title= element\_blank(),  
 axis.ticks = element\_blank(),  
 axis.text.x.top = element\_text(size=10, angle = 90, vjust=0,  
 hjust = 0),  
 axis.text.y.left = element\_text(size=10, angle = 360, vjust=0.5,  
 hjust = 0),  
 strip.background = element\_rect(fill="white"),  
 panel.spacing = unit(0.1, "lines")) +  
 scale\_x\_discrete(position = "top") +  
 labs(fill = "number of entries")  
  
heatmap\_telemetric

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAIAAAD6QiaYAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAgAElEQVR4nOy9f3Rb1Znv/fiu93bmJqVt5gYokQVSLNEmOH5bCJUtX0OUpFA7RW2yXE/jCUrfMJExuXCsxcWsQXALpaILd6ikYaUeiyGrMRnn1mg5VJnYJU2iBI8VC8LACiahkWwrlUUh5G1mmiZz17zvu/T+cX7o/D5b0rF++fks1qp0tPd+nrPVPN56zt7Pty6bzQKCIAhSefyncjuAIAiCyIMBGkEQpELBAI0gSsT9TiqcKbcXyBIGAzSCKGGzO+bTC+X2AlnC1OFDQgRRIO53+qLiiw5vxGMrhzfIEgQDNIIgSIWCKQ4EQZAKBQM0gqiQCVNOp9PppMKZTJhy+uPldghZUmCARhAlMmGqd7JtMOJ1AAAYOvtdKR9u60BKCAZoBFFiIT1vbmsxcO8NLW1m3NaBlBAM0AiiRL3RPD95Ordijo8Oz5uN9WX0CFli4C4OBFEhE6Z6h+fZd2bXYLDToNYeQfQEAzSCIEiF8n+U2wEEqTTifueIUYelsuw5Fw488IJogwEaQZQgidTCHAgNkwmxeSIRz6I6iNQ6mOJAEDFyQZeDXfkyjeTS0szSGTPWSLFggEYQJVRW0HE/le7SCL+ZMDVqDHps8hEfUxyINhigEWSxifudPvBGPMAE/AWdktxIzYM5aARRhg2t9cwSWCWhwUe6OjYb6wEMdocvtgBg63KN9I7GO3EFjWiAARpBlMiER6IOb8QGcf/wvINeAg+EWwQhOu73RbWyFfVG+gCiod5oTqUzgHEZIQRPEiKIEgtp+uBgPBYFh92Wi7RCNA8XclU8DJ3dpuFep7N3GFxdGKYRTXAFjSBKMPE4k06Bua0eIHN6ct7cJozGZOkKQ2cw0gkAYMCtd0ge4ENCBFGGv2EO6Np2ohw0qq4giwgGaARZfEgeNiKIBMxBIzVGBUpx0w8bPTaIjw7PO7yRiNc0PFBhPiIVCeagkRrDxuxl02V9SrCFjuAQiuBho9cGkGG3dejhI1LDYIBGaox4LArRqFMYVgtLCpNsoWMWxcJDKKIdGiQPGxFEBgzQSI2hb4kikvr8modQDJ3dDqfPGQWza7DTkAlTw+AaxBQ0og3moBFECVuXC4ZH1XViua3RzCEUhZE8kUgkEgl2Gugtd4v6hLACs/BIgeAuDqT2yOT2SvTDQG+6u8BNb2Rb6DLs9rsFprlki4ZeBaZJifudMTtu9KsFMEAjNQYbL42jdFSU375cWkobMXFrdu2AOWikxlhIz5vb+g3Ansg2tLSZh8u7ZULH55YkEGbhS72uRwoAAzRSYzBS3J1G5n18dHje7CpsywRRHWftrXiVKa2i635EZHHAFAdSe+glxU1Sx5ltU1npA5IsPGZCqgBcQSO1B1eaqHhI6jiTbMXT67klCUwWPtI96hyhS+lRvVRY8leqMtf1iADcZofUBouxt4xkCx3JVjw2YnodALzio/o6m2MhPW9ua8lFY0NLm1yVVKQKwACN1Bg6RmqiOs4GowmiPqcAvzBglzhiMll47n18dHhefpWfCVNOp9PppMKZTJgSu42UH8xBIzUCkRS3/pDkoMU7/xb8Tl9qUevZkWThK3E/IiICc9BIjcAmnnXcPUY4FIGiSnAQqF7nPABAr3N48auNkmThK3A/IiIGAzRSY9g8Eb3WyiQb0Wweb8ypLQCr43NLJfL9y6TnfkRkkcAAjdQculXHJzlgEvf7ogCiRuXdrEYYqUu/rkfyBnPQSI2RCVP0LjbxLuayhh5hUnhxAniZsvDIIoIraKTGqMDq+Jkw1Tts8kaCTISM+51Ov/4BkywLjye8qwkM0EiNUXx1/LxCGMl5vIX0vNnVn7tg63KZe2Nxj23RanGQDIyRugrAFAdSc2hLcWv2LzxyyRau49IuOQcX9Xi4ahYeMyFVBAZoBBFR3NJSFIyZAaWrbA7dYyJhFh5X0FUApjgQRMr8cK9zWP4jrXi6kJasTktc9YIwC6/jfkRkscAAjdQcBFLcWpDvOJM3VtbIR5yF120/IrJYYIBGagwSKW4dIVsdlzQUEmrUZsIjUYc3YoO4nxMmHwi3YIiuJDBAI7UHSf3PUlLyUCj4q6F0hrEC9yMiYjBAIzWGQtHmfEbILzmrnVGpzFBY/H5EZNHBAI3UGPHR4XkAX6nOXpNkVEoeComy8ISZEKSc4DY7BCkGss1qxW7NztelClThQgoBAzSyBJFEVZnNy6QU0XWRwA3OtQMGaKTWUJPiVjlFl9/GihKfPckP0r8ZOuxHRBYXDNBIjUEoxU24xixG7JWzUmL9bEJzmAmpAvAhIVJ7aEpxE+7TUJHHjvupdJdGhK83mk1GA5T8JCG5uUrbj4iIwQCN1BisFLeBkeKWj8REv+5VRKFsnv405XTOy2ZGeI8EK3h5Wvx+RGTRwQCN1Bi8hW63ydnrHAYwuwbFv+6JThuqikIx1ZczYcrpFGW1za7BSESxeNziH6hWy8LnKPF+RKQQMAeNLEHyz0HT5Btb436n5C8BPeJiBkKSLDxSHfyncjuAIPoS9zupcEa9ja3LBcOjcYLRDJ3BSI78ghxzwltyPiQY8TqiI1o+FoXZWA9gszvm0wv53C1SaWCKA6kxSKS4S/Prnj3hLaV+UY96k2XhSTMhSDnBAI3UGCRS3IT7HFQ2O1dyICPJwgP9V8ohzoR0VepNLVEwQCM1ho572mx2B0R5W4W5ncOZMLffriJh5WPBoD4ZmvsRkTKDARpZmpCcQInHooKlZ07sNbffTh01ZZZivFeF8BEoaSYEKSMYoJHaIK8CFConUPjUG83zw7w1ZW6bHT+9rLilusTnUzhIsvBAnAlBygkGaGQJonIChY+hMxgx+p1OJ3vB4Y0EbZAJU76ow0vvdC6xgAsJJFl4ACDPhCBlAwM0sgRRPYEiRGYZbBBplFTagWnyR6C4PbrSwYMqSG2Qb3m54k6giAaqrHKjpMT9zpi9Gh1fQmCARmoDHdeDecX6EleqUyHfGagczxFFMMWBICJyKQLR6jgus1O4XE8Ci6d6PV9CYIBGliRE1ezio8Mg2mZX4E5hdgd1fW5zn9xSFyvoI0IwQCO1QV5S3HlUs5PfZidAM53NFOWwQdzPHd4bCLeImxW/IURt2zU7MD4brCYwQCNLE5KtF4bO4CBQveJtdgIyYap32JS7Hvc7eykQBkB213Q8FgWH1waQUarFUeSGkMWvZIqUFqxmhyxBCq1mJ7O4XUjPm11dwtOG8+kFQRvmzF4mnaIjcOb0pFwZJaw6h4jBFTSyFDEYTTCsSzU7kjSIobPb4fQ5o2B2DXYaMmFqGFyDMitd/bxShyQTglQEuM0OWYKQ66WSlOzQa0t1aVRcMQddTeAKGqkx5FRMZCDJ9hKW7BCfLCyCSjuUiJQZzEEjNYbNE4lE7DEng6y6is3jNRFkexfS8+a2llw0NrS0SfLLhGTCFOtOJkw5/XK2Cb1ClhC4gkZqEcFZE0bU1cEv7OyLAkS1sr0qJTu4RAHJeTzClTihV0WS135EpMxgDhqpRXhpYf4GYF8q3wSxLvnluFi9tXrrdyClBVfQSI0R9zt9UbNrMBIRRVJbl8vcm68SoC755TyK5+kEybNNpArAFTSyBJHsZCh8SUs4FNlKnPBEuAZMRiVoHKVdA+Y9btyoPnAFjSwl+HFStBc4t6Qlq2ZHNBQHyUqc8ES4JoRyBLjfrgrAAI3UGBpS3MFIp1ZsIivzxoRcHcMc+YlwdQgzKoTKWEg5wQCN1BgkUtyEOxlItlSrDJXXTg8QnghvY0+EtynWZlLML7MlROYB6MW9fKaEWBkLKR+Yg0ZqDOWkMD87TJ7tzUVX+TbC7DJNoWGOsWV2KWaOMb+8tMCDKkiNwRTH4N7HR4eZykQ5KW462+uxQXx0eN7hjUS8puEBuRMtwBx8iUQikUg/DDid4jMm3AgOMLsGmf/tKnARytgKdhroFIo07up4dgapAjBAIzWGoTMY8YKPPUno9IE3Qm899kUd3XTEE2R77TYuuyADewTQ6XT2TrYNylW0MxvrAWx2x3x6QakkXSZMsWcaM2FKEuXJYfLL3Pvcn58ccb/o/KTi2UWS841IOcEcNFKDaElxE2Z72Ry0WsKaDe2GeqM5lc6AXNNMeGDY5I3QfxyYDHHuJGFeqWrV/HJ+G0sIzzciZSWLIDXF9M8eeOz1BYJWDzzwAN1y4fXHVLowLR944IEHfjYt14DrzraUjCVxaeH1xxQG0wOyGeCacc0X1yukEDBAI7XG9M8WK8xM/0wxSmt35PWb/plMFCcOrHrB/mHhBeqS2kcIwF0cSI1BuKeNGLmyHkJzJPugiU4Sxv3OmF3WUbKzM4LmJHtU9KpkjSwWGKCRpQlJtQq2rIdq2FKOqvlC9KdFdJJc7u8D14SN04BnBqsVfEiILEEIn4+RHCnU8bgHkbnRYXANCiQQR3p5ilsA+p1IRMoPBmik9tBcHRNWqwCCJADZuXDdysuRSCCS71HRq2IUslhggEZqDJLVMWG1ikyY6h02eSPBXD6hl4L8cwXEBfvJt9k5eZ8HRRFVS6M2v914SDnBAI3UGCSrY8JqFQvpebOrX5BPkFSU1qjNZCN1CaSL8bjfGbNL17MEhfEEI0ma61/mCVksMEAjNQbh6pik/idJPoGkNlOBBfttXa6RXn98sXIOqH1VBWCARmoMwtVxPkNx+QSZoeKxqFn01M7cG4t7bLbcMrlQlxbS85JrJLWZCOs36VnmCVkcMEAjtYcuOlWEQymvsnO1mQhdksmWOLyiVS5Tm4nbObfgd44Yu/JvQ94MKScYoJElCNEGZzIMncGI0e8UP7WjazN5xbqIqhBuCDEb6wEMTLV9uW12hG3ImyFlAwM0UnPIr0T5ccfmiUQ8mTDlpLMOyikH7aG44YSXxCtmYTqh8EQCSW0mkjbkzZCyUu6z5giiL6K6F0QsvP6YXKdChiIZXnnchdcfeyCHbGUM7dpMZG3ImyHlA496IzUG8e4x3qJWuTaG0lB51QjNR/nbJNwQkiLPw5AIdJE3QyqDcv+FQBCdIaiaOf0zsuWiXgU4ReMorKBJqpJqVbzjiqOq3x1hM6Tc4AoaqTF0rGan11CEteiIVtCktZlyvw9UHSZshpQJDNDIkoTs6Z8ycnuICxxKeVi5bdf5/82gu2i6RNgMKSkYoJElCHfcT/7TcLi+UyHxG/f7wcPpgkcrd+HJj+QqPhI2Q8oEbrNDagPBgzjBG/kncmKlVT7p4V6/URqs6OWtw0vvqGP21sX9TqcP1J4zcmmKxU8nCJ97RpR2YRM2QyqAMufAEUQfBE/PBG/knvRpPP2Tbrtj9r8p9pF96iYQO+Q9GRQ+JCRRutKrDXkzpCLAFTSyBImPDs8D+IRl9nnLWkNn0Jt2+pxMGoQgPcueVYn7nb3OYbpp5vQkuPqZZTVXPR/49Tr0vCmbJ1KfO3uj6C5hM6QiwACNLEEIDlXbPBEvOH1Uyjw/P69d3YjL5Tq8EbZ8xkJ6HtgCdlz1/EWFd34xE6bo3AtIgzBhM6T8YIBGEAVsnojX7/SBWnDmKaWo5XJpUZN+toGgjhIAzA+LCufn4KImSRseXBCO+50+n1PpaAphM6RMYIBGEGVsnkEX1Sv7yJBeM6sFZpvd4fONxjs9NmF8jvt9UbNrkNeLpG5TnrWdeNsz1HoSNkPKBAZopGYQrTH5bxwAQHxgRNpsnpeuZvLL4ZGojE3hUHR4dzoBaPUpduzFCoWCXdRm12BE3ghhM6QCwH3QCFJeSIqHELbBWhy1BgZoBEGQCuU/ldsBBEEQRB4M0AiCIBUKBmgEQZAKBQM0giBIhYIBGqkpLl++XG4XEEQ3cB80UoN85+/eVW/wq8fuOj53Xb3NptXLNjx5UNPWyRe3B85oDNW3ftl3Dv5ew6XttxCa0+vuPv74Y01zq1at0myDLB64gkYQBKlQMEAjCIJUKBigEQRBKhTZHLRQGE2gaSlVplClgC46opd1GfFOHW+M5BRvcWTC1AD098OAUEVPt4oQ5f2WxRzvqft+hHm9rTn41E3sB5d+uX46BgAA5seTj93FXp4d+17Tz/8FAOCOZ84Gf9CQGykZfG+g74/cW8OD3/ir9v8CAFcm3nvlNe563T9f8gZ3rwQAmH1rV9OhDwAAYN2Ad9+elQLHTpztDnzeH1l9M3dlfu6HrTMJAACwPpe8+4vy5jiuTLz3yonWge6YzN1NnaWoFAAArNh2CHJ3R3PU3/DibSeOb7tNMlucc08aHjwAAAB3PTsV2W1SbIiUFJkAHff3Dpu8kSD9zy0Tpnqdfm/EYwNDZzAibV7B6ONwJjwSdTgcw6PxzgoJQXmSOT0Jbf0GOC2sSxn3O3sp0CNGc/NcAZH68Ru/P+wed95xE9AROWDe3Ld9GcClX67/7ZcPOYNG+rq11bj/td0GgLefbvr5Vw4de/0+gKP+hiYKeDE6ce6P0igJAFc+5l9nHxLOvrWr6RAMeN/ZsxLg/E+W+3YBP0ZfenVHCtY35kaZn/th6ww8t3lk9zKAS6+usn7HLhOUc3yaGX/tjwCx7487W0R3l54LUCnz4+zrra3BxI8eyD3ce/vprUeg+RHlSUu94nzw/LNTmd0mSL3ibG19siHz4kbiKUcWEWmKIx6Lml1d3D8xQ2e/yxyNxUvqVSWROT0577B3Gat2EjKnJ6GtRRqFbR6vY354tDpvSpFhuDvwRDv9+qZNj6+Y/80nlwEuH/xtrMlwh5G7bo+Nxi8CXNz7jwebH9l9HwAA3Nf1TPOHR36dYYdKXpiBG2+Rhst/v/I7mesLv37vg+atP2Ii8poHB0wfjJ1boD872lNXN31c2P7TY5nE+sZHdi+jXfr2c3ee+wBukDHHGH3358n//QWAP9/615K7O//azHxT447tywAAjKvv3xbr++nbTL+j/oblT2nsDTkx+Oy7O/roVbNpd98OOPDmCfUeSKmQBuh6o1n4z9bQGaTXRJkw5fTH2RfhMOV0Op1OJxVm/y+dYS/5w2xTPnG/k/lYPihwn+eGzIQpKhyW9pMbirPOXc3wvZDrImNRDB2fbYbObkd0RNQo5hd05pvTnKucO7HcgDl/WDc1p1r+fvgzvJCWjc8AYLM7IJXOKPTV9Jy7xtxs3N87PA9Rn5MKZyDul3w5Cl+7vnz22ThlkV6dv2L+5pe51ezK7VPZqW23Ady2Jzir+MM/cS72hf96i/T6v//fCdnrisQOh9zjTv9zK1Rb/W+4+ucrFIa9MvHR8VvXbfvOF8B4r7y3ls9zd3ej2Q4zCxcBAODk4SPbDx07MXCHiuHU7Hm4y7KafbvxfozQlYM0QBs6g15H1KceSwGik9AfiUQiuVUYkxqJRCKDxklBshMAIBOmfEB/6kr5ZOJh3O9LuQYjkUgk4jUND3AN5oeH6X5eR5TuJztUznpk0JXyifxW6CJvUeDV6DDQvydsdsf85Gl+m2jKOMh07lUNPnJz5Ys6mLlKsZWGcxcjXgfk/hyoTTXvZhVmOB6LmowKWYx6o3k+vaDy7ch6rjRpNs+gywwObyTYaQBbF/+HF/NnTmWO9GLlylzi99Lxl+i4fP1SEm65ddn5FyLU+gi1PkK9MCHT9ejo89Nb9uxh5+roGyGAj35+aqD71ED3qYFX/8Bcf//y+4LrzFD13/r6uulD/3MvfU7m/Gv9qXXb1tKiKfaXs0PtYms3bzZYz8z8/BV6u/Klf/rhOYD//DupOaCTG8s7H/oL4QDc3QEAQPJP3AGdz+ZjELtI/wPc8PKxH9+nMWVzyXdhTYNJoxVSFmR3cdg8kUiEjYkKYdrMrMrqjWb6Ai81Yujsdoia8/6FGjq7xaGOgQ4WADZPhJcZdXjpnKaty2WeTy/ID8VPzHBLfm3r8hZzxGNR9kbBZhdlBBzddBeb3QGq+Q/CubJ5IqzfNruDrDvv9438PcZjUe3IqDg/EtMA2pNGY2hp4yJ06eJz7iTh9VO7pmPMD/8/fXIWYlTk7L3O4Bln8IzzYehoDfL+Dzg79r3lmxu2HrlzoGsDe+1iYgYAvvrIvf0j9/aP3Lt71UU6aF75/TXh9R/X9ZwHAGi4Z981t7Xfd/dyz93LQwnpQ0IR5tXPfdx86w+Pda+KdK+anm3/OkCd1Byd3Lix//bVgs78u4M195rg7MzxKQAASM+9OVbcFAIAnJ9NFT8IUjzqJwltnkjEkwlTvSPhLlun4CPxqiyTTgGnkAn1RjOkxaNFebIUZpeMLa/f6XQCgIJ8pcFogkn6F7l4KKF1WaTWNS1mwiNRmBcoc4CcFrPs3fJQnyuBQYHURb7dZe4xHos67IryqHxpPNlvR7r21v6aWAwtbebhWNxjs9Hq1qV8cnj91K5jY2dND59ZzcVI8+Ob/7KVeb3mXvffU6Mnd3s20O8btr1+bRsAnHx0c8OjL8y+/A0AuG3PVPaJ3NG+Fbcsh9cuzz30F6vbv97PWw6vuKURBj6I+dfYj47evfX0tkP+d+6jHxj67v7I/c7LaxR9PHG2e0dq0wHnyEb6geF74F53183csIy5FRMfHb91Xf/XVO+utSkYBIqKxACgqfHhx+1/f/o2MxQDrqgrBEmAjvudPhD8uzO0tJmH0wsAqpLEBqOJ924hLU5xAIFoME+63ue3Sxpn0ikw2Q2QlhlKYF0WWeuqFjOnJ+eFvbi/VcKwxcY5tSDNxyDrbSZM9U62DUaCjDLSSH7dAWTuUT0+x2NRMHkNABm5vgpJec2vKednZ7fDGYt76tP0LpJSMdFTd2ysqfGZXHT+/JebAG5dptlzwwNbYOvUyZe/sSF/q7HDp2GX+2/ofELDPT8aeG/r2GcLsEbpX837v07BjuaH6M0S5tWPPPcFz5uXrmwAYaL63+em/wiJDwZyTxj7rHUAgrsDAIDWpuCZJvrl5YP5lSNZbbkLDs+mYKMpr25IKZCkOGxdLnOUnyPOhAfYNKwqvAwAq9fGQ/CDV+6BUSZMKTypY5Ox8dHheYfdJj8UP/8gHUq2i7JFGtYefxzB73/GsUx4JAomowEMRhOb6sicnpT5C8UhO1cL6Xl2xRr3q0jnKdys3D1m0inlzAItXdplA4Jvh0Nr0iD31JF2NBoLK+wiWRzmhjo6Qu7m4D5+/Fp2kwVipy4JGtpvMzNL5rdBjpOP1tX1/EFwybp8BcDcq8IEMQDYv3xr0X6fPxyD2WsSc//lrueYpEf/yL27H7wB/hxAfHdw+eAktWuOjcrXP/xNzN5lU97yLMbUsAbeTc6xb0+8eQB23I+77CoDaYrD0BmMGP3O3O960vMMPIVMh8MBYBSsHQydQe6nsdk1GJRRifemWauCBg5TmtPdDNqUhuJZB3B4I50G/hpQrouyRQBgEr2DYjdZoeYukWMeG9B/3Hp9ziiA2eVyqC2oc96aXS4HTIKgN5hdXpfZp/yrRe5mZe4xE54EYz+/Iz+PAQ5us7vmt8OhPmmGljbz8HCvM82uxm12h8837PAq6V7rz39/GgKJoRPjwnJCax5sNG/97akHb7rXCADXT70asu/afxvAbX2P3NmUWzKfPHzkzoH99OsNfQF704tzG/6CTv7Ovft7Q/M3VgCs+LbF4Lk89xB3PWTv8tYD1D/QAltDP3nA/zf3AfOQcOCvVH50fu1bJtgx/eq3nA9tBIBLs2fgBvh/rwCzgubM8fnj+esAW48N/X8fCu9u5X8zmF+aOT61+i9b4fLBd8fOuscpA2gUS+Kx8f4d8GDgld6Nu02QeiVwAHa8hvG5QlgkTUK9TsdVwMkHpBhK/gXW1dWJrpgePtO0BgDSc4GtM/TvGvPjibm/vcjUe8udJIQ7B/a/zu3igE2rT62q62Bq0AmOkLx/YWCAu55YGP4npprd0dG7t56mrwtPEvatX/adwI8mPYcNgpOEJ85270jRL63PJS7cfY+8OYZ/n6TePv2Zwt3lThKaHj4zPyisZndxL7Vx7F7hSUJRNbvcScIdr/FPqWA1u/KiX4BmUqjBToNcIruIQTFAVy+l//4uX768cuVKLDeK5UZrA/3qQRs6+12TvYoZA2SJwexIcXgj+H8EBCmQRUpxIEh5oFfQ5fYCQfQBFVWQGkTzx/uqVat0aaPjUKtWrdLMSwBZakLfu9NsgyweWA8aQRCkQsEAjSAIUqFggEYQBKlQZAM0r5Ylv1JSASUjS1ZlcjGsM9MgGoGutlm+m0Ly4cSTBgbnK6ki2ug4FJG5i3uphuWbuf++t1f28GaJ7w4pPTIBmlfLkik/yYQjaZW4CkcHh81mUaH+eCxqNhdXiEZXyvsnsLJhhUIymczUs/Bs65MyRY5J2ug4FKE5mP/owzsH9s9eO0b/xzs+U667Q8oCKqqoY2prM/OrS8RjUUdbWxkdQoghEQohFBPRayhS7ZJM6hx8xap6DrfEd4eUB1RU0VBUMba0Qa54dTwWddhbeB/njLJaAjIpIalp4Qz647ypU75HmWkXiJggAkiEQgjFRPQaili7JJOcvsPSIPNBue4OKROoqKKuqAJg4EVocfV7nlFaVkVUpR5cXTbFG8/NYNTnHID+SCQy6DJzJfKIJE4EIiYI8BVVSIRCCMVE9BqKVLvk6NRBgCNuNgctV2+vxHeHlAlUVJGxKCQXocXxOZNOAXuB0ffLRWhGq1X5xllBlnqjmX1taGmjNajykzhBcnCKKrKQCIUQionoNZRMm4uJFABsCTEJ6BNf/UelmqiL4xJ5M2SxQUUVbXEQQ0sbDJzOdBqZ6vfcnxa+IAmr79fZ0maeTGeg/nSuSr36jZM7DHISJ0gekCwUCReTeg0l0+a2PcHZPby3VhP0k8gIlPjukBKAiioE4iAGo2l+5HS8LWU2dvGvs5qrBoBctDZ0dpuo03Fg4rOsWAkR5BIniBwkQiGEYiJ6DaWjdkmJ7w4pE6ioonVf3L35hsXCIDwJFVo+ysiIyJpyjcnFSgQj59WLvxoyKQMAACAASURBVM0EYSERCiEUE9FrKEJzMjovzWKNwRLfHVImUFGFqD6qze6AaEoi3MQ3yhvBZncA2Jk5IxYrkUwHmcSJWMQEYSERCiEUE9FrKDJzG6Q6L9v2iyWsSnx3SHlARRWkpqDLjXJ12lSEQvJqo+NQKm141eyO+hu2HqFfinVelpX47gApH6iogtQUogCtBJYbxXKjVQEqqiAIglQoqKiC1BSoqILUEqiogtQgJJKpOsqq6pK+2LRaW1gWAH61/Zavtveot/loYghTHLUB1oNGEASpUDBAIwiCVCgYoBEEqViSwda6ngn9x53oqaurq6trDSZ1HHQRnMUAjdQ8R/0Nm8YuFttGR/kSVXMnznY75z7lXfj0lcnuVRH2v7rW4H+wn1z7MPTbX4d+++vQb6dn/oPXY6KnjnPjf6GiigwTb4TsgUQ2O0VZCuitFIgt1FR2qL1o5/ig5BXJINK5QKqGt59mT3wU0UZPtRRVc5de3ZESXfp94or1ua9vAoD1jf6Ps1PU5wAA4NqHoT8s//5XvuX+yrfc9TfE5tkY/R+pX3XMBGg3Hrv07ONv7kBFFTHJCzPQeHshsbnUoOSVKnG/kz8ZXsDS+FXFUX/D8qcOFt9GR/kSFXMTZ7tXTR8XX73++zgkfvie6Pr1mT+kb77hpi/Q75ab7cv+dfb6dQBIX/noU/fTlAkAYO4PaYDPYE7DJb0VVZLB1rqeYLC1jp9F4K86c6+FTXsmIMl7zfFGT504IcGkKOr4Y7b29LSKenLmeAMkg63WvhiEOmSayg0rvpeJHqY7OxpnV7CylgzFv0acW0HJKxUy4ZGooKaczTPoAsXS/kilcfLwke2Hjp0YuKPINjrKl6iYm3gjtemA0//cCuHlP32QAOtL4uvX/nD9Sw3LlrFvlzUav/WdLy0DuP5v/wE3r7VyLlnXc26UVFElNAr7s9lsdtwd6/upelo21zTUUbcT9mez2UTAHvoxF8JCM2sT2Ww2O97YZ+2ZAIBksLUDxrPZbDYRmOngYl0sBE9ns+Ikw0SPta9xPJsbwEJNJQJ2cI+LmyoMK76X9iGmO5sfkbErO9RET8dMIMF6spMoRKPklbLkFa9qfm4yWtrMXPl8qUVNN/hzSPn9lNPp9Mf5r2Vd1Zxw+btaigkZwSmVDS8f+/F9Gh1I2ugoX6Jirn3I+ZC0SNGJT96HFXAw4vnhFTgz4+mng91/XLsCN3zxc5+9xeSgf/3WNbr5tT9chxXMj/e55Ltg/IKWR4ujqGLv2mIBALCutWs1dT9NcU2Z15YtXfbYuYSoQft33RB6YwKSR0Zj7u+2AwBYqKfdsdEjTKizM3+Z+CQvzADTGNq/64aZC0pxUXlYrXuR2FUcir2p9iHC9DdKXilLXgnq8XPTYzQxOiyyFtXdEDIfhe5IhP7jl3tNKHalZEtznmscdUUVHdFRvkSNT2f/DQCag07/cytgfaPX+uO6nmsA/8+1TyE98dtLZjoH/ZW7YEH4nFDJjVIpqixKhpcXIUMdTK6gI6RuNHEulouf1rW8uC8H8bACZBtIh2ofyo5DhzTxoQZKXslYJELWorobYvjhn31NLnYla4tonhEd0FG+RI2bd7eNfNzWzlaDXtnQCKE/fQYAAF+ym+9gVYRuNH/pX2NXPtN2o6oVVXjB1k0nLbLZrMZWDEFMFkRrOYiH1UZ2qPYh+sK4O9RBFKLVt9nZPAIlUz6yklccspJ53LLcJy7nz9jygurC3WA0sbXpxUMJrcsita5lkRVMkWA21stbJHCDD38O+a9lJ0p9wvmozzOSP6std2muKUna6Md/Xn4z3PDFz0k/WP4Xy+AK8yt+teUuSP9Rc6zSeG65vRFCb9BPBo+MxvLpyqSjk8Efh6DxdgtYtnTZmaG0tx7z7MLEGyGV5XBew6qkSpSGSgZb8993jZJXyhYNLW3m4VjcY+PrxIZHoua2QYPoftke2m6QQCR2pWyrMIUtRBlOc8QEAIzmiLimPUmbAni/PzIAzSMDN+Uu2f9sOXwOVsBH89fuMC7PXb/5z5YDLPvi5+DTcwmA/5N2KXEAdlAbVV1aJM/FtD8RsFs76kIA9kDADefIe7obz1nr6gDAHkgMtQOAhZoa76mrqwP62pTq1uP2oUSg1UrSmHhYy5Yue1+fte7ceHZIfj0uN5SFmho/V2et6yNymwElr1RuydDZ7Yj6BM8me4fB1d9pULIoe5GnjJU5PSnzlyuvieKQt1WQwhaiwcb7d8CBAH2Cg9YckWpCkbTJn6/1NloPfPI++/bcr0P2rmXLAG782s1f+ugPKWZ9/B+pf/lXZlOH8fNGCP04mAIAWA0rAW6E1Rou6e05/7wG77WFmmJ/8FNDzEWFprnXFmoqOzQ0JEk6sLkC7prKIRHOsHZj1WFzr5kRh9qV70A6FP8acf4EJa9UC1jbPJGInVP+BnB4I1wzOYsKF7tc5l6fMwpgdrkcUrlzyUSQSWTJ2ipMYQvRYOOLmdeeNLQangUQa47k1SZ/zKufO3C2e1UEAACu/OaBxDz17fYegC98qfn7MP2/fvsRAAB8yW5ubqQzHsvvcI/f2tdq6KPdeA0ebDUcUHdpcTxHdAAlr5Cagq4HjeVGsdxobaBfLQ5+xoAncY0gCIIUhp4r6EyY6mX2P5OmRUiGxBU0Qg4qqiC1BEpeITUFuWisLmkQ0FXFldCcLskZTHFUBVhuFEEQpEJBTUIEQfTk6tWrxQ9yww03FD9IDYABGkEQPcHYqiOY4kBqGT0kTvJopqvqiqa52bHvLd/csHxzw3LqF7PFuJSnV9p8XBxF268dUFFFvbsInarDkTum9y2UrrxdBZxj1EXihLyZvqormubefrrp5185dGz22rHZQ6bnm2RjNKG5JaeoUj2gooo6Dm4imKqkvYsf4vihTedbKM0NAEAl/L+leImTvJrpqLpCYO7i3n882PzIbrq09H1dzzR/eOTXku+V0JzeiiqIfqCiSj6wFU+rFpsnV0661ile4iSvZjqqrpCYu21PcPb4tttUfSY0tyiKKog+SB8SMooqndzqx9AZpAsBcKdGMmGqN93mSg0PzwP/UAp3UsXhcqWG090Rj6AcR9zPFMBUKLfGfZ4bMhOmBqDNNDws6ic3FO+cDHNVcMxFrouMRWJy5lS95fsge+wm5wPdBfy9w/MAPmfKNRjsBFF3oUWlL0IFm90BI+kMwKigaiHjWldafkCxkzaxbYc30pVmv33ZGxd+NUVOvjK5UypzyXdhTZ9Jq8OGl49tALioVsWdqBmJOUKXyL1iODr6/PSWV4+Lp5DQHLlXSMlBRRVlRRUpbEE9gTmvabiXMyf1VmNEvy/K5CC8DoiOhDM2z6DLDA6vWEFAyaL0i1CHqXJt6+L/MOKre8l9s2InJbajPucA9MtXD1eQnsl38slQV1QpXcFmYnPFuUQ/J9x65M6Brg26uUTeDFlsUFFFxiIP7i8VXQE/5Rqkl4TpFLABzWZ3sDoCMt5qYPNEWF9tdvGkCW5ByaLkiyBEUJiUr74oHVDRSUd3J9eUeW1oaRPdt+JXU4ScTaGUWChk8VVXGra9fu3Y7LVjez7a2fDo2zq5VLRXi0ky2ENLbLf2TORZ/L4aUd8HbfNEIp5MmOodCXfZOgUfyQp8sAI8UG80S6tqRn1Orky02SVji6uTKZ8EMRhNMMkpqgiGElqXRWpd26LiZYFcIau8IpwQnreq8H7+y02LqsV6kH4RWnAD5fQIMqcnwdXP3qbcgIROyqHw1ZBMfnGsttwFh2dTsNGk98gFm1s8lzY8sAW2Tp18+Rsb8jdX4okqimRwZ1+ocTwxZT3Sau3YuTZRpC5VxYOKKmoWFRHEZFlxWb63ymTCVO9k22AkaKCdGCnGIhHxWBRMXgMA/WPCGYt76tOT0NavHObJnZRDWfml0MknpERCIfmY09Glk49ufghemH35G0W6pK9Xi03yyGgM7F1WCyNqMnokSdV2hEZFFa37koUnkiKqrSrxVlVOZSE9z/aN+/kSginx2lvZYj7E/T7+Hh2b3RGNhU9PApPVkEfRSTJkv5piJp+UxZE4Kcqcfi5t6Hvkzn1TJ9m3Jw/LpaEJzZV4ooogcS7Gamhbbm8EUJforgVQUUVVUYXkZjW8VZVTyX0IZpfXZfalFwBsLW3m4eFeZ9rL3wajaFELfm5HIAkDADa7w+cbdngjat+vrJN5/HmQVX4pZvJJKbFQSGlVVxq2vX527HvLNz8EAAB3Dux/fY/0OyE0Vy2KKskLM6IrMxeS0F7LS2hUVNGR6vIWAKrSZXWw3KiOLkGh5UaLPK6tZDQZbLX2xdzj2aF2gImeuo6QPVDjWWhUVFnSCLZvIEhlY7m9UXSFTnfUMPpVszN09rsmexf5RyuiG8zGDIc3gl8UUk3QaY3khRkA+1prub1ZZFBRBakpUPKqElikFAeT5GgcTwxZj7Ra+6DWExxYDxqpSb7zd++qN/jVY3eVWNU7cEbDXN960pR35eegFw0LtT9wbmeHtQ7A7h7fX+PRGTBAIwhSTViooSlqqNxelAws2I8gCFKhYIBGEASpUFBRRZG4X1glKu4XKZIwDRQPRpJdVEThWyiSxZNo0fe7Lny04z11dRFqfYRaH6FeuJS7PnWWubg+Qr0wIe6lLXmll5zV+Z8s99y93HP3cs+uvcqV94jkrEg8L4vkFaIXMjlopjoks00uE6Z6nX5vxGPLFYauFopzuN5ohsl0Bmz0fu54LOpwOKK5U3SZdArMbfVgsInrZevhj+K3UCQ6fIn8qiZxv7OXgsFgp0Hn/3tIq5CT9Xv8xu8Pu8edd9wEAJd+uX46YN7ct30ZTJ2lqJQ96PzLVvp6R2tw/2u7uZ36bz+99Qg0P6I8LCsKtdsEqVecra1PNkiP25G0Of+T5UdNZ/3vNNCvfbvAu2+PdNMJI2f1+n0AR/0NTRScDf6gQdYxdc9JXCJvhpQeVFRRRFg4Mx6LOuweuyM3FQvpebNqDYtiqJZvoeIkWobh7sAT7fTrmzY9vmL+N59cBjh/KgVNjZtauev22GicWXWSSF7pJGe1sPfoWPPX25hQu+bBAdMHY+ekJWmJ5KxIPC+P5NXVq1dvKI6rV68WYb+mkAZoRlEld4Gr4SsoM+QPsz92hT9y6d/jYbkfqHG/+s917vPckJkwRYXD0n5yQ/F+fftlqjLJdZGxyINfnyiTTpmN9VBvNLNljOKxKB2fGStxf+/wPER9/KHY8cX+KE0gybdQ3jmRwhWnpkcWjM+9kRjKhCnK76fYK1KjcrMqSjrJZkE++2xcZu/VmqecwX2rZbdHk0he6SVn9buPUuu2reXqq9Tvod45fo+0KiGJnBWJ52WSvCoyOtMUbr62QEUVFVGPXGH8DFPxzdDSBnS1/0w6JTzNLlVCifpidtZx6TyqK6GofwuVpDLDFUJlHBfqAICry6bw1c9HoTsSiXhsakYFs6qsApODf0rl0vGXrpi/+WVJXL50/KWYvctGR8ANLx/78X0atziXfFezhD1Bm8sXz4HVujL2KJODvvvR8xqGgZGz2iNTCEnbcxK3yZvlw/G568X8p6crVQ4qqshYzE2E3UG3WEjP09HYYDTRvRfSmkUsWIfktU40lVDUvoWyqsyok4vQzF81RUP8ktZkRhVVYHJwklfXT+2ajjU17ti+TNiAvh7YTxWZnCpAzuqz1DSMbfWcesD/zjX/O9f8QQhpPyfMQ86KBJS8qi5QUUVV1INNacSiDruHdtPu8MUWmJS0qkGNclHkxaSE34KibkvJVGZEiNUDDC1t5sl0BupP53QAZL96bgbIjSqpwIi5fmrXsbGzpofPiNIa3HXKAsfnNG9NjQLlrNYNeP+GXfbaH2ihtp6I7emyy/Zu2Pb6tW0AcPLRzQ2PatTmJ6bqJa+WGKiooirqYWhpg4HT8baU2djFXKo3mlPpuJF3ZRFQ+RakfxfLqzLDSbRwP4kMnd0m6nQcmPickTMk/v1EapREBWaip+7YWFPjM+LofOmX66djMte10UnO6kZTM4A170IhsnJWJNSg5NWSAxVV1O/KYDTNT47wJUcMLW2QjqUVREgkSiiFofUtVIzKjEiihXXfbhr2DTNTVMRXz8KfVQ0VmLmhjo6Qu1nySPD6qV3TsW3S60RwolA0J96UER0haLPytrUwdliYd27+8q0Scycf3UymAKuD2+TNkHKAiioa9VFtdocvmnLxFmsGoyk6HHV4JQkOg6wSSmFofAtlnRM1iRYGm90BYGf8LfyrBxDOqo0ZW0UF5r8/DYHE0IlxYbGkywffHYPGZ566Sa4LARvv3wEPBl7p3bjbxIhCSUX7CNrY+7auazp6sG/N9gYAuHzwxdPrtnml/1fZ0PfInU25JfPJw0fuHNi/YZHcJm+GlAFUVKk6lvycqE5AXV2d6Irp4TOWS7uOjZ0VXd/y6jXPBvbNxb3UxrF7Twg2t4lqwp140vDgAQAQi0Lxy8KptGGr2c2+tavp0AcAALBugH9KRVjNbnbse00//xcAEMtZiavZaXlO4rZ6M8ifIndibFq9TL3BRE9dR4hRVpH9jH1T9Yor+lWzY7Sfg50GgXQ0guhL5vTkvKNb6c/TZ599tnLlSnG50TX7nPcKLojLjd62Jzi7R93uxhczmRc1fCNo03DPvmv3aAwDuSeEmmh5TuI2ebPyk5wI/vTHfSHlzy/M1EBc5kBFFaR6QBWYpc5Ej7UjBHY7QEy+QfLIaAzAXTNKWKiogtQUqKhSCSxaimOip/WN7+5/4sLOnHisuEEuwWF3j+8fqnLNbyzYj9QgJJojJBIn3zn4e01bv9p+i27mtIRgAOBXj92ll14MoYCLZpsS0j401Q6QvKD0OZ3gcI9PDVkneqwdHTvXVnmuA+tBIwhSK1ioqWx2aqgdwNL+XTdAbPRIstw+FQUGaARBkAoFAzSCINXMRE8dTWuwulfLcmAOGqlhcruJ73hGseb9+Z8sD40BgHhjMsuJs92Bz/sjq2/mX9mRYl7vmNj+2ueY10f9DVuPMK93yVTPiD3qofaJrrUEr4lrcVw+OPn8bwzPcIcep85SFGvO3kHFWDmYbc1B7uhNei6wdWYeAGDFtkPw2F3sWFouCTjqb3jxthMElU4rivahbJZVkZ3oqesI2QOJKQom3ggBuJ+u6gy0zAqaqSAsOo9L1+tVliAqQOGpmtWwcsT9krrJOt5Y3J/fwev8yYQpKpxREbIqfvzyfcuMLsnstWOzh0zPN8lqR7ESJ9f871xzW/t9kvJyl17lYjHNibPdO1KbDjhHPnaOfNy86UBHazADwITC7bS5ay9s3/fU9/aKJ9H+MlPHjja3DWDdwEZxpaT03IGXruTeslowwTPOYPBmiE3c7N4cPOMMnmm2j00HDtKP+S79cuvMLUybL45tZZeSBC4JposL5VVL+1Ai4IY+a12dtWPGHUjInWSpKmRTHGazSL0jHouazQpVMYXw/0FKS1xWDvr4lgmPRB0OUyUpiuRHJlfTwuGNcHhNw736xGip2kPJINEl0ZA4mTjbvWr6uLDL+79OwfrGbzNn7W769nOMOMvJw0eAMwff2D1wx7+MxVVEDmOPhsaat/5IvGC/fuqHM9C0gnvP14I5f+pTuMX86cwnlwH4ejGXD/42xunFtFq2NcVGj2QgL5dIZGUqBws1lc3KHiMEsFBDU9lsNpvNTg1V+eoZQCFAm9razPz6NPFY1NHWVjKfqga6JHGXsSLFqEjIKNQcqjghq0Ig0SVRlziZeCO16YDT/9wKfpevDThH+OkOlg0vHyORQWGYfesf9sG2J8VyKpcPvjtmad7xzdwVvhbMmqecz3TfIh1s5fY22SJQ5C6RyMog5UD+IaGREw4BYOT4WtjP+Esh8bJIKPuU+1RJpYnXUV3BpdLUsOgx6JLxhs5uB1tdjiPmF3SWnTQl4aucO7zTUjl/nLlJVRcek78f/gwvKBXl44nJyPXV9Lxo5aqCUTilIq9LoiFx0j7kfEijatClf/phTpyFx9uv9H945zbpdYZY4NAHzVsfFOmhJOcOvPTFh9UqOtFaMLRGjIJezFRy7Kz7aRk5AjWXSGRlkHKgsIvDwIvQ8VhUSzuERSr7xCFVaeKoRjUsAIiPsgVAbXaxREw0ZRxkcwWqwUdOOcwXdTDKYSm2alzuYsTrgNyfAzXhMd7NKsxwPBZVlA3ghKyUvh1Zz3VTrioYTlGFRU2XJE+JEzHXJ5zTx9dLxVkyv9j01MHmR/5WTqcKAADOn5JZPieDO2duCTatUTbHasEsk9eLSc8F1kcoKmV+/AnJj39Nl5DKRGmbXS5C5xGfVRGrNHFUpxpWTjQWhJWXace66S42uwNU8x+EymE2T4T122Z3kHXn5X/l75Hom1UWrJKT7NJNuUo/Gra9fu3Y7LVjez7aKVtkWSRx8kH/CYUqDyKuTziPvXbG1B8RJTozv9i08/npLa+q5BaOfjAGLfcKV6wLe3f2NTb/ZauiOUYLZh9lyb0WpjWMq/vOOINnnPfPW+t6+HdK4BJSoShus6O1RDKdRkbbSb+9BDyVJo6qU8PKhEeiMA+5es0AEIt7bOJ2stpfPNSVwwQGqV5OiVeqGqXVXeYe1VW7+EJW6oJVHPorV+mJnC5JgRInAJdeXTV9fH2j/2NRMvrtp5c/dbD5kRPX1EJh7PBp2OUWbt64PDkWg2mgclXarjy//k8Pn6EX1HwtGCW9mBxr7nUDNXXST98pkUu6cvXq1W/cWOwIKOxNo7wP2mA0zY8I1Z70gafSxFFtaliZ05Pzwl4KmoFsnFML0nwMst4ypVwjQQPt0Eh+3QFk7lE9PguErDQFqzj0VK4qlpOPbn4I1Hf+rrxtLfzs8Pm/uY+XV5CTOBFyfcI5fXxH88iAKFmc+cWmpw5q7jWGyxfPwbptogi2cvvx7EtsLQ7hPmhWC+apmwCun9rVMeZuDroFps+/EPl74O2JztslfcHYqiMqJwltdsd8TriIw2A0sb/aM6cnZaQHFWSfxCpNuQGrTw1Lcg/i3/+MY5nwSBRMRgPBpLHIKoctpOfZFWvc7xPLiSl0z92F3D1m0inlzAJPyErz2+HQVblKBzb0PXLnvqmT7NuTh2XS0Pa+rev2HT3I7I+mJU7WqqvhfPrKu69Bo18cneHi3oHn4ZET2qHws9Q0WImX7XwtmMsH3x2DQGJIbHrNg43msU+455vnT4Xsga4NebikO4Ez14v5r+T+Vi5qJwltdgdEU5J/QLYul7nX54wCmF0uh2htqCz7JFZpUtdeEoxZaWpY8VjU7BoUu2mzO3y+0Xhnl8gxj01r0oTDcN6aXS4HTAqnHMwur8vsU9bwlbtZmXvMhCfB2M/vqCRkpfXtcOiqXKUHDdtePzv2veWbHwIAsS4J1+aefWdhV5PnZwCgdJJQwPV/OXwFzlzxrJphr9R1w5ZXr3Wlxj6E6Q83Lv85r7FAtIVh9rMEmL4pf6ZRxtyHv7kCZ688v54z12cVSMaYHj7TtMa4uu/QXGB95O8BAMD8eGKOujh3PRMldAmpXEpTD3oxVJqWvPJTtbM4XyBdDxrLjZa33GiRq+C+9RVV47ScYLEkpDws+vYNBKl+sFgSUnIWX7mKZN1Hskz71XaZg3uLaC5X5KjYZiQuVVgxfkQGlLxCago6xcHXq5Zl1apVJEkAzXHIhyJpQ5ji0MVzErcBUxzlBlMcCIJUD1z1Z9UK0BM9dXV1PRPc+2Swp5Xu0TNRVUWjMUAjCFI10KKDgQRTsE6mXl1yItjT2hESXAru7As1jieyiQCEOnZWU11/DNAIglQLySOjMYDG2xXriE70WDv6QmCXdLKvtVrAsqXLXl06hRigkVrmxJMGBucrKfkmR/0Nyzcz/8kV68hjKG7ATWMqlaBpLu6lxM0mzlLrI8x/L1zKXaerIK2PUOsjgYO82ELXgVq+uWG5rBZBnm4Te15OEudiABDqUMlW2N3jif0CkZrEOS6oW25vBIidS5TGWx1ARZUiB5Gp7FkGCpj/JUDqFeeD55+dymQymaln4dnWJ09ImpBqjhAMxUCmSzI79j/6PxR60lPXwSqn8NVS0nOBrTPwOKOicstLVkbAhUgvhtxtYs/LCp3gcI9ns4lxd0wuW9E+NDXUbpF2EjBzoWqW0KioUihxv7M33c1IkAy6Ur5yBkNZ4ZJKnv9ScGLw2Xd39O02AQCYdvftgANviuMTqeYIwVAA5LokmV+4fw7Ngur4Jw+HwM6qovDVUv45M58rK3rTpscZARcSvRhSt/PwvMxYqKlsdmqoHcDS/l03VFe2oiBQUaUw6ALNXPgzdPa7zJKq/Ug5Sc2eh7ssq9m3G++XiU+EmiMkQwGxLsnFvQPPr33hb7eJPMlmpxQL1Ekh0YshdBtqXFHFcnuj6IpKDrvSQEUVhS7qiirxWBSEx+AMnUGuBHLOHN9bngaJP55rk3NI7nZkhiIVLpF8UzJdZFRRqpycospc8l1Y02DKo6+i5gjhUES6JLNj/6Pf9KpGAaOcWsrK/2Ywn505wIrDHn9JTsBFXi8mjxmoakUVbuOd4qY7ADatQedI1lpL5lyxoKJKoYoqXLVkqbecOaGgSk6DJOpzDkB/JBIZ5K+7pbcjOxSpcAmBS1JVlKpHoqgi4PxsSumjfDVHVIZSIfML98+/cki9XJFQLcW4uu9M8y0vHaPWR6j1079/PDHFF3BR04vR0e1KYaKHjcPJiTdCAO6nKQu0D2WVN90BALQ/EbBD7Fwiyezn6NpSNQtoVFQpWFFFiUw6xS2uBcp+nMxKvdHMvja0tPEmQ3I7SkPl6ZviOLKqKLWM0nqyAM2R/BbnNHRyQ3WtKlFLmTpLrZ8G+uHhoUZ4SaiWoqUXo4vblUP7UCLghj5rXZ21Y8YdSMgLe0uwUPsD7pkOa521D9zj+6tJ7BsVVWStE4iDzKcXiUfSTQAAIABJREFUAGSCI1+KhFP2y7OkJnM78kORC5eoulQPcqooNcRqy11weDYFG00aDbU1R4iHUoeu//lUwz7uyocbl1/k1f/kK6cwnD+Vgm2sFJZx9Y7Hv/D86YWL8A2Rq3J6MXq5XVFYqKEpaki71VSWyr9bBYKKKkrWVS3a7A7wCSWu4n6nD7wRjyAmC0IjOczt1IPCUKTCJQx6uFR9mBrWwLvJOQATAACcePMA7HhNItJNpDlCNpQmhh8cP/YD9s3FvdTGsXtP5NbsyWArp5yiDYFejF5uI2UEFVUKUVShsxC8XHomTLEaJLz5oYWjyFepktuRGyo/4RL6Hgt3qZrZeP8OOBCgT2ekXgkcgB33i6MTqeYIwVBFcnHvzj5WOYXPmntNMDb9yyn6Xe4hIYleTAncRhYZVFQpQFGF6RYx+p2camxuFc43pypBIkFyO3JDkQuX5Oa/cJeqmo0vZl570tBqeBYAYMdrmRfF0Ylcc0RzqCLJRMdiMA085RRg1FJam4JBoKgIrTXOqqWQ6cUsutvIYoOKKhVCjd1O2cByo4DlRmsILNiPIIieXL169aGvFDsCSoPTYIBGapBVq1ZptiFZG5KMQzgUSRtCRRW9PF8kRRWMrTqCiipITUEuGqtjEoBkKD1FY7WkbAl1bBcvxUEitqsCodLYUgDLjSIIglQoGKARBEEqFAzQCIIgFQoGaARBkAoFFVUK7i4gd7ZP3/sqbLQ8esX9tVNqVBkZfakc+YhCFTdU7FHP3ctF/43GuI/JJa9OnO12zn0qY19ynVTQi21c4ZJXSw5UVCkYhzfC4TUN9zJxTt+7lpVKQfJDqi+VIy9RqGKHsr/sf+ca9597G8C6gY2Mel4eklfpV3ek5By4JL5OKuhFUwWSVywTPXV1dT0T3PtksKe1TlmnMDnR09rK1IzuyRWN1uhVEaCiii7YPDVUUrnGkNGXykEuCqXzUBB7NDTWvPVHe5i6dTFCyattN8f63jsuY/1s96pp0XVSQS+oGskrAEhOBHtaO0KCS8GdfaHG8UQ2EQAZncLkxE87QrHGQCKbzY43hvqsdGF/jV4VAiqqKHRRV1SRwtVZpkcWjM+9kRjKhCnK76fYK2RSKXG/5OaU1tZKsik5R2K81mL3MmFK6EkVZkNk9aU4yEWh9B0KZt/6h32w7cl7uHopdjLJq2TyU1jb6H1uhej6+79ObTrg9AuvEwp6QRVJXk30WDv6QsDX7Gaq8K+1WsCypcsu1Sm0tA9ls9khygIAtJLhuYR2rwoBFVUKVVQRw9b0pBEUyTs9Ca4um8JtzkehOxKJeGzEUim2LhcvBcVTHJBHKptCCypGIpHIoDHFVsKWcc/QGeQ6xUeHwTWYl3RBWchJXgFo60vlIYul41AAscChD5q3PqhYuV9R8uriWbC7vyyN418bcD6kUQhJUdALqkryyu4eT+zv4kfoxLkYKzNoub2Rib8KTLwRKqBXGUFFFb0VVRhyETpzehLaWgyKhvjVmcmMiqK/enyWyqbwJsTQ2e0A8Th892yeQVfK5/f7fSlXf8VHZxBKXpHoS0mRFYXScSgAOH9KuHwWoil5VcDZvnwFvSqV9qGpoXahIErywoyoES0/KMNET0cIaE3CPHqVFVRUkbWev2qJpBC+oaXNPJnOQP3pSWjrNyjfJledmdyooaXNPByLe2y2zOlJcPWreieu/qw8IbLuGTq7HU5f1OGNVNm/bTojMZv3wlBmGazjUAAARz8Yg5ag/Gis5NUZnuQVlbIHncFW+oGhte5qsz+/r4IV9FKWjFkKJINM6tr9NGWBSgzGcqCiipL1PFVL4rEomLz8StOGzm4TdToOTHzOyBkS/9kjNWro7HY4Y3FPfToX/UkxKE6I7DzE/b6Uy+ua9PnjFbsnRw5NfSkAUlEoHYcCAIgdPg273HaZTwglr/54OY9vXFvQq8qhExT8K3TiQkAy2GrtiwEAuMeH2kl7VQCoqFKYooqIuN+Xy6Nw2Oym3AQWcZss/Im12R3RWJjOnpD7yXZlJyQTHmHWzPLuZcKUL+Xq77R19ss/HqhcDD84Tm8vOzZ77diJgTug+ZETkkr8nCgUzYk3ZUVHdBwKAC5fPAfrvnqj5DorebVP+1EhMaygVx5iuFUKnaBIXpihMxj0Rrw6RgM8GdxJR2e7SGdW3KvyQEWVAhVVhAkBcHgjMo1sdgeAnUndFn6bAMKJtTFj+3zDBWUechNidrkcMKnkXtzfOwyuQVp/vLPbMezr9Rurahmtycb7d8CDgVd6N+42MaJQBYv2kQ71WWoarE+Kg/CCiuQVNf3Le51/2QoAl46/NG0PbF75b0R/KUkFvaqc9icC9lDfuUQS4MhoDOyBLRYAy1A2y4rETvSwi+epnKC3bK/KAxVVqpYlPwGyyJcblSi08muEnnjS8OABABCLQsmXGy10KLbc6Oxbu5re++ZZanuDwO2Dm3w/mxaZMj18pmkNMGlo+pL58cTc3z4e+NGk57DBH1l9s7DDp6/Q1z/ou+X43HU69SwakxP0kik3Krk1qNByo3TCwj2eZZfDyWDPzr5QDMDuHt8vfoo40VMn3DcN9kBiirKo96oQMEBXK0v9/hXAetCA9aBrCFRUqUIyYap3eB4c3ghGZwSpZVBRBakp6BV0ub1Y6uAKWi9wBY3UICQ5hxKnOHTMOeiVwCHULNdsgyweWA8aQRCkQsEVNIIgenL16tUD3/58kSOgNDgNBmgEQfQEY6uOSAJ0bocAfwNX3O/0RVUOZMvu+VLfCFbebWJFWmdmSQRZ0Q6khOQ2Jt/17FSELtZcSBuWo/6GF287oXgwj2Coo/4Gri7+rhdm1U+RaJjTyaU8mhFCsl9QhV89dldx9msHVFQpGL6iCk2l3uxShUQtJS9FFXXNEYKh9Jc4KdqlPJohpQcVVZBahUTihFwGRVNzhGAonSVO9HApj2ZIGUBFFYUu+SqqyEyIqpCKVOhESf2E3L3CfK5VSCROyGVQNDVHSIbSV+JEF5fImyHlABVVClZUifqcQvzxPIRUZIROZC+Su1eACkwNkjulQiJxQi6Doqk5kpeiCgAUL3Gil0v5e46UDFRUKVhRRZKD9tjyElIRC53IXszPvSJVYGoBvqKKFCWJk3zbEKIyVLkkTgjvTsdJQIoBFVVkrRegqMJ6kreQCh/Zi4TuFe7z0oFkoajjYlJpqDJKnBDeXaWuqJMTPTt/HIrFAMDuDuwfYsqHatalE1S0Y4rZVUU1O1RUUbKep6IKRyFCKnq5V6jPNQmJxAm5DIou5gCglBInhC7pOAmLTHLipx2hmDuQmKIsEz11HdYZSExRlmRwZ1+ocTwxZT3Sau3YuTbBK/vMdLwwk4vL7DXNXpUAKqrooqgiID8hFXXI3SvO5xqEROKEWAZFH3MlljghvDsdJ2GRsbQPZbNZetnc/l03I8WdPDIaA/taqwUsW7rsEBs9IhYcTB4ZjYk1rbR7VQSoqKKPogqwg3tseQqpaEDsHpHPSwoSiZPSKqqUWuKE8O50nITSMfEGm7JInIsBuG+3AKM0GDqXABAshhPnYgAQ6qgL5dIZ2r0qAizYj9QUdLlREomTQhRVFDRHCIfSS+JE0KwIl/jV7FSaQf4s+klCJqdsDySmthzhyatM9NR1hES5DFqABdzjU0PWiR4r/bl2r8oAa3EgtczGFzOZF3Vow3DbnuDsnoKHMvzg+LEfkBkiM1e8S/k2qwiSwVb6iZ/7acoC2pkJCzWVpeiX7d91Qyg0eiS5ZVE91A8sN4ogSPVA6xECALjHh9qBSVAIECab5SmsV+kpzQra0BmMVMOYSI1A8sOcpA2hIp9eQxGaI2mm1wxUGMngTjo62wMJVjEWAABmLiSh3ULv1lhr5e2rU81ciHtVHpjiQGoQXeRLSi9xoqOAi47mNNuUjomfsotnXtBtfyJgD/WdSyQBjozGwB7YYgGwDGWzQ2wvLsVMP1p0P01ZAOR6VR6Y4kAQpDrgdm6EOupoWoNJAAu1P+Ce6bDWWfvAPb5fsl5uH0oE3NBnrauzdsy42aW3Vq/KAFfQCIJUB+28ZbEACzU0Rcl+ova5Vq9KAFfQCIIgFQoGaKSGOepvWL6Z+e/RtzVabhqTL81M3ozI3IknDQzOV1LFeU4ylI7mkNIjCdBM6WTRiWS60rDyMWXFI9p5dikZuljnlZlWmxykPOQhX0KiXaLVjMgcmXaJbkPpaA4pCyh5VShxv5MrMx2JRLzgw1IYFQWpfAmJdglBMyJzZNolug2lozmkPMg+JDS1tcFkOgM2pgpHPBZ1tLlS82m5xkuTTHgkKqgyRxf8GAi3LNVCzBXHhpePzRI0o3VJdieojWNFNSMxl5o9D3c9INAuefDNEy9uFFW+0GsoHc3lw9WrVw/8X7cXOQJKg9Og5JVCF3X5KF4dfQ5DS5uZK6gvtajpBr9YHeX3U06n0x/nv5Z1VUkoS9YBzXmufnKKKkIU5UtItEvIm6mbK0i7pPChdDSXDzfoQeHmawuFbXZsuf5OAxOfPZAe0R7N5hl0pbgSRoK4Nj88bPJGIjaI+50+yjgY5CI+p+pkg0yY6qXCg+JFKCPm1GkAiPuduVWqZMxOkBuKkbwK2ugKS/64ILkha13JIstCet5sFFbrowuxzqcXAAyyFtXdEDIfpV2CTHiEe604UdFJGIxEDBD3O32j8U4lW5rzXAvQxZJEFxn5khMlki/Jy9x51UrMOg6luzkVNjypnTNS4eSL24uzXzug5FXBklfKyFpUd0MMP/yzr8nVs2RtEc1zDcLKl5SkBHP+5lSWuDoOtRjmkBKAkley1rUs1hvpPzKSwG021kPmtIxFAjf48LWv+K+J1LOUbanPcw1SOvkSEnP5aJfoMJSO5pAygZJXStZVLRpa2szDsbjHJsiVjETNbYMGMMhZlL2YP0TqWcq2lpZUIStfUqIC+drmOO0SEwAw2iWytfH1GUpHc0iZQMmrwiSvDJ3djqhP8Gyydxhc/Z0GJYuyF7UnU8tVWeRtFSe+VXWUWL6EyNzG+3fAgQB9YITWLpHTltJtKB3NIeUBJa8KlbyyeSIRO5cGAXDQz+RAyaLCRbXJFEOuniVrq0jxrSojEx37EKY/3Lj857yLnHxJucxtfDHz2pOGVsOzAGLtksUYSkdzSFlAySukpqB3cWC50fKWG13EXRxcoWeAXLHnZLBnZ18ollMcVO7KqFwBKPQiG6pkYC0OBEGqBrq4fiCRzWaz2SxdFToZ3NkXahxPZBMBCHXsDMqIYCUngj2tucAOSr0IhiotWG4UqUH0ki8pscSJjgIuOpqrJJJHRjkxbsE1e5fVApYtXfa+vtEjSUpY3Xmix9oRArsdIKbeCzSHKjUoeYXUIBWYcyBxKXBG21zf+lJnVDTblJDEuRgAhDrqQrkcROIcF7MttzcChM4lAERR1e4e3//EhZ3WWEwwkrgXEAxVWjDFgSBIlUAnONzj2Wxi3B2jcxDJCzOiVjMXRJmJ9qEpcTZZthfBUKUGAzSCIFWChZrKZqeG2gEs7d91A8RGj5Q9S7y4YIBGEKSKsdzeKLrSeLt2VkK2V2FDLSoYoJGaR0MthUxzRN+hNAVcjo7evdxz93LP3cuDB5WKgeoo4ELoVeVC5yLoFMhaK8BED19WlrSX8sVygYoqBXcXoVO1fnLH9L6F0skNlParV1dLIdMc0XkoLQGX2bd2bT29bsD7zjX/O2e//psmuRito4ALoVcVwEQPG3KTE2+EANxPUxZofyJgh9i5RJLdmbHFQuvL8nbiSZHvJXexrKCiSsE4ODWVSCQS8ZqGexc/xOk8vfxbKM0NAEAp/4+hqZZCpjmi51AEAi6xwKEPmrf+aM9KAICGe/56V+pngfOiNjoKuBB6VQm0DyUCbuiz1tVZO2bcgQR95MRC7Q+4ZzqsddY+cI/vJ9wXJ9ursKEWEdkAbWprM/MLasRjUUdbW8l8qkokVVSrDZvHmyvgUSPQMignBu5QapCaPQ93WQSaIwoxTK+hNMdhWHsjVynh1q+a4Nxnov9rbXj52KxWXVAd765isFBDU8zSeCgXPrmrkt0agq5T2Sx3jFCpF9FQpQMVVRS6qCuqqJMzp+qt2kyKfKC7KE2vnEUlpRUVbHYHpNIZiPslk+ePKw4odlJim+mrcuPK32H+ky+o1q8pg0KuOaLXUKTKLLyI/LuPUjD9ye/UWhcr4JKnXgxSMhQeEhp4ETqPiv02z6DLDA6vTIn7+eFh8EYikYjXEfUJ/9mxSh+RyKAr5ZP5J8nomzA/xAe4BtIxZYdi5EXYq6I4qNBF3qIyuSJ9PHNe03AvZ05lBuRH9PuiTA7C64DoSDijNL1KFqOT0E93J1saM1WubV0uXoqLr+4lHVDqpMR21OccgP5IJDLoMvMaiD3PfTX5Tz6Py5cv59NchvOzqSJHKHYo+wMtMH3otaMAADD71j/sU2/OyKD8LbHqClI9oKJKwYoqUR//EZsv5RqkhUvSKWAnjF2TasyAPDZPhPXVZneoNFS0KFFaIURQmJSvvigdUNFJR3cn15R5bWhpE9234ldThJxN0eSt4qf/UPd1vXOoZWyr5+7lnrvd8NcDJmj+8q3yTRdDdQWpHFBRRda6tkXFywK5QnnlFbkZkCMTpnqH2SLRygIoshbrQaq0ogU3UE6PIHN6Elz97G3KDUjopBwKXw3J5OtEPpojpRsKAOC+rneuMUIZC3vfU2iko4ALUpmgooqSdQ2Lighisqy4rOwMSMiEqd7JtsFI0EA7oazZS2CRiHgsCiavAYD+MeGMxT316Ulo61cO8+ROyqGs/FLo5OcLseZISYda2BvcOvb1Q8fvqQcAuDw5llq37a+k/y/ST8BFX65evXr46W8XOQIKe9OgokphiirK8OaHDnncqlPirepMLqTn2b5xvy+a+0AyvcoW8yHu9+XyDQA2uyMaC5+eFH/9hE6SIfvVFDP5eUOmOVLioeq/9fV1bA56Ye8//my65a/3iIXKdRRw0Zsb9GDx3awOUFGlUEUV5WnjmVP3VnUmcx+C2eV1mX3pBQCb7PQqWtSCn9sRSMIAgM3u8PmGHd6IWrSXdTKPPw+yyi/FTH7ekGiOlHyohnv2Hfrk7q2eMQCAluC1Lru4hY6qK4vBV9t7iun+0cSQXp5UO6ioUhqqy1sAqEqXIR9FFSw3unjlRjFA6wXW4kDkEWzfQBCkHKCiCiKB2Zjh8EaqNT5XoMQJyVB96ytRwAUpI6VJcSBIiaBTHJq5AsJEgY45h+8c/L16m19tv+U7f/euprlfPXaXZrNfPXaXjpK4mm2kYIpDLzDFgSAIUqFggEYQpEaY6Kmrq+uZ4N4ngz2tdFXonomk6sVKBQM0giDVT3Ii2NPaERJcCu7sCzWOJ7KJAND6hUoXKxcM0AiCVAnJYI/8sneix9rRFwLBfnG65v5aqwUsW7rsjH6h7MUKBhVVCu4uQrVwqF52EXJij3pY1Sjuv9GYpNnFvVROOGr5ZjldEprzP2HH2bVXtWKeknDUibPdzrlP2Xfv90e6V/H/q6urO0uX5b98cJLaNcezcemX6yPU+gi1PhIYfLq1jn49eUpwsonX5qAk5mgrbJGoZ1UCM7FQh7WurrUnKIrTdvd4Yr/gRE/iXIwVFbTc3ggQO5dQuFjByG6zoxVVPDZukxWtqCJ3rFsM/3SDoTMY0ctPvdHBN0EFj7jf6aOMg8FOQyXf9ZLC/rL/nZe5d+d/sjyUGNgoOZIH8x99eOfA/tc1anWe/8nyo6az/nca6Ne+XeDdJzl+DQCMcFTzI5Lrl17dkYL1OVHSrw04RwZ4n66a/veAZQ0ApOcOvHQFmjh/rp/aNf37xzcHty+D9Nmnt/r+7DlncAvA1Flq6yQcarvXKGozF9hq7dl07Ml7NV1iYdWzfnwf0AWYvvdVzQkpDxZqKnF78Mgbo32hvo5QH9jdgaefoNot0D401Q6QvMBrm7wwI+o9cyGZBJmLUAmV+RVARRV9qHpBldom9mhojBOREpBJnYOvWDWC0cLeo2PNX29roN+teXDA9MHYOZkvW0k46mhPXd30ceXx3++fPr4+sJ9aBnD91A9noGlF7rOp5NhZ0/3blwHA5X/+t6v/FT7KXAIAaLVsa7ry3j9fF7UB4+r7t0HoDXYVTKBlRaSeVTFY2ilqaCqbTYwH7PZYqO+Nyl4BFwsqqih0KVjUQ1MuhDe4rAIJzx6xY8Xov9Q+s2/9wz7Y9uQ9ckX+MsnpOywNGgP87qPUum1rue71e6h3jsuMpiQcdfJwyD3u9D+3QtIDAADm5w4dgE19lAXg8sF3xyzNO76Z+/Dy7/4Nmj5/IwAArNzeFvyfbgh9IhIo5LcBgDX3uiE0dVLVJT4k6lmVQ3Ii2NPaWldn7eiLxezuwHeVdLcttzeKrjTebpG9uAhe6gYqquijqCKp0adiN+qL2VmvVdRPyB0rSoKkxhBIXtHQGqwPyko6HZ06CHDErZ5+vXzxHFitK3NJ7UfFEq40SsJRG17mK+GJeX9wJrG+8dsbAZJzB1764sNP3cT/9LP5K2D5vEwyhbdqVmxTiJaVvHpWhZAMtlo7+kKxmN0dGE9ks1NDlEZ6YuZCEph0h32tVe1iZYKKKvooqowYB8VlhRTtslcFQicSsZL8HCunBElFIZW8On9KcfkMFxMpANgSOjZ77djstWMnvvqPcjH6s9Q0jG31nHrA/841/zvX/EEIaTwnzINL7x6ATX2rb4ZkcOfMLcGmNQRdXl8foaiU+XGLcuNUarYAZ/JSzyoLjaSRGaD9iYAdYucSSWbrRtcWi8LFCgYVVWSt56OokglTvcPSGszKdmXrNcteJHSshBIk1cfRD8agJaiwirxtT3B2D++t1QT9Uydf/sYGSct1A96/YQexP9BCbT0R2yOtApo/Jz45Dqb+jfDpKzs9jc3BVpI+N33vTNMagPMvRKgXmoPCFTeLyaSVt5HAqmcp6LNUAhZqKI9D4BZqf+Dczg5rHYDdPb6fFgGXvVi5oKKKknViUQ+6eDSzh4N3WduuJuSOlUqCpOqIHT4Nu9zFRdIbTc0AVtkUQrG8/+sU7Gj+GlyfOByDM0DlDlpceX79nx4+03SjeQX85k+X4Sap+TX3moD65PxTN6m0IUZDPas6sFBTWUp4YWiKEod02YuVCiqq6KGoYvN4HfPi5K+6XU3IHSupBEmVcfniOVj31RuVPj75qCTv3HybRGF35W1rYeywMO+sqOKaF9d//xFYrZ8HWNYeyWazzuAZZ/CM85nHV0BT4zNnmtYArLz1i3D2T58BAL1kDoTA/WVRZoPfBgDOnwqBu3VDHm6w6lnV86hwyYCKKvooqtg8XofT1+s3Rrp419TsakLsWFH6LzXOZ6lpsD6puLLc0PfInU25nMbJw0fu3LZfGqTsfVvXNR092LdmewMAXD744ul127yFCT8K+dPHZ+DWPtV6ca1ftsP0mwcta7YvW7P5lj8f+73ju0xO4/yplPnxzWuEbSA99+YYuMdVpbCEEKlnIeUBFVWQmkJYbnT2rV1N733zLLVdnJDl1Qg96m/YeoS+KjyxIiw3OvvWrqZDHwAAwLoB/ikVcbnRi3upjWP3nhCsRjetXvadwI8mPYcN/sjqm7nL83M/bM00T7W1m4FfbvTywcnnf2N4Zt9q1salX66fps9A2p8JwPN99Gvz45v7tnPBndcmmJ16jMQlug2dehbND6eeheVGywsW7EdqmIZ79l27R6PNfZ7Zax59hgIAyYNHjpt3t43sFl4yr37u/2/vDF6byOI4/rv3uuwllk2MIO6CB4WdthLolLIeZAMWrVhqEBaFKN0YWCxsXSjrRrAsxCKag6y4tVtBSwuRwio1KYSmjqyXheLF2JQ4+x/0voeZSWaSNzMv7WsyM/1+TjX9vd/vvcvPxy993+9/h1sjv7gYm71o/uDLC//EL+g/p378tcDSgzbH8G6JiIhCl9+sXrb7JegyaNAAAMHgCiwKOKqAQKGNOLq9CwDEgBs0CCA8ntZCYgSm4rfZFuXqzXk61xiwf0APGgAAPAoaNAAAeBQ0aAAA8ChMRxXrWz4XExDWrwX6hihZSGiCXVOYDOnEH1X3ECMwFWc5ne0HKRczFJcYgacDnWd/btB18TbXTu3a/ReKshw2Xkx3BLhSBYXqo/ilD9Prqqqq69M0fWqysLsYgak4yxlUln66uelySqcYgacDXcHbIw5NcnO0ty5KAQA3hdz0+/EbV8JEROErN8Zp/lVL4+GJEZiKs5yO+uTqQ+pz0tp3iRF4OtAd2mzQDecOq0dIOWvx89AvoVaDFcbylgAruiRy6NyYbMgi1bPXDUiySsO4pL6lhpWJkZlpBMOwMnHZEvAN1coHOnmk/lBv6DSj8fDECEzFWU5j+8HM7a/v/D7idEbnGIGnA12C2aAtUvTx5JwhWadkM0VZswiZksnUM4vV3pzu55E09e0mg5XW5Q4OLESkPJ8jTdteGmjW8W8YkBQz8Rm6mc/nc4mIviWTlUnTjliHtVqZOG8JeJ3GK5VPH9/TsWjYMZonRmAqznJE2uAi/IezgJFbjMDTgS7BbNB6F9XJJQz9RSmdN8SJpAHZvGBM62bSgEz20wjb5WyUctGwGbFId1oqHuqNGD+H+mOaVYtaq5IhaCoNyDbypwYtVibAz7Q6qpj5UKm6ZuCJEZiKGaM+ufrw6LImV2QHT8zutsQfBvabNl8SqoupxoW61fqEDvVGmvRH21puCV0o0hbpIpoaZSUtcYjXfa5tRXoNMchDvVrXthWHZFqZgGDCc1HkvEyKSsWI0QYXFUcvQZ6Y3W6JPwzsN+00aHUxlSzFcvlZbV4RX2gNMXojq0lzLDcFb5S2rH4i6mIqubA4KrlPHoyeHDLvCBw0Dh85SS8rVRoK7y1GYCq+cmpxaZPe/hx9XP9kc6g3V2l2AAAEg0lEQVRn29D/5I8ReTrQJdr5kvBzbcu4byrZTNH0G332qy4uFFtvpMaEwXY5YwTBMMm2N5RtxuT5QkpZ35G7EQxrz8C/hKPH6P3HT8Y/C6/mafz0UPsxAlPxlQtdfqOb2FZ2Vgsz31DftcJO0yiDJ0bk6UCXaKdBS6OJiP794ULvlNmbW3M2iSfnKJGzKOiH+mORrblkPKvYLDcHNDAbYpvqNw+ibTeaziWqWqVM1dhRo/wMxZwm4OwtAd8xdHqc5u9pzy6qj+4x2w5PjMBUnOVEIfB0oDtAbhQECk1utK7TVpgMXZonIqLxp+rdRtsxa7nxxAhM5RDDkKlrMUNhqNmxYgSernlLoIOgQYNA0dSg7YDcKORGfYG3XxICAMABBjdoECjgqAKCBBxVQAARMk/gGSYQ9zzBv+VcY8D+gREHAAB4FDRoAADwKGjQAADgUdCgQZDhNgp5nXU1LuEI4yhXWTrfMxztGY72pJ5UXOsJcUsRdTrQebxtedWQdd6t75VV+hlvAw8U/EYh726dXeFI6BzGU+7dreMPjy6vVnZWK8vh28fderQAtxTXbbcbBjqJhy2vlGw8WYrlDNHTWGlPr6/5twQCAqdRyOtstOfnZ67ZXMM4ym0/+OtZ37UrmgTdd6O/9G2u/O1w7RDhliLqdKA7eHbEoan7N1TzQ+dmp+RiBq0VcMJpFLL2cuXi8mphxtlZyj2Mp9xX12crjQfZLghxSxF1OtAlvGp5xZJLatgBMP2rHLZnsyUlawnD3ToAtOeoQkSD91d/41BVdg1r25fk9fPbb89cv26jnivILUXU6UCX8KjllVqrMpT0XUxPbLdnwlJRGk2Y7Gh1B0SnCsDz7N1RRSA25bTvCc+unJgZHWQv3Fe3FOAjmC8JW5XyNQF+KZ3P6x9KAzJVGwtMlleZspIeZdayXS6I9vOH+mOROd2nRd0obclj6M+BpsNGITbloiMvdkaIaG1iODpxp9JyTd5ntxTgIzxqeRXqDVOpppJkuUR/rrkI7bdhqaXXqXdodaNEiZvoz8Ghw0Yhuyg3+P0ZOru+dv/bQcvHIt1SgM9pZwZteFYZQwQGTgZTHMsbWMT5law2sS4XyWEG0VZ+g9C5MblYVkjdKJHhUAsCQYeNQnjKrU0MRyfeuWUS6ZYCfI5HLa+IpPSUXMxoXx5K6SnKxOOZ+veGTP8q++21YK4oDcjF8iL6c/Dwnn3J4I1rJx6vrxn/XHvpMIYWUA74n3ZGHNJoIpLMxItEFElMJSKZujOrZnlFRBHNYKre/kL9scjcXDJem8qnmcslc0BTuXQ+t5iy2HpvGZGNXJFEQtamKsz8rbf5UHNFaUDOZObkqTz6c8AYuqs+nQydCk0TNRuFdKlcdOTFv0vne4Z/ICKiEzN/vrD7Kw4h5YDv8ZsetKIokiR4UqwuppK1sZb/IIAf4XdU8a/+J+RGDw6efahig/DujD+vAwB4Fb/doMWi/9WH3DpfAQCArnOwGzQAAHgYv404AADgwIAGDQAAHgUNGgAAPAoaNAAAeJT/AVe69xcvrpPpAAAAAElFTkSuQmCC)