Chapter 9: Machine Learning

“…The growth in algorithmic modeling applications and methodology has been rapid. It has occurred largely outside statistics in a new community—often called machine learning—that is mostly young computer scientists.”

Leo Breiman, Statistical Modeling: The Two Cultures

There are two types of people within information security, those who are completely intimidated by machine learning and those who know machine learning largely solved the spam problem and are completely intimidated by machine learning.

It’s easy to be intimidated when machine learning is described as “a type of artificial intelligence that provides computers with the ability to learn without being explicitly programmed”.[[1]](#footnote-1) How would one go about not explicitly programming a computer? Or better yet, this rather well known definition from Tom Mitchell in his 1997 book:

“A computer program is said to learn from experience E with respect to some class of tasks T and performance measure P, if its performance at tasks in T, as measured by P, improves with experience E.”

Are you clear now on what Machine learning is? At the off chance that things aren’t clear, let’s just begin with an example. How about we start with some data and then not explicitly program the computer to learn from experience E and perform a task T?

Let’s assume that you have been able to record memory and processor usage on all of your systems. With some effort, you have been able to inspect almost 250 of the computers, discovering that some of the systems are infected with malware and some are operating normally (without malware). But you’ve got many other systems that haven’t been inspected and you’d like to use the data you have to determine if the other 445 systems you have are infected or not. First start by loading up the data on the hosts you know about and inspecting it.

memproc <- read.csv("data/memproc.csv", header=T)

summary(memproc)

## host proc mem state

## crisnd0004: 1 Min. :-3.1517 Min. :-3.5939 Infected: 53

## crisnd0062: 1 1st Qu.:-1.2056 1st Qu.:-1.4202 Normal :194

## crisnd0194: 1 Median :-0.4484 Median :-0.6212

## crisnd0203: 1 Mean :-0.4287 Mean :-0.5181

## crisnd0241: 1 3rd Qu.: 0.3689 3rd Qu.: 0.2413

## crisnd0269: 1 Max. : 3.1428 Max. : 3.2184

## (Other) :241

You can see there are 53 hosts identified as “infected” and 194 identified as “normal”. Also, the both the processor data and the memory information has been normalized (see the discussion of z-score in Chapter 5). But that will keep the numbers on the same scale (scaling is important when comparing across variables). In order to explore this a bit more, let’s plot this data comparing the processor data to the memory and differentiate based on the malware state.

gg <- ggplot(memproc, aes(proc, mem, color=state))

gg <- gg + scale\_color\_brewer(palette="Set2")

gg <- gg + geom\_point(size=3) + theme\_bw()

print(gg)

Figure 9.1 Processor and Memory across systems [FILENAME 793725c06f001]

Notice how the infected systems appear to generally use more processor and memory? Perhaps you could develop an algorithm to classify this data just based on the relative location of the known hosts. But before you get too far, you’ll want to do a little planning. First you’ll want to figure out what machine learning algorithm you will want to apply, and then you should figure out how to test if the algorithm is any good.

Developing a machine learning algorithm

Did this title make you get a little worried? Did you have flashes of fear that we’ll start talking about mathematical formulas and make you say things like “sub i of x”? Don’t get too worried, we will keep this as light as we can and we will start with the word “algorithm”. Anytime you see the word algorithm try to mentally replace it with “a series of instructions” because that’s all an algorithm is. You’ll want to develop a series of instructions for the computer on how to inspect and understand the data (so it can learn about it) and then how to apply that learning to the systems we don’t know about.

Do you see how you are not explicitly programming? Even though you are absolutely writing a program for the computer, you will not be explicitly writing the decision criteria. Your series of instructions (your algorithm), will tell the computer about the data and where to look for decision criteria in the data. Think of the applications of that logic with things like spam filtering (which is done), or intrusion detection/prevention. In the early days, those were rule based, “if you see X do Y” or “If this reaches a threshold, react”. That is explicitly programming the decision criteria. What machine learning does, at least in the approach we’re discussing here, is to provide instructions so the computer can learn from the examples you know about and apply that learning to new things we don’t know about.

Looking back at the data in Figure 9.1, you’ll want to create a series of instructions to learn about the processor and memory usage on the normal hosts and compare them to the processor and memory usage on the infected hosts. Once you can tell the difference between the two sets you know about, you’ll have to give it some logic to inspect unknown systems and make a decision if those are infected or not. To keep this simple, let’s go with this simple algorithm:

1. “Train” an algorithm:
   1. Calculate the average (mean) processor usage for infected and normal systems.
   2. Calculate the average (mean) memory usage for infected and normal systems.
2. Make a prediction using processor and memory usage for an unknown system:
   1. If the processor and memory usage are closer to the average infected machine, label it as infected.
   2. If the processor and memory usage are closer to the average normal machine, label it as normal.

Congratulations! You have written your first machine learning algorithm and now the computers are one step closer to world domination with this extra bit of artificial intelligence! Notice the wording in the first step, you’ll want to “train” the algorithm. That’s the term used to describe when the machine is learning from the data, it’s being “trained” by the data.

Validating the Algorithm

Before you go off thinking that this algorithm is helpful, you should probably make sure. You’ll want some way to test how accurate this algorithm is at predicting infected systems. Rather than using all of this data to train the algorithm, how about you hold back some of the data to test how accurate the algorithm can predict? There are many techniques of doing this (cross-validation, bootstrapping, boosting), but the simplest is to just split the original data into two datasets. The first we’ll call the training data, since we’ll use that to train the algorithm, and the second we’ll call the test data, since we’ll use that to test. In order to split the data, we’ll use the sample() command.

# make this repeatable

set.seed(1492)

# get how many in the overall sample

n <- nrow(memproc)

# set the test.size to be 1/3rd

test.size <- as.integer(n/3)

# randomly sample the rows for test set

testset <- sample(n, test.size)

# now split the data into test and train

test <- memproc[testset, ]

train <- memproc[-testset, ]

Now you can train the algorithm on the train data and verify how good it is with test data. Please keep in mind, just splitting the data like this once to measure its accuracy is better than just assuming the algorithm is good, but there are plenty of robust methods for validation.

Implementing the Algorithm

We stated earlier that the first step in training this algorithm was to calculate the average (mean) for the infected processor and memory usage and the normal processor and memory usage. This is done quite easily by subsetting the rows on the state field (so only infected or normal is returned) and subsetting the columns for just the proc and mem fields.

inf <- colMeans(train[train$state=="Infected", c("proc", "mem")])

nrm <- colMeans(train[train$state=="Normal", c("proc", "mem")])

# view the results if curious

print(inf)

## proc mem

## 1.152025 1.201779

print(nrm)

## proc mem

## -0.8701412 -0.9386983

The differences between the means here is not small and this may do relatively okay for how simple this algorithm is. With the algorithm now trained and ready to predict, the next step is to create a predict.malware() function. This will have to take in a proc and mem value and calculate how far those are from the means that we generated during the training. What is the best way to calculate distance? Think back to geometry class and the Pythagorean theorem: a2 + b2 = c2, where a and b are the two sides of the triangle and c is the hypotenuse. In our case, a is the difference between the trained proc mean and the test proc value and b is the difference between the trained mem mean and the test mem value. Once we get the two distances, we simply compare them and which ever is closer (smaller) is the one we will predict.

predict.malware <- function(proc, mem) {

# set up infected comparison

inf.a <- inf['proc'] - proc

inf.b <- inf['mem'] - mem

# distsance c = sqrt(a^2 + b^2)

inf.dist <- sqrt(inf.a^2 + inf.b^2)

# repeat for normal systems

nrm.a <- nrm['proc'] - proc

nrm.b <- nrm['mem'] - mem

nrm.dist <- sqrt(nrm.a^2 + nrm.b^2)

ifelse(inf.dist<nrm.dist,"Infected", "Normal")

}

Feel free to pass in a few values and see how it does if you’d like. But at this point, everything is ready to pass in the test data. To pass in the test data you can use the apply function with the first argument being the test data set, the second argument being a “1” to denote to apply over the rows (instead of a “2” for columns), and then we pass in the function. In this case, the function takes in a variable called row, which is character vector in this case. The first thing the function does is convert the two values we want back to numeric values.

prediction <- apply(test, 1, function(row) {

proc <- as.numeric(row[['proc']])

mem <- as.numeric(row[['mem']])

predict.malware(proc, mem)

})

type="note"

Don’t try this (algorithm) at home

This is a great time to point out that this is a very basic algorithm and it’s only for discussion purposes. This is a very simplified version of what’s known as a maximal margin classifier and for it to work well, the data must be able to be separated by a hyperplane (or a straight line in our example since we only have two variables). This is not something we would recommend implementing on real data.

To look at how well it did, look at the proportion of correctly predicted results on the test data:

sum(test$state==prediction)/nrow(test)

## [1] 0.8780488

This very simple algorithm predicted 87% of the values correctly, which is probably more a statement about how segregated the data is than the strength of the algorithm. But overall, 87% is pretty good for your first machine learning algorithm, congratulations! The results are also pictured in figure 9.2. What this classifier does it creates a line between the two means on the plot and anything above the line is labeled infected, anything below is labeled normal. The misclassified values are clearly marked on the graphic.

Figure 9.2 Predictions from our algorithm [FILENAME 793725c06f002]

We can look at what’s in th

It’d be horribly inefficient to go back to the old way of looking for malware and

test is the algorithms predictive accuracy. Can you think of any way to do that? One way would be to run the algorithm on all the data we know about and then start looking at the unknown systems while also looking for malware in the slower method we have. That would work, but it’s horribly inefficient.

Most applications in statistics have methods to determine how trustworthy the model or algorithm performs, and machine learning is no different. IWhat’s especially nice about machine learning is the methods for estimating p

See? Now isn’t that simp’ll have to give it some logic to decide which one is which also. very simple algorithm that simply look ats where the unknown host is on the

the title, creating a machine learning algorithm is just a fancy way to say “create some a set of steps for the computer to follow”. Anytime you see the word “algorithm” you should mentally just substitute “

I’m not sure about you, but I didn’t think I have ever generated an algorithm in y life. easy to get all wrapped up in generating an algorithm, but just think of

been described as programming the computer to program itself or teaching the computer to learn from data itself. It can be overwhelming.

This is an impressive challenge seeing as how we still can’t get most developers to validate their input.

If you’ve never heard of machine learning before Machine learning has some rather intimidating descriptions.

Classic statistical methods have deep roots within mathematics and most of the techniques were developed largely without the benefit of computers. The term “computer” originally referred to people who were employed to sit at a desk and calculate (using manual methods) all day long. Statisticians made enormous strides in learning from data in the human computer world and the processes they developed were

Generations of statisticians were taught using pencil and paper and wonderfully even though they there were massive strides during the first half of the twentieth century Statistics evolved generations of statisticians developed their complex computations using pencil and paper Even as computers became ubiquitous, classical trained statisticians simply used computers to automate their manual methods. They saw were leveraged as a way to automate and speed up the methods developed for pencil and paper.

But there was a small faction of computer users that started to use the massive increase in computational power to develop new methods of data analysis. Many of them were trained engineers and wouldn’t be considered statisticians. these analytic methods have evolved not just because of the increase in processing power. The variety of data was evolving, the quantity of data being collected was exploding and the problems faced were evolving as well. New methods were needed and t

But computers also brought about larger sample sizes. No more was data limited to what we could manually collect. Some of the classic methods began to break down in this new world

But it wasn’t just the processing power that evolved. the problems and data evolved as well.

Even as computers grew in popularity, statisticians for the most part, just migrated their manual methods used them to make applying the mathematics easier and faster.

The concept is quite simple, although a little intimidating; rather than

Every description and definition of machine learning makes the field sound quite intimidating. We

and directly out of some sci-fi plot. The evil genius creates a computer system Either we’re attempting to give the computer the ability to learn from it’s own

There are three types of people in the world. Those who have no idea what machine learning is, those who know machine learning is and that is has largely solved their spam problem and those who are completely intimidated by the concept of machine learning.

If you are reading this book, you probably have at least some exposure to the concept of “machine learning”. Most likely you’ve even some exposure to the term “machine learning”. You may have even read up on , If you haven’t heard much about the topic of machine learning, the

Context: a definition.

practical nad pragmatic

enabled by computers and processing.

machine learning: think of spam filtering. “wow that’s really hard” - demystifying it.

Example - gmail automatically sorts incoming mail.

examples in IDS, tipping point uses some ML to figure to stuff out

We will want to cover:

* model selection, cross validation, bootstrapping and train/test data
* prediction versus inference
* parametric versus not parametric
* supervised versus unsupervised

Trying to cover machine learning in one chapter is like a grown man trying to slide into a newborn’s onesie, some things just aren’t going to fit. We will talk through what it is, and so on. But there is a pretty big difference between applying machine learning and applying machine learning well.

* What’s possible with machine learning?
  + quantitative prediction and inference about variables
  + classification and clustering
* Side-bar (perhaps): parametric versus non-parametric
* What can we (in infosec) do with ML?

What is Machine Learning?

Machine learning has the ability to overpower even the quickest learner, so we will be approaching this at a high level.

If you believe the hype, machine learning is a miracle solution that will cure all our uncertainty if we can either figure out the right levers to flip or hire someone who knows. The premise is simple enough; we feed all the data into a computer and have it “learn” all about that data. Then we can sit down with a cup of coffee and have the machine share its wisdom with us… right? We need to start out by putting that hype aside.

. . restore us to a full head of hair.

a beautifully complex collection of seemingly mystical incantations that it able to extract knowledge and truth from the data no matter how messy. Unfortunately, nothing could be further from the truth. Machine learning is for the next evolution of hackers.

We’ve mentioned this concept of classical statistics. Classic statistics was developed prior to computers. The goal was to apply mathematics in order to help people understand the world from the data. Then as computers evolved, their natural statistical use to speed up the labor intensive processes of applied mathematics. But the purpose was still to help people understand the data.

Some definitions of machine learning make the field sound rather intimidating to the uninitiated. Hearing about “neural networks” and attempting to program a computer to program itself may seem a bit daunting, but honestly,

Machine learning has a good solid foundation in computer science with a dash of statistics. This is a benefit because there is a huge amount of practicality within machine learning and we want to focus on, and be able to distinguish, things that work from things that don’t work.

Supervised: start with data, and make two data sets, train and test, go through feature selection (and probably iterate here). go through various models/algorithms and see how we do

“continues to improve as the amount of data increases” (and as your experience with those algorithms improves)”

Need: Algorithms, EC2 and data

feature selection is more of an artistic process. - what is interesting about the data? what is relevant?

Why Machine Learning?

The truth about machine learning and statistics is that we do what works. so the real trick isn’t just learning how to do statistics, the real trick is learning how to tell the difference between a helpful or misleading solutions. Most of the time, we have to be content with more of an educated guess that it’s better than alternative methods.

I was reading an explanation of causation versus correlation and a weight loss study that found correlation between weight loss and three very clean attributes. People weighed themselves every day, they started each day with a good breakfast and they had the ability to exercise at home.

Machine learning can offer several benefits:

**Quantitative prediction**: This concept may make people with a strong engineering background a bit uneasy thinking that prediction is impossible. But relax, nobody is claiming that the precise future is hidden in the data, however you can use the data to make a pretty good estimate. Given a set of observations and the outcome that resulted, we can build predictive models make estimates for known future states. Think back to the linear regression analysis we did in Chapter 5. If by some strange turn of events another state appears with 6 million people, that regression analysis using just population would predict just under 5,000 Zero Access infections in that state. While that example isn’t exactly practical, you could use the technique to estimate bandwidth usage next month, or even forecast the size of the next DDoS attack.

While quantitative prediction is great when you want to estimate the value of something, much of real life is spent trying to figure out what something is. This is where **classification** comes in. For example, you see valid logins but are they authorized or not?

Classification techniques are supervised techniques.

In other words, given information about something a set of possible categorwe want to assign a label to something or classify sClassification is used to So given a But we can’t just magically know Given a set of observations about known things, can we Classification methods are developed much of the work over the past few decades in Machine Learning Many recent trends means you’ll want a method to classify

Much of the supervised learning algorithms focus on problems with classification and it’s the work horse of machine learning. Often times you won’t want to know the *value* of something, but if it *is* something. You’ve collected data about all the logons, are they all from the people they are claiming to be? Are all of these valid logons the person they claim to be? Is this machine what it claims to be?

**inference**: While prediction and classification are helpful, sometimes you’ll just want to make some inferences about the phenomena you’re observing. more about the variables and the envi

This is really hwere we see a lot of benefit from regression models.

discovery and exploration:
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**This is the red font**

**var <- c(“This is a test of the code”)**

define algorithm (algorithm versus model)

You’ll hear the word “algorithm” tossed around quite a bit with machine learning. This term may be intimidating, but don’t let it be. Algorithms sounds like they may be confusing and complex, but they are really just a series of steps to take on the data. Algorithms do not have to be fancy and are really just Don’t be intimidated by this because it’s just a fancy way to talk about a summary of steps. The slight difference is that there are actually two algorithms, the algorithm you will tell the computer and the algorithm the computer will build based on the data it is fed. It may get a little confusing as rarely is there any distinction between the two.

partial quotient

long division

Supervised Learning

There are two main classes of machine learning algorithms: supervised and unsupervised. Supervised learning is used when you have known data that can guide (or supervise) the algorithm creation. For example, if you would like to use supervised learning to tell the difference between a system infected with malware and a system acting normally, you would need data from systems in those known states.

You would have have to collect when a system is infected with malware, you would need to have data from systems known to be infected a system with malware. We could approach this with supervised learning if we had data from systems we know were infected with malware and system not infected.

classification

1. <http://whatis.techtarget.com/definition/machine-learning> retrieved 10/5/2013 [↑](#footnote-ref-1)