Using maicplus

# Introduction

This package describes the steps required to perform a matching-adjusted indirect comparison (MAIC) analysis using the maicplus package in R where the endpoint of interest is either time-to-event (e.g. overall survival) or binary (e.g. objective tumor response).

The methods described in this document are based on those originally described by Signorovitch et al. 2010 and described in the National Institute for Health and Care Excellence (NICE) Decision Support Unit (DSU) Technical Support Document (TSD) 18. [signorovitch2010; phillippo2016a]

MAIC methods are often required when:

* There is no common comparator treatment to link a clinical trial of a new intervention to clinical trials of other treatments in a given disease area. For example if the only study of a new intervention is a single arm trial with no control group. This is commonly referred to as an unanchored MAIC.
* A common comparator is available to link a clinical trial of a new intervention to a clinical trial of one other treatment in a given disease area but there are substantial differences in patient demographic or disease characteristics that are believed to be treatment effect modifiers. This is commonly referred to as an anchored MAIC.

The premise of MAIC methods is to adjust for between-trial differences in patient demographic or disease characteristics at baseline. When a common treatment comparator or ‘linked network’ are unavailable, a MAIC assumes that differences between absolute outcomes that would be observed in each trial are entirely explained by imbalances in prognostic variables and treatment effect modifiers. Prognostic variables are those that are predictive of disease outcomes, independent of the treatment received. For example, older patients may have increased risk of death compared to younger patients. Treatment effect modifiers are those variables that influence the relative effect of one treatment compared to another. For example patients with a better performance status may experience a larger treatment benefit than those with a worse performance status. Under this assumption, every prognostic variable and every treatment effect modifier that is imbalanced between the two studies must be available. This assumption is generally considered very difficult to meet. [phillippo2016a] There are several ways of identifying prognostic variables/treatment effect modifiers to be used in the MAIC analyses, some of which include:

* Clinical expertise (when available to a project)
* Published papers/previous submissions (what has been identified in the disease area previously)
* Univariable/multivariable regression analyses to identify which covariates have a significant effect on the outcome
* Subgroup analyses of clinical trials may identify interactions between patient characteristics and the relative treatment effect

# Theory behind MAIC

We will briefly go over the theory behind MAIC. For detailed information, see Signorovitch et al. 2010.

Let us define to be the treatment patient received. We assume if the patient received intervention (IPD) and if the patient received comparator treatment. The causal effect of treatment vs on the mean of the outcome can be estimated as below

where is the odds that patient received treatment vs (i.e. enrolls in aggregate data study vs IPD study) given baseline characteristics . Thus, the patients receiving are re-weighted to match the distribution of patients receiving . Note that this causal effect would be the case when the outcome is continuous. If the outcome is binary, would be a proportion and we would use a link function such as logit to give us the causal effect in an odds ratio scale. As in propensity score methods, we may assume to follow logistic regression form

However, in order to estimate , we cannot use maximum likelihood approach because we do not have IPD for both trials. Instead, we use method of moments. We estimate such that the weighted averages of the covariates in the IPD exactly matches the aggregate data averages. Mathematically speaking, we want to estimate such that:

If the contains all confounders and the logistic regression for is correctly specified, we obtain a consistent estimate of the causal effect of intervention vs comparator treatment. Above equation is equivalent to

We could transform transform IPD by subtracting the aggregate data means (this is why centering is needed when preprocessing).

Note that this is the first derivative of

which has second derivative

Since is positive-definite for all , is convex and any finite solution from the equation is unique and corresponds to the global minimum of . Thus, we can use optimization methods to calculate .

# Example scenario

We present an unanchored MAIC of two treatments in lung cancer. The two endpoints being compared are overall survival (a time to event outcome) and objective response (a binary outcome). The data available are:

* Individual patient data from a single arm study
* Aggregate summary data for the comparator study
* Pseudo patient data from the comparator study. This is not required for the matching process but is needed to derive the relative treatment effects between the internal treatment and comparator treatment.

# Preprocessing

#devtools::install\_github("hta-pharma/maicplus", ref = "main")  
#library(maicplus)  
devtools::load\_all() # for development purposes  
#> ℹ Loading maicplus

Additional suggested packages for this vignette:

library(dplyr) # this is used for data merging/cleaning. Package itself does not depend on dplyr  
#>   
#> Attache Paket: 'dplyr'  
#> Die folgenden Objekte sind maskiert von 'package:maicplus':  
#>   
#> filter, lag, select  
#> Das folgende Objekt ist maskiert 'package:testthat':  
#>   
#> matches  
#> Die folgenden Objekte sind maskiert von 'package:stats':  
#>   
#> filter, lag  
#> Die folgenden Objekte sind maskiert von 'package:base':  
#>   
#> intersect, setdiff, setequal, union  
  
library(clubSandwich) # For robust standard error in logistic regression  
#> Registered S3 method overwritten by 'clubSandwich':  
#> method from   
#> bread.mlm sandwich  
library(sandwich)  
  
library(survival)  
library(survminer) # for ggsurvplot  
#> Lade nötiges Paket: ggplot2  
#> Lade nötiges Paket: ggpubr  
#>   
#> Attache Paket: 'survminer'  
#> Das folgende Objekt ist maskiert 'package:survival':  
#>   
#> myeloma  
library(ggplot2) # for ggplot functions  
library(boot) # for bootstrapping  
#>   
#> Attache Paket: 'boot'  
#> Das folgende Objekt ist maskiert 'package:survival':  
#>   
#> aml

## Preprocessing IPD

In this example scenario, age, sex, the Eastern Cooperative Oncology Group (ECOG) performance status, smoking status, and number of previous treatments have been identified as imbalanced prognostic variables/treatment effect modifiers.

This example reads in and combines data from three standard simulated data sets (adsl, adrs and adtte) which are saved as ‘.csv’ files.

adsl <- read.csv(system.file("extdata", "adsl.csv",  
 package = "maicplus",  
 mustWork = TRUE  
))  
adrs <- read.csv(system.file("extdata", "adrs.csv",  
 package = "maicplus",  
 mustWork = TRUE  
))  
adtte <- read.csv(system.file("extdata", "adtte.csv", package = "maicplus", mustWork = TRUE))  
  
# Data containing the matching variables  
adsl <- adsl %>%  
 mutate(SEX\_MALE = ifelse(SEX == "Male", 1, 0)) %>%  
 mutate(AGE\_SQUARED = AGE^2)  
  
# Could use built-in function for dummizing variables  
# adsl <- dummize\_ipd(adsl, dummize\_cols=c("SEX"), dummize\_ref\_level=c("Female"))  
  
# Response data  
adrs <- adrs %>%  
 filter(PARAM == "Response") %>%  
 transmute(USUBJID, ARM, RESPONSE = AVAL)  
  
# Time to event data (overall survival)  
adtte <- adtte %>%  
 filter(PARAMCD == "OS") %>%  
 mutate(EVENT = 1 - CNSR) %>%  
 transmute(USUBJID, ARM, TIME = AVAL, EVENT)  
  
# Combine all ipd data  
ipd <- adsl %>%  
 full\_join(adrs, by = c("USUBJID", "ARM")) %>%  
 full\_join(adtte, by = c("USUBJID", "ARM"))  
head(ipd)  
#> X USUBJID ARM AGE SEX SMOKE ECOG0 N\_PR\_THER SEX\_MALE AGE\_SQUARED RESPONSE  
#> 1 1 1 A 45 Male 0 0 4 1 2025 0  
#> 2 2 2 A 71 Male 0 0 3 1 5041 1  
#> 3 3 3 A 58 Male 1 1 2 1 3364 1  
#> 4 4 4 A 48 Female 0 1 4 0 2304 1  
#> 5 5 5 A 69 Male 0 1 4 1 4761 0  
#> 6 6 6 A 48 Female 0 1 4 0 2304 0  
#> TIME EVENT  
#> 1 281.5195 0  
#> 2 500.0000 0  
#> 3 304.6406 0  
#> 4 102.4731 0  
#> 5 101.6632 0  
#> 6 237.0593 1

## Preprocessing aggregate data

There are two ways of specifying aggregate data. One approach is to read in aggregate data using an excel spreadsheet. In the spreadsheet, possible variable types include mean, median, or standard deviation for continuous variables and count or proportion for binary variables. The naming should be followed by these suffixes accordingly: \_COUNT, \_MEAN, \_MEDIAN, \_SD, \_PROP. Then, process\_agd will convert the count into proportions.

Other way is to define data frame of aggregate data in R. If you do it this way, \_COUNT prefix should not be specified and only proportion is allowed for binary variables. Other suffix names would be the same as the first approach.

Possible missingness in the binary variables should be accounted for by subtracting the denominator by the missing count i.e. proportion = count / (N - missing).

# Through excel spreadsheet  
# target\_pop <- read.csv(system.file("extdata","aggregate\_data\_example\_1.csv", package = "maicplus", mustWork = TRUE))  
# agd <- process\_agd(target\_pop)  
  
# Second approach by defining a data frame in R  
agd <- data.frame(  
 STUDY = "Lung study",  
 ARM = "Total",  
 N = 300,  
 AGE\_MEAN = 51,  
 AGE\_MEDIAN = 49,  
 AGE\_SD = 3.25,  
 SEX\_MALE\_PROP = 147 / 300,  
 ECOG0\_PROP = 0.40,  
 SMOKE\_PROP = 58 / (300 - 5),  
 N\_PR\_THER\_MEDIAN = 2  
)

## Preprocessing aggregate data

#### prepare data  
ipd\_centered <- center\_ipd(ipd = ipd, agd = agd)  
head(ipd\_centered)  
#> X USUBJID ARM AGE SEX SMOKE ECOG0 N\_PR\_THER SEX\_MALE AGE\_SQUARED RESPONSE  
#> 1 1 1 A 45 Male 0 0 4 1 2025 0  
#> 2 2 2 A 71 Male 0 0 3 1 5041 1  
#> 3 3 3 A 58 Male 1 1 2 1 3364 1  
#> 4 4 4 A 48 Female 0 1 4 0 2304 1  
#> 5 5 5 A 69 Male 0 1 4 1 4761 0  
#> 6 6 6 A 48 Female 0 1 4 0 2304 0  
#> TIME EVENT AGE\_CENTERED AGE\_MEDIAN\_CENTERED AGE\_SQUARED\_CENTERED  
#> 1 281.5195 0 -6 -0.5 -586.5625  
#> 2 500.0000 0 20 0.5 2429.4375  
#> 3 304.6406 0 7 0.5 752.4375  
#> 4 102.4731 0 -3 -0.5 -307.5625  
#> 5 101.6632 0 18 0.5 2149.4375  
#> 6 237.0593 1 -3 -0.5 -307.5625  
#> SEX\_MALE\_CENTERED ECOG0\_CENTERED SMOKE\_CENTERED N\_PR\_THER\_MEDIAN\_CENTERED  
#> 1 0.51 -0.4 -0.1966102 0.5  
#> 2 0.51 -0.4 -0.1966102 0.5  
#> 3 0.51 0.6 0.8033898 -0.5  
#> 4 -0.49 0.6 -0.1966102 0.5  
#> 5 0.51 0.6 -0.1966102 0.5  
#> 6 -0.49 0.6 -0.1966102 0.5

### How to handle standard deviation aggregate summary

As described by Phillippo et al. 2016, balancing on both mean and standard deviation for continuous variables (where possible) may be considered in some cases. If a standard deviation is provided in the comparator population, preprocessing is done so that in the target population, is calculated using the variance formula . This in the target population is matched with the IPD level data, which is why was calculated during the preprocessing stage of IPD.

### How to handle median aggregate summary

If a median is provided, IPD is preprocessed to categorize the variable into a binary variable. All the values in the IPD that are higher than the comparator population median is assigned a value of 1. Conversely, all values that are lower are assigned a value of 0. Comparator population median is replaced by 0.5 to adjust to the categorization in the IPD data. The newly created IPD binary variable is matched so that the proportion is 0.5.

# Calculating weights

# list variables that are going to be used to match  
centered\_colnames <- c("AGE", "AGE\_SQUARED", "SEX\_MALE", "ECOG0", "SMOKE", "N\_PR\_THER\_MEDIAN")  
centered\_colnames <- paste0(centered\_colnames, "\_CENTERED")  
  
weighted\_data <- estimate\_weights(  
 data = ipd\_centered,  
 centered\_colnames = centered\_colnames  
)  
#> initial value 500.000000   
#> iter 10 value 215.753747  
#> iter 20 value 199.844445  
#> final value 199.842237   
#> converged  
  
# Alternatively, you can specify the numeric column locations for centered\_colnames  
# weighted\_data <- estimate\_weights(ipd\_centered, centered\_colnames = c(14, 16:20))  
  
# Two options to plot weights plot using base R or ggplot  
plot(weighted\_data)
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plot(weighted\_data, ggplot = TRUE)
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Another check after the weights are calculated is to look at how the weighted covariates match with the aggregate data summary.

outdata <- check\_weights(weighted\_data, agd)  
outdata  
#> covariate match\_stat internal\_trial internal\_trial\_after\_weighted  
#> 1 AGE Mean 59.850 51.00  
#> 2 AGE SD 9.011 3.25  
#> 3 SEX\_MALE Prop 0.380 0.49  
#> 4 ECOG0 Prop 0.410 0.40  
#> 5 SMOKE Prop 0.320 0.20  
#> 6 N\_PR\_THER Median 3.000 2.00  
#> external\_trial sum\_centered\_IPD\_with\_weights  
#> 1 51.00 0.0001  
#> 2 3.25 0.0125  
#> 3 0.49 0.0000  
#> 4 0.40 0.0000  
#> 5 0.20 0.0000  
#> 6 2.00 0.0000

# Time to event analysis

We first need to combine internal IPD data with pseudo comparator IPD. To obtain pseudo comparator IPD, we would digitize Kaplan Meier curves from the comparator study.

pseudo\_ipd <- read.csv(system.file("extdata", "psuedo\_IPD.csv", package = "maicplus", mustWork = TRUE))  
ipd\_matched <- weighted\_data$data  
  
# Need to specify pseudo\_ipd ARM if not specified  
pseudo\_ipd$ARM <- "B" # Need to specify ARM for pseudo ipd  
  
# Need to specify weights for pseudo\_ipd which is 1  
pseudo\_ipd$weights <- 1  
  
# make sure pseudo\_ipd name has same name compared with ipd\_matched for time, event, arm  
colnames(pseudo\_ipd) <- c("TIME", "EVENT", "ARM", "weights")  
  
combined\_data\_tte <- rbind(  
 ipd\_matched[, colnames(pseudo\_ipd)],  
 pseudo\_ipd  
)  
  
head(combined\_data\_tte)  
#> TIME EVENT ARM weights  
#> 1 281.5195 0 A 6.884028e-01  
#> 2 500.0000 0 A 5.669105e-08  
#> 3 304.6406 0 A 1.146355e-01  
#> 4 102.4731 0 A 1.178307e+00  
#> 5 101.6632 0 A 1.605203e-06  
#> 6 237.0593 1 A 1.178307e+00

## Report 1: Kaplan-Meier plot

kmobj <- survfit(Surv(TIME, EVENT) ~ ARM, combined\_data\_tte, conf.type = "log-log")  
kmobj\_adj <- survfit(Surv(TIME, EVENT) ~ ARM,  
 combined\_data\_tte,  
 weights = combined\_data\_tte$weights, conf.type = "log-log"  
)  
  
par(cex.main = 0.85)  
km\_plot(kmobj, kmobj\_adj, time\_scale = "month", trt = "A", trt\_ext = "B", endpoint\_name = "OS")
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There is also a "ggplot" option for Kaplan-Meier curves using survminer R package.

km\_plot2(combined\_data\_tte, trt = "A", trt\_ext = "B", censor = TRUE, risk.table = TRUE)  
#> Warning: There was 1 warning in `mutate()`.  
#> ℹ In argument: `survtable = purrr::map2(...)`.  
#> Caused by warning:  
#> ! `select\_()` was deprecated in dplyr 0.7.0.  
#> ℹ Please use `select()` instead.  
#> ℹ The deprecated feature was likely used in the survminer package.  
#> Please report the issue at <https://github.com/kassambara/survminer/issues>.
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## Report 2: Analysis table (Cox model) before and after matching, incl Median Survival Time

We can then fit a cox regression model using the combined dataset. For the weight adjusted cox regression, we fit the model with robust standard errors. Along with the hazard ratios, we can also find median survival time using medSurv\_makeup function. Then, report\_table function nicely combines the information together and create a result table.

# Fit a Cox model with/without weights to estimate the HR  
unweighted\_cox <- coxph(Surv(TIME, EVENT == 1) ~ ARM, data = combined\_data\_tte)  
weighted\_cox <- coxph(Surv(TIME, EVENT == 1) ~ ARM,  
 data = combined\_data\_tte, weights = combined\_data\_tte$weights, robust = TRUE  
)  
  
# Derive median survival time  
medSurv <- medSurv\_makeup(kmobj, legend = "before matching", time\_scale = "day")  
medSurv\_adj <- medSurv\_makeup(kmobj\_adj, legend = "after matching", time\_scale = "day")  
medSurv\_out <- rbind(medSurv, medSurv\_adj)  
medSurv\_out  
#> treatment type records n.max n.start events rmean  
#> 1 ARM=A before matching 500 500.0000 500.0000 190.00000 265.1012  
#> 2 ARM=B before matching 300 300.0000 300.0000 178.00000 130.9893  
#> 3 ARM=A after matching 500 199.8422 199.8422 66.84953 307.7223  
#> 4 ARM=B after matching 300 300.0000 300.0000 178.00000 130.9893  
#> se(rmean) median 0.95LCL 0.95UCL  
#> 1 10.80981 230.94839 191.10767 313.1574  
#> 2 10.24910 83.58535 68.82298 101.0786  
#> 3 16.71338 362.20670 237.05932 452.7209  
#> 4 10.24910 83.58535 68.82298 101.0786  
  
rbind(  
 report\_table(unweighted\_cox, medSurv, tag = paste0("Before/", "Overall survival")),  
 report\_table(weighted\_cox, medSurv\_adj, tag = paste0("After/", "Overall survival"))  
)  
#> Matching treatment N n.events(%) median[95% CI]  
#> 2 Before/Overall survival ARM=B 300.0 178(59.3) 83.6[ 68.8;101.1]  
#> 1 Before/Overall survival ARM=A 500.0 190(38.0) 230.9[191.1;313.2]  
#> 21 After/Overall survival ARM=B 300.0 178(59.3) 83.6[ 68.8;101.1]  
#> 11 After/Overall survival ARM=A 199.8 66.8(33.5) 362.2[237.1;452.7]  
#> HR[95% CI] WaldTest  
#> 2 2.67[2.16;3.29] <0.001  
#> 1   
#> 21 3.46[2.53;4.74] <0.001  
#> 11

## Report 3: Bootstrap result

set.seed(1)  
HR\_bootstraps <- boot(  
 data = ipd\_centered,  
 statistic = bootstrap\_HR,  
 centered\_colnames = centered\_colnames,  
 pseudo\_ipd = pseudo\_ipd,  
 model = Surv(TIME, EVENT == 1) ~ ARM,  
 ref\_treat = "B",  
 R = 1000  
)

# Median of the bootstrap samples  
HR\_median <- median(HR\_bootstraps$t)  
  
# Bootstrap CI - Percentile CI  
boot\_ci\_HR <- boot.ci(boot.out = HR\_bootstraps, index = 1, type = "perc")  
  
# Bootstrap CI - BCa CI  
boot\_ci\_HR\_BCA <- boot.ci(boot.out = HR\_bootstraps, index = 1, type = "bca")  
  
HR\_median  
#> [1] 0.2858165  
boot\_ci\_HR  
#> BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
#> Based on 1000 bootstrap replicates  
#>   
#> CALL :   
#> boot.ci(boot.out = HR\_bootstraps, type = "perc", index = 1)  
#>   
#> Intervals :   
#> Level Percentile   
#> 95% ( 0.2236, 0.3689 )   
#> Calculations and Intervals on Original Scale  
boot\_ci\_HR\_BCA  
#> BOOTSTRAP CONFIDENCE INTERVAL CALCULATIONS  
#> Based on 1000 bootstrap replicates  
#>   
#> CALL :   
#> boot.ci(boot.out = HR\_bootstraps, type = "bca", index = 1)  
#>   
#> Intervals :   
#> Level BCa   
#> 95% ( 0.2296, 0.3789 )   
#> Calculations and Intervals on Original Scale

## Report 4: Diagnosis Plot

# grambsch & theaneu ph test  
coxdiag <- cox.zph(unweighted\_cox, global = FALSE, transform = "log")  
coxdiag\_adj <- cox.zph(weighted\_cox, global = FALSE, transform = "log")  
  
coxdiag  
#> chisq df p  
#> ARM 0.00996 1 0.92  
par(mfrow = c(1, 1), tcl = -0.15)  
plot(coxdiag, yaxt = "n", main = "Grambsch & Terneau Plot (before matching)")  
axis(2, las = 1)
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coxdiag\_adj  
#> chisq df p  
#> ARM 0.0438 1 0.83  
par(mfrow = c(1, 1), tcl = -0.15)  
plot(coxdiag\_adj, yaxt = "n", main = "Grambsch & Terneau Plot (after matching)")  
axis(2, las = 1)

![](data:image/png;base64,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)

# log-cumulative hazard plot  
log\_cum\_haz\_plot(kmobj,  
 time\_scale = "month", log\_time = TRUE,  
 endpoint\_name = "OS", subtitle = "(Before Matching)"  
)
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log\_cum\_haz\_plot(kmobj\_adj,  
 time\_scale = "month", log\_time = TRUE,  
 endpoint\_name = "OS", subtitle = "(After Matching)"  
)
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# schoenfeld residual plot  
resid\_plot(unweighted\_cox,  
 time\_scale = "month", log\_time = TRUE,  
 endpoint\_name = "OS", subtitle = "(Before Matching)"  
)
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resid\_plot(weighted\_cox,  
 time\_scale = "month", log\_time = TRUE,  
 endpoint\_name = "OS", subtitle = "(After Matching)"  
)
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## Analysis using a built-in wrapper

One can do all this analysis in a wrapper

# put in wrapper code

# Binary outcome analysis (TODO)

# Simulate response data based on the known proportion of responders  
comparator\_prop\_events <- 0.4  
  
# Calculate number with event. Use round() to ensure we end up with a whole number of people.  
# number without an event = Total N - number with event to ensure we keep the same number of patients  
n\_with\_event <- round(agd$N \* comparator\_prop\_events, digits = 0)  
comparator\_binary <- data.frame("RESPONSE" = c(rep(1, n\_with\_event), rep(0, agd$N - n\_with\_event)))  
comparator\_binary$ARM <- "B" # need to specify ARM for comparator data  
ipd\_matched <- weighted\_data$data  
  
combined\_data\_binary <- merge\_two\_data(comparator\_binary, ipd\_matched, internal\_response\_name = "RESPONSE")  
  
unweighted\_OR <- glm(  
 formula = RESPONSE ~ ARM,  
 family = binomial(link = "logit"),  
 data = combined\_data\_binary  
)  
  
# Log odds ratio  
log\_OR\_CI <- cbind(coef(unweighted\_OR), confint.default(unweighted\_OR, level = 0.95))[2, ]  
  
# Odds ratio  
OR\_CI <- exp(log\_OR\_CI)  
names(OR\_CI) <- c("OR", "OR\_low\_CI", "OR\_upp\_CI")  
OR\_CI  
  
# Fit a logistic regression model with weights to estimate the weighted OR  
weighted\_OR <- suppressWarnings(glm(  
 formula = RESPONSE ~ ARM,  
 family = binomial(link = "logit"),  
 data = combined\_data\_binary,  
 weight = weights  
))  
  
# Weighted log odds ratio  
log\_OR\_CI\_wtd <- cbind(coef(weighted\_OR), confint.default(weighted\_OR, level = 0.95))[2, ]  
  
# Weighted odds ratio  
OR\_CI\_wtd <- exp(log\_OR\_CI\_wtd)  
names(OR\_CI\_wtd) <- c("OR", "OR\_low\_CI", "OR\_upp\_CI")  
OR\_CI\_wtd  
  
# Robust standard error  
vmod <- clubSandwich::vcovCR(weighted\_OR, cluster = seq\_len(dim(combined\_data\_binary)[1]), type = "CR2")  
coef\_res <- clubSandwich::conf\_int(weighted\_OR, vmod, coef = 2)  
  
OR\_CI\_robust <- exp(with(coef\_res, c(beta, CI\_L, CI\_U)))  
names(OR\_CI\_robust) <- c("Estimate", "Lower 95% CI", "Upper 95% CI")  
OR\_CI\_robust  
  
# Using sandwich package  
V.sw <- sandwich::vcovHC(weighted\_OR) # white's estimator  
SD <- sqrt(V.sw[2, 2])  
Estimate <- coef(weighted\_OR)[2]  
OR\_CI\_robust2 <- exp(c(Estimate, Estimate - 1.96 \* SD, Estimate + 1.96 \* SD))  
names(OR\_CI\_robust2) <- c("Estimate", "Lower 95% CI", "Upper 95% CI")  
OR\_CI\_robust2