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# 一、前言

## 1.1 写作目的

本课题研究的是“基于动态符号执行的源程序分析”。撰写本文的目的是整理动态符号执行相关的文献资料，归纳国内外前人在动态符号执行和源程序分析与检测上的研究工作，以参考和借鉴。

## 1.2 相关概念

本课题最终的目的是对源程序分析，因此必然会涉及到程序分析技术。程序分析是指对计算机程序行为进行自动分析的过程，主要可以分为静态分析技术和动态分析技术两类。

程序静态分析（Program Static Analysis）是指在不运行代码的方式下，通过词法分析、语法分析、控制流分析等技术对程序代码进行扫描，验证代码是否满足规范性、安全性、可靠性、可维护性等指标的一种代码分析技术。常用的静态分析技术的实现方法有常见的实现技术有模型检验、数据流分析、抽象解释、谓词转换、定理证明、类型推导、符号执行等。

动态分析技术是通过运行程序，在输入不同的情况下跟踪程序执行，以检测分析程序的程序分析技术。与静态分析技术相比，动态分析技术侧重于对程序功能的测试。静态分析技术则是对程序代码的进行分析，检测出程序中存在的缺陷和不合理之处。

符号执行是静态分析技术的一种。符号执行是指在不执行程序的前提下，用符号值表示程序变量的值，然后模拟程序执行来进行相关分析的技术。符号执行技术使用符号值表示变量，来模拟程序执行，得到的变量的值是由输入变量的符号值和常量组成的表达式。

动态符号执行是以具体数值作为输入来模拟执行程序代码，与传统静态符号执行相比，其输入值的表示形式不同。动态符号执行使用具体值作为输入，同时启动模拟执行器。然后，从当前路径的分支语句的谓词中搜集所有符号约束。然后修改该符号约束内容构造出一条新的可行的路径约束，并用约束求解器求解出一个可行的新的具体输入，接着符号执行引擎对新输入值进行一轮新的分析。通过使用这种输入迭代产生变种输入的方法，理论上所有可行的路径都可以被计算并分析一遍。

## 1.3 综述范围

综述主要涉及程序分析、软件测试、多线程程序等方面。

引用的文献时间范围为：1976-2010年。

# 二、主体部分

程序中一个漏洞可能带来无法估量的损失，特别是在广泛使用的协议或者软件中。比如，OpenSSL“Heartbleed”安全漏洞危及到成千上万的服务器，很多知名的网站的安全都受到威胁，影响到广大网民的信息和财产安全。因此，软件的安全性越来越受到人们的重视，如何检测软件中存在的安全问题也逐渐成为软件工程领域的研究热点。

一般说来，程序验证要求通过推理或者穷举的手段来判定程序的行为是否符合规约。由于要涵盖所有可能情况，而程序设计语言的复杂性使得程序的复杂性随着程序尺寸的增大呈指数级增长，同时证明任一程序正确与否本身是一个不可判定问题，因此程序验证目前只用于证明一些关键的核心模块的正确性而没有得到更广泛的应用。就目前而言，程序验证方法虽然可以保证软件质量，但是往往需要有一定经验的用户花费相当多的时间，因而并不一定能提高软件的生产率[1]。

另一方面，在现实的软件开发中大量的时间被用于发现和消除软件中的错误，也就是软件测试。除了一些大公司在大型软件系统开发中使用了一些自动测试手段[2]，在很多情况下，软件测试仍然停留在手工测试阶段。手工测试不仅效率很低，而且容易出错。测试任务往往很繁重，在资源有限、时间紧迫的情况下测试任务常常不能充分完成。测试和调试手段的匾乏己经成为制约软件生产率和软件质量的一个瓶颈。

程序检测按是否需要执行程序可以分为：静态分析技术和动态分析技术两类。动态分析就是执行程序，再观察其行为是否满足要求。既可以由用户直接观察，也可以使用一定的辅助工具。例如，PurifyPlus[3]等通过在程序中加入代码来动态地监视程序的运行状态。

# 三、总结
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