1.**方法反射实例**

|  |
| --- |
| public class ReflectCase {        public static void main(String[] args) throws Exception {          Proxy target = new Proxy();          Method method = Proxy.class.getDeclaredMethod("run");          method.invoke(target);      }        static class Proxy {          public void run() {              System.out.println("run");          }      }  } |

通过java反射机制可以在运行期间调用对象的任何方法。

如果大量使用这种方式进行调用，会有性能或内存隐患么？为了彻底了解方法的反射机制，只能从底层代码入手了。

2.**Method获取**

调用Class类的getDeclaredMethod可以获取指定方法名和参数的方法对象Method

|  |
| --- |
| **public** Method getDeclaredMethod(String name, Class<?>... parameterTypes)  **throws** NoSuchMethodException, SecurityException {  checkMemberAccess(Member.***DECLARED***, Reflection.*getCallerClass*(), **true**);  **其中privateGetDeclaredMethods方法从缓存或JVM中获取该Class中申明的方法列表**  **searchMethods方法将从返回的方法列表里找到一个匹配名称和参数的方法对象。**  Method method = *searchMethods*(privateGetDeclaredMethods(**false**), name, parameterTypes);  **if** (method == **null**) {  **throw** **new** NoSuchMethodException(getName() + "." + name + *argumentTypesToString*(parameterTypes));  }  **return** method;  }  **Rd表示缓存数据，如果rd非空，publicOnly为true取rd中所有的public方法，如果publicOnly为false，就取rd中的所有方法，如果rd为空，就从JVM中把符合publicOnly的方法拿出来赋值为res，并按照publicOnly对rd的进行赋值，返回res；**，  **private** Method[] privateGetDeclaredMethods(**boolean** publicOnly) {  *checkInitted*();  Method[] res;  ReflectionData<T> rd = reflectionData();  **if** (rd != **null**) {  res = publicOnly ? rd.declaredPublicMethods : rd.declaredMethods;  **if** (res != **null**) **return** res;  }  // No cached value available; request value from VM  res = Reflection.*filterMethods*(**this**, getDeclaredMethods0(publicOnly));  **if** (rd != **null**) {  **if** (publicOnly) {  rd.declaredPublicMethods = res;  } **else** {  rd.declaredMethods = res;  }  }  **return** res;  }  **如果reflectionData不为null，且reflectionData.get（）不为null，就返回ReflectionData<T> rd**  **否则，newReflectionData(reflectionData, classRedefinedCount)返回一个新的；**  **private** eflectionData<T> reflectionData() {  SoftReference<ReflectionData<T>> reflectionData = **this**.reflectionData;  **int** classRedefinedCount = **this**.classRedefinedCount;  ReflectionData<T> rd;  **if** (*useCaches* &&  reflectionData != **null** &&  (rd = reflectionData.get()) != **null** &&  rd.redefinedCount == classRedefinedCount) {  **return** rd;  }  // else no SoftReference or cleared SoftReference or stale ReflectionData  // -> create and replace new instance  **return** newReflectionData(reflectionData, classRedefinedCount);  }  **这里讲一个重要的数据结构ReflectionData，会从JVM中得到下面这些属性，成员，方法，构造器等**  **private** **static** **class** ReflectionData<T> {  **volatile** Field[] declaredFields;  **volatile** Field[] publicFields;  **volatile** Method[] declaredMethods;  **volatile** Method[] publicMethods;  **volatile** Constructor<T>[] declaredConstructors;  **volatile** Constructor<T>[] publicConstructors;  // Intermediate results for getFields and getMethods  **volatile** Field[] declaredPublicFields;  **volatile** Method[] declaredPublicMethods;  **volatile** Class<?>[] interfaces;  // Value of classRedefinedCount when we created this ReflectionData instance  **final** **int** redefinedCount;  ReflectionData(**int** redefinedCount) {  **this**.redefinedCount = redefinedCount;  }  }  **reflectionData实际上是个软引用对象，说明在内存紧张时，可能会被回收，如果reflectionData被回收后又执行了反射方法，那么导致reflectionData里面数据为空，只能用下面的方法重新创建一个对象。**  **private** ReflectionData<T> newReflectionData(SoftReference<ReflectionData<T>>  oldReflectionData, **int** classRedefinedCount) {  **if** (!*useCaches*) **return** **null**;  **while** (**true**) {  ReflectionData<T> rd = **new** ReflectionData<>(classRedefinedCount);  // try to CAS it...  **if** (Atomic.*casReflectionData*(**this**, oldReflectionData,  **new** SoftReference<>(rd))) {  **return** rd;  }  // else retry  oldReflectionData = **this**.reflectionData;  classRedefinedCount = **this**.classRedefinedCount;  **if** (oldReflectionData != **null** &&  (rd = oldReflectionData.get()) != **null** &&  rd.redefinedCount == classRedefinedCount) {  **return** rd;  }  }  }  **通过unsafe.compareAndSwapObject方法重新设置reflectionData字段；**  -------------------------------------------------------------------------------  **在methods中找到一个方法，名字和参数列表能够匹配的方法，然后赋值一个方法对象出来，如果没有就返回null**  **private** **static** Method searchMethods(Method[] methods, String name, class<?>[] parameterTypes)  {  Method res = **null**;  String internedName = name.intern();  **for** (**int** i = 0; i < methods.length; i++) {  Method m = methods[i];  **if** (m.getName() == internedName  && *arrayContentsEq*(parameterTypes, m.getParameterTypes())  && (res == **null**  || res.getReturnType().isAssignableFrom(m.getReturnType())))  res = m;  }  **return** (res == **null** ? res : *getReflectionFactory*().copyMethod(res));  } |

由此可见，我们每次通过调用getDeclaredMethod方法返回的Method对象其实都是一个新的对象，所以不宜多调哦，如果调用频繁最好缓存起来。

**3.Method的调用**

获取到指定方法的对象Method之后，就可以调用它的invoke方法了

|  |
| --- |
| **public** Object invoke(Object obj, Object... args)  **throws** IllegalAccessException, IllegalArgumentException,  InvocationTargetException  {  **if** (!override) {  **if** (!Reflection.*quickCheckMemberAccess*(clazz, modifiers)) {  Class<?> caller = Reflection.*getCallerClass*();  checkAccess(caller, clazz, obj, modifiers);  }  }  MethodAccessor ma = methodAccessor; // read volatile  **if** (ma == **null**) {  ma = acquireMethodAccessor();  }  **return** ma.invoke(obj, args);  } |

这里的MethodAccessor对象时invoke的关键，一开是methodAccess为空，需要调用acquireMethodAccessor生成一个新的MethodAccessor对象，该对象是一个接口
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|  |
| --- |
| **Root是Method类中的一个Method对象，在copy方法中会对root进行赋值，getMethodAccessor返回的就是methodAccessor，如果tmp卫康，调用reflectionFactory.newMethodAccessor方法创建一个MethodAccessor对象**  **private MethodAccessor acquireMethodAccessor() {**  **// First check to see if one has been created yet, and take it**  **// if so**  **MethodAccessor tmp = null;**  **if (root != null) tmp = root.getMethodAccessor();**  **if (tmp != null) {**  **methodAccessor = tmp;**  **} else {**  **// Otherwise fabricate one and propagate it up to the root**  **tmp = reflectionFactory.newMethodAccessor(this);**  **setMethodAccessor(tmp);**  **}**  **return tmp;**  **}**  **--------------------------------------------------------------------------------**    **在ReflectionFactory类中，有2个重要的字段：noInflation(默认false)和inflationThreshold(默认15)，在checkInitted方法中可以通过-Dsun.reflect.inflationThreshold=xxx和-Dsun.reflect.noInflation=true对这两个字段重新设置，而且只会设置一次；**  **如果noinflation为true，那么使用MethodAccessorGeneratro的generateMethod构造一个MethodAccessor返回。**  **如果noinflation为false，返回DelegatingMethodAccessorImpl，它是MethodAccessorImpl的子类**  http://upload-images.jianshu.io/upload_images/2184951-4e12c4b088111f47.png?imageMogr2/auto-orient/strip%7CimageView2/2/w/1240  **其实，DelegatingMethodAccessorImpl对象就是一个代理对象，负责调用被代理对象delegate的invoke方法，其中delegate参数目前是NativeMethodAccessorImpl对象，所以最终Method的invoke方法调用的是NativeMethodAccessorImpl对象invoke方法**  http://upload-images.jianshu.io/upload_images/2184951-ebd0c029bbe607a4.png?imageMogr2/auto-orient/strip%7CimageView2/2/w/1240  **这里用到了ReflectionFactory类中的inflationThreshold，当delegate调用了15次invoke方法之后，如果继续调用就通过MethodAccessorGenerator类的generateMethod方法生成MethodAccessorImpl对象，并设置为delegate对象，这样下次执行Method.invoke时，就调用新建的MethodAccessor对象的invoke()方法了。** |

这里需要注意的是：  
generateMethod方法在生成MethodAccessorImpl对象时，会在内存中生成对应的字节码，并调用ClassDefiner.defineClass创建对应的class对象，实现如下：

![http://upload-images.jianshu.io/upload_images/2184951-f95ee19f3018c7c1.png?imageMogr2/auto-orient/strip%7CimageView2/2/w/1240](data:image/png;base64,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)

在ClassDefiner.defineClass方法实现中，每被调用一次都会生成一个DelegatingClassLoader类加载器对象
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这里每次都生成新的类加载器，是为了性能考虑，在某些情况下可以卸载这些生成的类，因为类的卸载是只有在类加载器可以被回收的情况下才会被回收的，如果用了原来的类加载器，那可能导致这些新创建的类一直无法被卸载，从其设计来看本身就不希望这些类一直存在内存里的，在需要的时候有就行了。