LeetCode Training Day 11 DP I Look Back

Dynamic Programming is an algorithm to resolve the problem based on result of sub problem. For example if we want to calculate the optimal result in an array with scope of [0, n], then we can see if we can build the answer from the sub result of [0,n-1], [0,n-2]…[0,0].

The iteration of the input data is normally the key for the solution. On each sub type of the DP program, they will have specific pattern.

In this chapter we will cover the basic pattern of DP.

In Dynamic Programing, we sometimes have a pattern as “To be or not to be”. This means on every position we will face a choice, to take the action or not to take the action, this will give us two states on every position. We need to keep the most optimal choice in each state.

**70. Climbing Stairs**

Easy

You are climbing a staircase. It takes n steps to reach the top.

Each time you can either climb 1 or 2 steps. In how many distinct ways can you climb to the top?

**Example 1:**

**Input:** n = 2

**Output:** 2

**Explanation:** There are two ways to climb to the top.

1. 1 step + 1 step

2. 2 steps

**Example 2:**

**Input:** n = 3

**Output:** 3

**Explanation:** There are three ways to climb to the top.

1. 1 step + 1 step + 1 step

2. 1 step + 2 steps

3. 2 steps + 1 step

**Constraints:**

* 1 <= n <= 45

### Analysis:

Accumulate the previous result to each position.

/// <summary>

/// Leet code #70. Climbing Stairs

/// You are climbing a stair case. It takes n steps to reach to the top.

/// Each time you can either climb 1 or 2 steps. In how many distinct

/// ways can you climb to the top?

/// </summary>

int LeetCodeDP::climbStairs(int n)

{

vector<int> steps;

steps.push\_back(1);

steps.push\_back(1);

for (int i = 2; i <= n; i++)

{

steps.push\_back(steps[i - 2] + steps[i - 1]);

}

return steps[n];

}

## 62. Unique Paths

Medium

A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

How many possible unique paths are there?

**Example 1:**
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**Input:** m = 3, n = 7

**Output:** 28

**Example 2:**

**Input:** m = 3, n = 2

**Output:** 3

**Explanation:**

From the top-left corner, there are a total of 3 ways to reach the bottom-right corner:

1. Right -> Down -> Down

2. Down -> Down -> Right

3. Down -> Right -> Down

**Example 3:**

**Input:** m = 7, n = 3

**Output:** 28

**Example 4:**

**Input:** m = 3, n = 3

**Output:** 6

**Constraints:**

* 1 <= m, n <= 100
* It's guaranteed that the answer will be less than or equal to 2 \* 109.

### Analysis:

This is a very simple problem. On every position you need to add the accumulated path from left or from top.

/// <summary>

/// Leet code #62. Unique Paths

///

/// A robot is located at the top-left corner of a m x n grid (marked

/// 'Start' in the diagram below).

/// The robot can only move either down or right at any point in time.

/// The robot is trying to reach the bottom-right corner of the grid

/// (marked 'Finish' in the diagram below).

/// How many possible unique paths are there?

/// Above is a 3 x 7 grid. How many possible unique paths are there?

/// Note: m and n will be at most 100.

/// </summary>

int LeetCodeDP::uniquePaths(int m, int n)

{

vector<vector<int>> matrix(m, vector<int>(n));

for (int i = 0; i < m; i++)

{

for (int j = 0; j < n; j++)

{

if ((i == 0) && (j == 0))

{

matrix[i][j] = 1;

}

else if (i == 0)

{

matrix[i][j] = matrix[i][j - 1];

}

else if (j == 0)

{

matrix[i][j] = matrix[i - 1][j];

}

else

{

matrix[i][j] = matrix[i][j - 1] + matrix[i - 1][j];

}

}

}

return matrix[m - 1][n - 1];

}

## 63. Unique Paths II

Medium

A robot is located at the top-left corner of a m x n grid (marked 'Start' in the diagram below).

The robot can only move either down or right at any point in time. The robot is trying to reach the bottom-right corner of the grid (marked 'Finish' in the diagram below).

Now consider if some obstacles are added to the grids. How many unique paths would there be?

An obstacle and space is marked as 1 and 0 respectively in the grid.

**Example 1:**

![A picture containing shoji
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**Input:** obstacleGrid = [[0,0,0],[0,1,0],[0,0,0]]

**Output:** 2

**Explanation:** There is one obstacle in the middle of the 3x3 grid above.

There are two ways to reach the bottom-right corner:

1. Right -> Right -> Down -> Down

2. Down -> Down -> Right -> Right

**Example 2:**

![Shape

Description automatically generated](data:image/jpeg;base64,/9j/4AAQSkZJRgABAQAAAQABAAD/2wBDAAMCAgICAgMCAgIDAwMDBAYEBAQEBAgGBgUGCQgKCgkICQkKDA8MCgsOCwkJDRENDg8QEBEQCgwSExIQEw8QEBD/2wBDAQMDAwQDBAgEBAgQCwkLEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBAQEBD/wAARCACiAKIDASIAAhEBAxEB/8QAHQAAAgIDAQEBAAAAAAAAAAAAAAgGBwQFCQIDAf/EAFcQAAECBQEDBgQRBgsIAwEAAAECAwAEBQYRBwgSIQkxN0FRtBMiYXYUFxkjQlZXcXV3gZWWobPR0hYyNjhUkRUYUoKSlKWxssHTM1ViY3J0tdQkNISi/8QAHAEBAAIDAQEBAAAAAAAAAAAAAAUGAwQHAgEI/8QAQBEAAQIEAwUFBQMKBwAAAAAAAQACAwQFERIhMQZBUWFxEyIykcEHFIGx4RWh0RYjJDM0UoKSs/BCU1RyotPx/9oADAMBAAIRAxEAPwCf7Juybp5r9p5XL6vq6tQGqk1eFdpiU0y65uVYDDE2sNANBRSnCSE4TgYSOHOTdXqb+hPtx1V+m8598HJv9BNwfGBcnfFQ1UESqjk4NCgci8dVMjtvacP+cVVemy5pVZd+TMnqzWb+Zpc8yp2mT9BueblkLCABuLYSspCuYEpwM4JzkkPBfV3yFiWpULpqI3m5JreQ3vYLrh4IQPfUQPrhJqZOTmtOqUk3etfMqmrTBbW9kBLCAklLbYPBOcBI8pycmNiDDxAl2ipe1VYMhGgQpU/pBOQv3bE27w0IJ00ta9xvrSu6U6DpmVN20jVVyXB8V2dv+cSpX8xGcf0jBQtKdB1TKW7lRqq3Lk+M7JX/ADilJ/mLxn+kIsjWewqLpxerluUGsLqEsJdt4l1SVOMqUVAtrKQBnAB5hwUINF7Couo96otyvVhynyxl3HgWlJS48pJSA2gqBGcEnmPBJjY7KFgxWyVJ/KHaL7R9z7Udpiw2s3Dfhpp8b/FfOy9lzSu9L8lpPSWs369TJFlLtTn69c03MoQFjG4hhSwkq5wCoEZBIwACbVPJwaFE5N46qZPZe04P84rGqTc5otqnOt2TcBmk0mYCEPZBS+gpBU04BwVjJSfKnIwYdmxLvkL8tSn3TThuNzrW8tveyWnBwWg+8oEfXGvGZhALdFdtlauZ+NHhTZ/SAcxfu2Bt3RoADrqTe9zuXT1N/Qn246q/Tec++IfrJyfWiltaQ3xcchdmprk1Srbqc6yiYvKbdaU41KuLSFoJwpJKRlJ4EZEO1Ff7QvQFqX5n1nuTsa6uiSfZQ5PTZ71X2dLC1IuZd4tVe4aQ3OT3oG45hllT2SkqCMnGd0EjOM82BgC2fUs9mD9r1A+lUxE/2A/1NtJ/N9v7RcMBBEoHqWezB+16gfSqYg9Sz2YP2vUD6VTEN/BBEoHqWezB+16gfSqYhDeUDsLZv2fqgnSrRF+8apfTLaZ2tTUxckw/L0eW4FKVJBALq95PAnCUkZGVJx0E27tspjZwtaXsmwg1VNUbsbLNEkEgL9BoVlPox1PNgHO4lXBSkn2KVRyo1BtB2zdILoqNeqLlWuy4ltTNaqb6ytx11cwhak7x4kZJyes8T1AasxNMly1h1cQB56qdo9BmKvDjTDMocJjnOPQEgDmbfAZ8L4GjC7GtOqUed2l6JdVXsmvIaX/DlCr00zM0zfAwXGgSlxIJGQAk8SQVEbp6gWvybex9etvU+67TuO9arSKowmZk5yVu59xp5tQyFJUIQO1aTKVDTui0uoSzbzLtJlkONuJBBy0nIIiydjPaaq2yDqTLaY3xU3X9I7tnPBsPzDhIt+dWeCwTnDSjjfHAY8ccUqCtKQqYmXmDEycCbc/qrPtXsM+jSsOoyd3QnNaXA6tJA/4k+Scf1LPZg/a9QPpVMRpL35M3Zqtqy6/cci/fTkzSqXNTrKHrpmShS2mlLSFAEEjKRnBBx1iHXadbfaQ8y4lxtxIUhSTkKB5iD1iIvqx0WXl5v1HuzkS652uDVsPOzFtUl991bjrkiwta1qJUpRbSSSTzkmCPFp/orRvg+X+zTBBF1p5N/oJuD4wLk74qGqhTuTtm2pDZ8uieez4OWvu53l4591M2on+6NHUtq3U1+4F1GmvSctTUuEt09UshaS3ngFrI3ycc5BHvRkhwnRNFB1naCToWD3q93aAC+mp1GWfVWZteuVeaoFAodMkJqZbmZp6Zd8A0pePBpSE5wOH+1P7oV38mbk9r9S/qjn3QyutWt94Uy17IuayKkaSi4ZWYmJhpTDTxynwWE5cQeYqWMjGYqX+MrrV7cv7Olf8ASjbgh7WWAC5ntTEpk1VHxI0V97NthY0ixaCLEvB330Cgn5M3J7X6l/VHPug/Jm5Pa/Uv6o590Tv+MrrV7cv7Olf9KD+MrrV7cv7Olf8ASjLeJwHn9FXuyo3+bF/kb/2KCfkzcntfqX9Uc+6Gi2QnKvK2/X6HUpCalkS00zMteHaUjPhEqCsZHH/ZD98Ux/GV1q9uX9nSv+lFtaK633fU7Wvi5r3qRqyLelZZ+XaSw0ycq8NlOW0DnKUDJziMUYPLLEBWHZaJTJWpsiQYr72dfExoFg0k3IeTuvoUx0V/tC9AWpfmfWe5OwuVN2rdTGLgRUak9JzNNLgLlPTLIQkN54hCwN8HHMST70MNrvNtT+zrqHPM58HM2VVnUZ591Ui6R/fGpEhOh6rplG2gk67j91vduoItrodTl96g2wH+ptpP5vt/aLhgIX/YD/U20n832/tFwwEY1OIikNrbams/ZV0yfu+tblQr0+TK2/RULw9UJsjgMDiG08CteOAwBlSkgzPW/Wmxtn/Taran6g1IS1MpbRKGkkeGnHyPW5dlJI33FngB1cSSACRx+qt23vtHalTO0brEhSFOnctWhFRLNMkwctkJPXjjvdaiV9aca01NMlIZiP8A/VNUChzO0E62Ulx1O5o4n0G8rGt6Ru6v3PVdbdXqguqX7dLin3FOnKZFlX5rLaeZACcJAH5qQEjmOYvtBvEaZVHeOS68wn3/AFwH/KLIddW84XHDlRih9dL1Fyy0zY9qyLlSVTiJ2qTDPjNsIbzlOR1g8/Zzc+cVOXiRZ6dbFduIPIBfoKsScjsxszFkYORcxzQNXOcRyzJ3ngOACuihsehaJT5XGPAyrTf7kARrL0tmn3PRpil1BreZmEbiiOdCvYrHYQYzLVr0nc9u0+vSGAzOMJcCc53DzKSfKCCPkjZrQHEFCuZQwYjsT4UW+hBVwEGXn5IQxZ0NzRbgQR8iE3fJe7SlTvC1Kjs3aj1IOXdp82kUx1xRK6hR+AbVk85a3kp/6FN8MhRhxNWOiy8vN+o92cjiWq9a9oPqlae0HayHVTdqTyG6nLtq3fRlOcO660o+VKlJBIOCoH2MdoLuuWkXnoLXLuoE0mZplatKaqEm8k8HGXZNS0K+UKEXuSmRNQRE37+q/Ke09EdQKk+UPh1aeLTp5aHmFwrtP9FaN8Hy/wBmmCC0/wBFaN8Hy/2aYI21X11W2B/1Y7388bs7wuKGi+dgf9WO9/PG7O8Liho3ZTQrlPtI/Wy/R3zCuDV/om0o+D53/EzFPxcGr/RNpR8Hzv8AiZin42Ifh8/mqZX/ANt/gh/02Igggj2oVEXBpB0S6sf9hJf4nop+Lg0g6JdWP+wkv8T0Y4nh8vmpqgftv8ET+m9U/Dx6ufquXp5g1H/xzkI5Dx6ufquXp5g1H/xzkYJvQK5+zf8AWzHRvzKiWwH+ptpP5vt/aLi6Lvu627CtipXleFYlqVRqPLLm52cmF7rbTSRkkn6gBxJIA4mKT2DZmXk9i7Sycm322WGLcS4644oJShAWslRJ4AAdcIZte7SlT2zdQHdLrBqL8po5aM5moz7K1I/KCbR2EcFNJP5g8vhDxKAI6LFZAYYjzYBdip8hMVOZZKyzcT3Gw/E8hvUS1m1muPbc1OF+3FLzNO0rth5bdsUR7h6NWDgzL6clKlqxg44AAIGcLKiYfL694gJSBhKRzJHZEPu/VGwbAlWqSubZbEmhLUvTZJIU4lIHAbo4J4fyiIpy9NV9Trick6VRaWugM1d30PKtZ/8Alvg8MknigcRxAHPznEVSMyZqsXGe63dfIW9V3+mzFG2DkjLNJix8sYYMTsRyAJ0aLmwBIPAEnOcX1fdZuasq0201c359fi1GooV4km3nCgFfyuonnHMPG5phZen1BsqgGhyTAeMwkicfcSN+ZURglXk4kAdQ+Ux+2BY1KsOhNUyRbCphwBc3MHit53HEk9gOcDqHlyYk0R8eO0N7GBk0eZPE+g3K20ulRXxftKp2dHcLAathtP8Ahbz/AHnak5aKpNKHXbKu6u6VzyyGG3DP0lSzxWyrnSD14GDw6wuLbipddJV6gLomp1LQkTtEmkNPdXhWFn80nsySP55iYWNqTbF/SnhaNN7kyhOXpN7CXm/LjrHEcRkRkmobo7BNtGR8XIj8dVpUKbg0uZiUCM8BzDeGCfFDdmAOJYbttwAWfc1JlqtIzFPm295idZWw6PIRj9/3Q2HJ26rzdy7H+pujNcdWqq6YytUkmypRJXITDDzjJ48eCw+kDm3QjELFPI35dXanxhHvZou93TjaVuOlrnCzTdSbCrNOdQVYbXNsyjjrRI5t71ndB/5pHXElQY9nmEd/zH0VN9rFKESVhz7Rmw2PR34EDzVM2n+itG+D5f7NMEFp/orRvg+X+zTBFpXBl1k5OqVandn+55OYTlp+/LnaWO1KptQP1GMKpbIl8IuFcrS6nTnKQp3xJt1wpcQ3n2SAOKgOzge0dWy5N/oJuD4wLk74qGqjIyI6H4VDVegyVbwe9g93SxtrqOiU3amt2VtK3dPraknFuM02WnJdK1/nLwGMqPlJyflhe4cDaq09uO8aLR6zbkg7PLoy3w/Lsp3nCh0I8ZKedWC3xAyePkhQ32H5V9yVmmVsvMrLbja0lKkKBwQQeIIPVG9AddgXIds5R8tVnkMswhuHhYNAy6WsvnBGypttXFWWFTVIoNQnWUrLanJeWW4kKABwSkEZwRw8ogqVtXFRmEzNXoNQkmVLDaXJiWW2kqwTgFQAzgHh5DGW4VY7CLhx4TbjbJa2GE2WbdlbttzUG2p1xbbNSlpOXUtHOjImMKHvHB+SF/YYfmn25WVZW888sNttoSVKWonAAA4kk9UN7sq6e3HZ1ErFYuKQdkV1lbAYl3k7rgbaC/GUnnTkucxweHljFHdZhVn2MlHzNWYS27AHYuFi0jPreyrim7Il8LuFErVKnTm6Ql31ybacJcW3n2KCOCiO3gO09d768yrMls8aiyUundal7Lq7SB2JTIugfUIsWK/2hegLUvzPrPcnY0XxHRPEuvUigyVED/dAe9rc300HRcbtUduCc/io6Z7KWmk7NyzTdBl27wqMoSHnd5RWJBkg826pPhD1k7nMFg1VT1ajV6gy1tUVlFkWy0jdDLR3px/tUtfBW8TxJ8X3jHnSu212NW5GkXFTWA7c9ClLgo04pobzrDqCFpSo8eCkuJ99tUWI4gtuKQfYkiK3VJ1zInZBum85/EDRd52D2ZgzUn786MbPuC1vdOR8LnDvWOtgRfK91F6BYVrWohU63LB6ZSkrcnJpW+vhxKsngn5MR8tJqa5e94VDUufbUZKSKpKkIWnhgcFOD5CflUeyMLUmoTs96BsKhkGpV9wNK/5bHslHsB/uCouO26DI2xQpKg05G6xJNBtPao9aj5Sck+/EVFjPZBL3m735D/bv89Ol1fJGny81UmysswNgS1nEAWBikd0c8I7x5lt1s4IIIiVf1A9cpUzel1bQBkoQ07/RdSf8ortuyJO5qHSLno825SK56EZdTOSxKd5e4M74HPxzx5/f5ouG/pH+EbIr0kE5U7TpgJ/6vBkj68RW+l8x6JsOkLzndaU3/RWpP+USstFfDlcTDYh3zH0VErFPgTtc7KZbia+D8QWP1B1BGPIjNfW3dX6pQZlFs6rSglXl+IxVWk+sPeVWOA98fKBH1v8Ank0y4bEvaRmk7klWWm/Ctr4KbdwTxHOCEn5DGxrVNp1XkV06pyjcyy6MFCxnHlHYfKOMVDUbMueZuCW040+fnq76Ic9HCltoLqpTwYKlOFQGEICd9SlcAEjKuAzG9T2w4sdsSGMLt43Hjbh8lVdr403IUmLKTbu2guADXEgRGm4LQ7c8XGo73EHVT+0/0Vo3wfL/AGaYILT/AEVo3wfL/Zpgi0LhK608m/0E3B8YFyd8VDVQqvJv9BNwfGBcnfFQ1UERHPDVDpLu34cnvt1x0Pjn5rJSKhR9UbmZqEutpUxU5ibayOC2nXFLQoduQoRtSviK517RmuMpBcBkHH5Jj9j3o0qXw499gxH5thdGtM+HGfsH4zdk2kT9L0udenpdTSajU3puX3hgqa8G2gK/e2qPzaypE/VNL2n5GXU6mn1NmamN0ZKWvBuIKv6S0x8v+f8Aitvs3/kjhtn2f1+SVnS/pLtL4ckft0R0Pjn7o3SJ+s6o2yzT5dTqpepy827gcEtNOBa1HswEmOgUfZrxBans5a4SkZxGRcPkiK/2hegLUvzPrPcnYsCK/wBoXoC1L8z6z3J2NVdFXNHWTQ6bunk4tENfrTlCq4tM6Q09M+Cbyt+luvKDqSQMkIVur48Agunrhf112mzlGaulDoRIvyomipXsEgZUD5RjB8sdYNiCiUy5dhvTa3a1KImqfVLVMnNsLGUusuFxC0nyFJIjjRtAaf17QPU24tmevTi5SkSNa8LJ1OZ53KU7640rgMHKSknd9mFJ4cYjKjJe9BrhqNeivWxe05oTo0F+bXi7RuxjIX4A7zyC3mi1GmLhq1S1Tq7KkmcUqVpba+Pg2EnBUPfxjI7FdsXDEApWqeklFpstSaddMk1LSjSWmkAL4JAwOqMr05tMfbfJ/uX90VaZhzEeIXCGQNALHIDRd0ok7SaVJtgOm4bnm7nnG3vPdm468dOAsFNYIhXpzaY+2+T/AHL+6D05tMfbfJ/uX90YPdJj9w+RUt9v0n/VQ/52/iphNsiZlXpc8zrakfvGIofRiZV+SD0q7wMnPPNAdg4K/vJiyPTm0x9t8n+5f3RXGiVg6la36jVbSbQ6mejHqtVHZpVVVvJlqdIle6Zh1QHiJAKeOMk8EgqIESUjJxosN8ItIuQcxbS/4qlbUbR02RnJafZGa8NbEaQ1wce8GkZA8W78lIqXIX3qrfUnpHo3RHK1dVTVuqKB6zIt+yddXzISkHJJ4DykgHqRofsVWLso6B3o+lTVdvur23UDW7idb9ccJl1qLDGeKGQQOHOsjeV7EJsfZP2SNOdlGxhQLXZFQr9QShyuV99GJioPDJ7TuNJJO6gHAHEkqJUbI1Y6LLy836j3ZyLPKyjJVmFuu8rhter81X5jto5s0eFu4D1PE+mS4L2n+itG+D5f7NMEFp/orRvg+X+zTBG0oJPFse7Cehutul9Wu29HrtRUJW7q5SwafX35ZtbTM4sIJbT4oVg8SkAHGcZyTeXqWezB+16gfSqYja8m/wBBNwfGBcnfFQ1UESgepZ7MH7XqB9KpiMuR5MrZ2piVpptf1LlEucFhi8ZpsK9/dIzDaQQvZeXsbEGF4uOaUFXJa7MS1Fa53UFSlHJJuuYJJgTyWuzEhQWid1BSpJyCLrmAQYb6CC9W3JS57kytnappQipV/UubS3wQH7xmnAn3sk4jE9Sz2YP2vUD6VTEN/BC915YxsMYWCw5JQPUs9mD9r1A+lUxHymuSr2XZuVelVzmoAS82psn8qHlYBGOZQKT7xBHaDDiQQXpczNjrYh091k0qqNxXJqZqpIOUu56tQZSWpd0rYl2pOUfLTKEoKFYwgAc+OHMItmtckfsz3JMpnbiu7VCqzCEeDS9O3G2+tKc53QpbBIGSeHliYcm/0E3B8YFyd8VDVQRIr6jbsj/7y1A+eWP/AF4PUbdkf/eWoHzyx/68PVBBEh0/yPOyHTpGYqD1Tv8ADcs0t5RNYZPBIJPAS/kjJndiTZmvanotqY0jo0qESqmxN0qWblJwBKMb4cQAC4cDxlhQ3jkgw3WqVVbplpPoKiHJxxEu3gHnzvHOObxUq+odcV7p8tsPTlRdVwbSGkjtJOT/AHD98cn23qkcVmVk5d5bgGI2JGp0NuTfvVgpsACUiRnC98h/fxVBt8jjsiOoS43VL/UlYCgRWmMEH/8APG5ofJO7OlsIdbtu+tV6Sh8hTqZG50sBZHMVBDIz8sN9bM96PozDhGFN7zJ8bOd04BPlIAPkziNrHUpeM2YgsjN0cAfMKCiMMN5adyUD1MbRv3Xdavpkr/SjSXvycOkttWXX7jkdWdZXJmlUuanWUPXisoUtppS0hQDYJGUjOCDjrEO1EU1Y6LLy836j3ZyMy8Lixp/s5WRXLDtutTdUriH6hSJOadS2+yEBbjKFEJBaJxk8MkwRamk3RXZvm/Tu7NwQROpyb/QTcHxgXJ3xUNVCq8m/0E3B8YFyd8VDVQREEEEERBBBBEQQQQREEEEESq8m/wBBNwfGBcnfFQ1UKryb/QTcHxgXJ3xUNVBEQQRjTtSp9Na8PUZ6XlWioJC3nAgZPMMnrjy5zWDE42C+gFxsFUmvVbSibplFRnLba5lzI4eMd1OD/NVn3xEYt+fTI0RJCzvPqU4rj8g+ofXEe1Xuduu3zUJmXd35dooYYOOdCQBkdoKt4g9hjCmKwGJdDCV8G0BI49gj87VCeFS2gm5xpu0HCOgyuOtr/FdElJEw5KFCIz1Pxz9VeukdbVPtVOnKc3gw4h5GSSRvggjsA8QH3yYsPIHOYUa1tQnLUrSqmmafbQtlbKw0EqKgSDjCuHOkcecR+3LrtUKgFstNzDrJAGJmZUUqA4jKBwzmL5TNs4FOp7IERhc9txuAtfLPplooyb2amJqaLoWTTb6ptBNSpc8EJhsr5t0KGYjOrHRZeXm/Ue7OQqtoPXpqrdLNvUiZTKoc9cmXm2gUS7I4KWes8+AM8SQOHOGev+mN0XRe56S0+++iUtqfaDj7hccXiWXxUo8SYtWztdj11j4r4GBgyBxXufIacVD1iktpJawxMTzmRbQfVcuNJuiuzfN+nd2bgg0m6K7N836d3ZuCLKoVOpyb/QTcHxgXJ3xUNVCq8m/0E3B8YFyd8VDVQREEEEERBBBBEQQQQREEEEESocnSt9rQG5XJZgPPJv25i22V7u+r0YrAz1Z7YuO5NVX6Iv0LUTKUV9RUkNzh9cVgDi3kgLwT+cAoGKh5N/oJuD4wLk74qGUuW1LcvGmLo9z0aWqMovPrbyM7pwRvJPOlWCcKBBHbEXVZSbm4OGTjGG7oLHrlcdR5FbcnFgQog94Zib9/4H+81T9Wv6sVBkH+G31t/nJLLgbSeHWUYJB7DkeSIVU65vKK1LBURgqJ3jj34xtS9ke4qIX63pBXJl1sDeNLff3Hs54+Dd4BXV4qsHgfGJIELrUbtv8AtWovUavKnZabl1brstPNELSfLvDOP744zWpWoSsS1Ua48HFxc09D6a8l0SmS0pNMxSUQHlaxHUf2FdNUrDbhBcIVunIz1GI5P1zOfH+uK4b1LnHhuzsmFH+U0SPqP3x+qudmcHra1JJ6ljBiJYYQFmWH3KZZLOZ4lJp2s5z4/wBcYtIlqvdlblLeoUquanp50NMtp6yeck9SQMkk8AASYi0xOPucx+uHK2Q9PaFTLHa1B3vRNXrPhWlLUP8A6zSHCnwaR5SjeJ6/F7OMxRKOazOCXvYDMnkLac87LBVKi2kypj2udAOfPkrM0n0ypel9sopEqoPzr5Ds9NlOC87jq7EjmA+XnJMZWrHRZeXm/Ue7ORK4imrHRZeXm/Ue7OR3KXl4UpCbAgizWiwC5HHjxJmI6NFN3HMlcrNJuiuzfN+nd2bgg0m6K7N836d3ZuCMyxJ1OTf6Cbg+MC5O+KhqoVXk3+gm4PjAuTvioaqCIggggiIIIIIiCCCCIggggiVXk3+gm4PjAuTvioaqFV5N/oJuD4wLk74qGqgiIXravp9ErKKFSp6Qlnnh4Z4uFCfCoT4oGF/nJBOeHMSkfyYYWFd1yqKanqBPFLgcRIMtyoUnBA3RvKGRz4UtQ7c5HVHP/aZUfcKA9rTZ0RzWjzxH7mlWPZWF2lRa/wDdBPp6pYapbMtJ1F6VlCpbTZwCvnzjj9ceG6F/wRPjR1vuqecR4y1FR98xaGkeg/5c+GqtcU/KUhtKm21tYS487zeLkEbqes9ox2441SZabq8dsnKjE8j4C2pJ3BdDnKhCk4ZjRTYBL03QyPYw3Wx9VUC0Kva6woO0+dEynIABbdTgAdZIU2rP/UIhl5bO9z2upyaprZrEgDwcl0HwqR/xN8T8qcjHE46trs7TH8BXyqSWFeDqkqtgYAwHE4Wkk9mEqHDrIi0bOGc2f2hgwJ9hZjJbnob5Cx0OdtFCVePBqlNe6A7FbPpbl0umeiKasdFl5eb9R7s5EriKasdFl5eb9R7s5HfVzRcrNJuiuzfN+nd2bgg0m6K7N836d3ZuCCJ1OTf6Cbg+MC5O+KhqoVXk3+gm4PjAuTvioaqCIggggiIIIIIiCCCCIggggiVXk3+gm4PjAuTvioaqFV5N/oJuD4wLk74qGqgi8POtsNLfeWlDbaSpSlHASBzknqEJ5VlrrNTm53c3Vz8y4+oKGD46ipWcdfE/LDWXnLT05atVk6awXpl+VcaQ2MeNvDBHHhzEwuNv2lVa9cjdBl2C1MIKy94RJHgAk4UpQ8mcY7SBHEvayJuem5GnS8MuxFxyGRcbAC+lwAT0N1b9mHw4DIsZ5tp8AM1kWBpq7eFWDJ9bkZchc26Ofd/kJ/4j9QyewFmJCQk6ZJs0+Ql22JdhAQ22hOEpA7BGJbtv062aW1Sqa1uttjK1kDecX1rURzk/cOqNnHQNkNl4WzUnhdnGdm93oOQ+859IarVN9Ri5ZMGg9eqI0M5ZNuzdYla+mRTL1CVdLofYASXCecLGMKz2nj2ERvoIs0eWgzIDYzQ4Agi4vYjMEcCNxUZDivhG7DZERTVjosvLzfqPdnIlcRTVjosvLzfqPdnIzrwuVmk3RXZvm/Tu7NwQaTdFdm+b9O7s3BBEj+omod/0PUW7aVRL4uCnyTFwVLwUtK1N9ppGZpxR3UJUAMkknA5yTEf9NnVT3S7r+eZn8cEEER6bOqnul3X88zP44PTZ1U90u6/nmZ/HBBBEemzqp7pd1/PMz+OD02dVPdLuv55mfxwQQRHps6qe6XdfzzM/jg9NnVT3S7r+eZn8cEEER6bOqnul3X88zP44PTZ1U90u6/nmZ/HBBBFjyWpGolOS6in37ccql95cw6Gao+gOOrOVuKwripR4kniTzxkemzqp7pd1/PMz+OCCCI9NnVT3S7r+eZn8cejq3qsUhB1OuwpHED+GpnA//uCCMEXxM6+hXtmjunqF59NnVT3S7r+eZn8cHps6qe6XdfzzM/jggjOvCPTZ1U90u6/nmZ/HB6bOqnul3X88zP44IIIj02dVPdLuv55mfxwemzqp7pd1/PMz+OCCCLoBpN0V2b5v07uzcEEEEX//2Q==)

**Input:** obstacleGrid = [[0,1],[0,0]]

**Output:** 1

**Constraints:**

* m == obstacleGrid.length
* n == obstacleGrid[i].length
* 1 <= m, n <= 100
* obstacleGrid[i][j] is 0 or 1.

### Analysis:

It is again a very simple problem. On every position you need to add the accumulated path from left or from top.

/// <summary>

/// Leet code #63. Unique Paths II

///

/// Follow up for "Unique Paths":

/// Now consider if some obstacles are added to the grids. How many unique

/// paths would there be?

/// An obstacle and empty space is marked as 1 and 0 respectively in the grid.

/// For example,

/// [

/// [0,0,0],

/// [0,1,0],

/// [0,0,0]

/// ]

/// There is one obstacle in the middle of a 3x3 grid as illustrated below.

/// The total number of unique paths is 2.

/// Note: m and n will be at most 100.

/// </summary>

int LeetCodeDP::uniquePathsWithObstacles(vector<vector<int>>& obstacleGrid)

{

int m = obstacleGrid.size();

int n = obstacleGrid[0].size();

vector<vector<int>> matrix(m, vector<int>(n));

for (int i = 0; i < m; i++)

{

for (int j = 0; j < n; j++)

{

if (obstacleGrid[i][j] == 1)

{

matrix[i][j] = 0;

}

else if ((i == 0) && (j == 0))

{

matrix[i][j] = 1;

}

else if (i == 0)

{

matrix[i][j] = matrix[i][j - 1];

}

else if (j == 0)

{

matrix[i][j] = matrix[i - 1][j];

}

else

{

matrix[i][j] = matrix[i][j - 1] + matrix[i - 1][j];

}

}

}

return matrix[m - 1][n - 1];

}

## 64. Minimum Path Sum

Medium

Given a m x n grid filled with non-negative numbers, find a path from top left to bottom right, which minimizes the sum of all numbers along its path.

**Note:** You can only move either down or right at any point in time.

**Example 1:**
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**Input:** grid = [[1,3,1],[1,5,1],[4,2,1]]

**Output:** 7

**Explanation:** Because the path 1 → 3 → 1 → 1 → 1 minimizes the sum.

**Example 2:**

**Input:** grid = [[1,2,3],[4,5,6]]

**Output:** 12

**Constraints:**

* m == grid.length
* n == grid[i].length
* 1 <= m, n <= 200
* 0 <= grid[i][j] <= 100

### Analysis:

On every position, we remember the minimum path sum to reach this position, and we can move on from left to right, top to bottom.

// <summary>

/// Leet code #64. Minimum Path Sum

///

/// Given a m x n grid filled with non-negative numbers, find a path from

/// top left to bottom right

/// which minimizes the sum of all numbers along its path.

/// Note: You can only move either down or right at any point in time.

/// </summary>

int LeetCodeDP::minPathSum(vector<vector<int>>& grid)

{

vector<vector<int>> matrix(grid.size(), vector<int>(grid[0].size()));

for (size\_t i = 0; i < grid.size(); i++)

{

for (size\_t j = 0; j < grid[0].size(); j++)

{

if ((i == 0) && (j == 0))

{

matrix[i][j] = grid[i][j];

}

else if (i == 0)

{

matrix[i][j] = matrix[i][j - 1] + grid[i][j];

}

else if (j == 0)

{

matrix[i][j] = matrix[i - 1][j] + grid[i][j];

}

else

{

matrix[i][j] = min(matrix[i - 1][j], matrix[i][j - 1]) + grid[i][j];

}

}

}

return matrix[grid.size() - 1][grid[0].size() - 1];

}

## 118. Pascal's Triangle

Easy

Given an integer numRows, return the first numRows of **Pascal's triangle**.

In **Pascal's triangle**, each number is the sum of the two numbers directly above it as shown:
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**Example 1:**

**Input:** numRows = 5

**Output:** [[1],[1,1],[1,2,1],[1,3,3,1],[1,4,6,4,1]]

**Example 2:**

**Input:** numRows = 1

**Output:** [[1]]

**Constraints:**

* 1 <= numRows <= 30

### Analysis:

Calculate from last line.

/// <summary>

/// Leet code #118. Pascal's Triangle

/// Given numRows, generate the first numRows of Pascal's triangle.

/// For example, given numRows = 5,

///

/// Return

/// [

/// [1],

/// [1,1],

/// [1,2,1],

/// [1,3,3,1],

/// [1,4,6,4,1]

/// ]

/// </summary>

vector<vector<int>> LeetCodeDP::generatePascalTriangle(int numRows)

{

vector<vector<int>> result;

if (numRows <= 0) return result;

for (int i = 0; i < numRows; i++)

{

vector<int> prev\_level;

if (i > 0) prev\_level = result.back();

vector<int> level;

for (int j = 0; j <= i; j++)

{

if ((j == 0) || (j == i))

{

level.push\_back(1);

}

else

{

level.push\_back(prev\_level[j - 1] + prev\_level[j]);

}

}

result.push\_back(level);

}

return result;

}

## 119. Pascal's Triangle II

Easy

Given an integer rowIndex, return the rowIndexth (**0-indexed**) row of the **Pascal's triangle**.

In **Pascal's triangle**, each number is the sum of the two numbers directly above it as shown:
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**Example 1:**

**Input:** rowIndex = 3

**Output:** [1,3,3,1]

**Example 2:**

**Input:** rowIndex = 0

**Output:** [1]

**Example 3:**

**Input:** rowIndex = 1

**Output:** [1,1]

**Constraints:**

* 0 <= rowIndex <= 33

**Follow up:** Could you optimize your algorithm to use only O(rowIndex) extra space?

### Analysis:

Only keep track on last line.

// <summary>

/// Leet code #119. Pascal's Triangle II

/// Given an index k, return the kth row of the Pascal's triangle.

/// For example, given k = 3,

/// Return [1,3,3,1].

/// Note:

/// Could you optimize your algorithm to use only O(k) extra space?

/// </summary>

vector<int> LeetCodeDP::getPascalTriangleRow(int rowIndex)

{

vector<int> level;

if (rowIndex < 0) return level;

for (int i = 0; i <= rowIndex; i++)

{

vector<int> prev\_level = level;

level.clear();

for (int j = 0; j <= i; j++)

{

if ((j == 0) || (j == i))

{

level.push\_back(1);

}

else

{

level.push\_back(prev\_level[j - 1] + prev\_level[j]);

}

}

}

return level;

}

## 120. Triangle

Medium

Given a triangle array, return *the minimum path sum from top to bottom*.

For each step, you may move to an adjacent number of the row below. More formally, if you are on index i on the current row, you may move to either index i or index i + 1 on the next row.

**Example 1:**

**Input:** triangle = [[2],[3,4],[6,5,7],[4,1,8,3]]

**Output:** 11

**Explanation:** The triangle looks like:

2

3 4

6 5 7

4 1 8 3

The minimum path sum from top to bottom is 2 + 3 + 5 + 1 = 11 (underlined above).

**Example 2:**

**Input:** triangle = [[-10]]

**Output:** -10

**Constraints:**

* 1 <= triangle.length <= 200
* triangle[0].length == 1
* triangle[i].length == triangle[i - 1].length + 1
* -104 <= triangle[i][j] <= 104

**Follow up:** Could you do this using only O(n) extra space, where n is the total number of rows in the triangle?

### Analysis:

We just need to accumulate the minimum sum on each line and pass it down, since on every position p only the previous line p-1 and p can impact current position, so we just need to remember p-1 and p from previous line. Please save them fore the sum[j] get updated.

If you want to make the life easy store the whole previous line sum is also acceptable.

/// <summary>

/// LeetCode #120. Triangle

/// Given a triangle, find the minimum path sum from top to bottom.

/// Each step you may move to adjacent numbers on the row below.

/// For example, given the following triangle

/// [

/// [2],

/// [3,4],

/// [6,5,7],

/// [4,1,8,3]

/// ]

/// The minimum path sum from top to bottom is 11 (i.e., 2 + 3 + 5 + 1 = 11).

/// Note:

/// Bonus point if you are able to do this using only O(n) extra space,

/// where n is the total number of rows in the triangle.

/// </summary>

int LeetCodeDP::minimumTotal(vector<vector<int>>& triangle)

{

vector<int> sum(triangle.size());

if ((triangle.empty()) || (triangle[0].empty())) return 0;

for (size\_t i = 0; i < triangle.size(); i++)

{

int prev = sum[0];

for (size\_t j = 0; j < triangle[i].size(); j++)

{

int current = sum[j];

if (i == 0)

{

sum[j] = triangle[i][j];

}

else if (j == 0)

{

sum[j] = sum[j] + triangle[i][j];

}

else if (j == triangle[i].size() - 1)

{

sum[j] = prev + triangle[i][j];

}

else

{

sum[j] = min(prev, sum[j]) + triangle[i][j];

}

prev = current;

}

}

int minimum\_sum = sum[0];

for (size\_t i = 1; i < sum.size(); i++)

{

if (minimum\_sum > sum[i]) minimum\_sum = sum[i];

}

return minimum\_sum;

}

## 121. Best Time to Buy and Sell Stock

Easy

You are given an array prices where prices[i] is the price of a given stock on the ith day.

You want to maximize your profit by choosing a **single day** to buy one stock and choosing a **different day in the future** to sell that stock.

Return *the maximum profit you can achieve from this transaction*. If you cannot achieve any profit, return 0.

**Example 1:**

**Input:** prices = [7,1,5,3,6,4]

**Output:** 5

**Explanation:** Buy on day 2 (price = 1) and sell on day 5 (price = 6), profit = 6-1 = 5.

Note that buying on day 2 and selling on day 1 is not allowed because you must buy before you sell.

**Example 2:**

**Input:** prices = [7,6,4,3,1]

**Output:** 0

**Explanation:** In this case, no transactions are done and the max profit = 0.

**Constraints:**

* 1 <= prices.length <= 105
* 0 <= prices[i] <= 104

### Analysis:

This is the first time we see a “To be or not to be” problem. On every day we will face some choices, shall we buy the stock if we have not bought before? Shall we sell the stock if we have bought before? Shall we take no action?

Assume at every day, the optimal buy action is that if we can get a lower price today, otherwise we should keep the previous buy price. The optimal for sell action is that if we can sell the stock today based on the best buy on previous days. If any sell action cause negative profit (loss money) then we do not do anything. A sell action should clear any buy price.

/// <summary>

/// Leet Code 121. Best Time to Buy and Sell Stock

///

/// Easy

///

/// You are given an array prices where prices[i] is the price of a given

/// stock on the ith day.

///

/// You want to maximize your profit by choosing a single day to buy one

/// stock and choosing a different day in the future to sell that stock.

///

/// Return the maximum profit you can achieve from this transaction. If

/// you cannot achieve any profit, return 0.

///

///

/// Example 1:

/// Input: prices = [7,1,5,3,6,4]

/// Output: 5

/// Explanation: Buy on day 2 (price = 1) and sell on day 5 (price = 6),

/// profit = 6-1 = 5.

/// Note that buying on day 2 and selling on day 1 is not allowed because

/// you must buy before you sell.

///

/// Example 2:

/// Input: prices = [7,6,4,3,1]

/// Output: 0

/// Explanation: In this case, no transactions are done and the max

/// profit = 0.

///

/// Constraints:

/// 1. 1 <= prices.length <= 10^5

/// 2. 0 <= prices[i] <= 10^4

/// </summary>

int LeetCodeDP::maxProfitOneTxn(vector<int>& prices)

{

if (prices.size() == 0)

{

return 0;

}

int best\_buy = INT\_MAX;

int best\_profit = 0;

for (size\_t i = 0; i < prices.size(); i++)

{

best\_buy = min(best\_buy, prices[i]);

best\_profit = max(best\_profit, prices[i] - best\_buy);

}

return best\_profit;

}

## 122. Best Time to Buy and Sell Stock II

Medium

You are given an integer array prices where prices[i] is the price of a given stock on the ith day.

On each day, you may decide to buy and/or sell the stock. You can only hold **at most one** share of the stock at any time. However, you can buy it then immediately sell it on the **same day**.

Find and return *the****maximum****profit you can achieve*.

**Example 1:**

**Input:** prices = [7,1,5,3,6,4]

**Output:** 7

**Explanation:** Buy on day 2 (price = 1) and sell on day 3 (price = 5), profit = 5-1 = 4.

Then buy on day 4 (price = 3) and sell on day 5 (price = 6), profit = 6-3 = 3.

Total profit is 4 + 3 = 7.

**Example 2:**

**Input:** prices = [1,2,3,4,5]

**Output:** 4

**Explanation:** Buy on day 1 (price = 1) and sell on day 5 (price = 5), profit = 5-1 = 4.

Total profit is 4.

**Example 3:**

**Input:** prices = [7,6,4,3,1]

**Output:** 0

**Explanation:** There is no way to make a positive profit, so we never buy the stock to achieve the maximum profit of 0.

**Constraints:**

* 1 <= prices.length <= 3 \* 104
* 0 <= prices[i] <= 104

### Analysis:

On every day you can make a buy action based on previous sale state, or sell action based on previous buy state.

/// <summary>

/// Leet Code 122. Best Time to Buy and Sell Stock II

///

/// Medium

///

/// You are given an integer array prices where prices[i] is the price of

/// a given stock on the ith day.

///

/// On each day, you may decide to buy and/or sell the stock. You can only

/// hold at most one share of the stock at any time. However, you can buy

/// it then immediately sell it on the same day.

///

/// Find and return the maximum profit you can achieve.

///

/// Example 1:

/// Input: prices = [7,1,5,3,6,4]

/// Output: 7

/// Explanation: Buy on day 2 (price = 1) and sell on day 3 (price = 5),

/// profit = 5-1 = 4.

/// Then buy on day 4 (price = 3) and sell on day 5 (price = 6),

/// profit = 6-3 = 3.

/// Total profit is 4 + 3 = 7.

///

/// Example 2:

/// Input: prices = [1,2,3,4,5]

/// Output: 4

/// Explanation: Buy on day 1 (price = 1) and sell on day 5 (price = 5),

/// profit = 5-1 = 4.

/// Total profit is 4.

///

/// Example 3:

/// Input: prices = [7,6,4,3,1]

/// Output: 0

/// Explanation: There is no way to make a positive profit, so we never buy the

/// stock to achieve the maximum profit of 0.

///

/// Constraints:

/// 1. 1 <= prices.length <= 3 \* 10^4

/// 2. 0 <= prices[i] <= 10^4

/// </summary>

int LeetCodeDP::maxProfitManyTxns(vector<int>& prices)

{

int prev\_buy = INT\_MIN;

int prev\_sell = 0;

int result = 0;

for (size\_t i = 0; i < prices.size(); i++)

{

int buy = max(prev\_sell - prices[i], prev\_buy);

int sell = max(prev\_sell, prices[i] + prev\_buy);

result = max(result, sell);

prev\_buy = buy;

prev\_sell = sell;

}

return result;

}

## 198. House Robber

Medium

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed, the only constraint stopping you from robbing each of them is that adjacent houses have security systems connected and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given an integer array nums representing the amount of money of each house, return *the maximum amount of money you can rob tonight****without alerting the police***.

**Example 1:**

**Input:** nums = [1,2,3,1]

**Output:** 4

**Explanation:** Rob house 1 (money = 1) and then rob house 3 (money = 3).

Total amount you can rob = 1 + 3 = 4.

**Example 2:**

**Input:** nums = [2,7,9,3,1]

**Output:** 12

**Explanation:** Rob house 1 (money = 2), rob house 3 (money = 9) and rob house 5 (money = 1).

Total amount you can rob = 2 + 9 + 1 = 12.

**Constraints:**

* 1 <= nums.length <= 100
* 0 <= nums[i] <= 400

### Analysis:

This is another “To be or not to be” problem. On every house x, you have two choice, robber this house, so you get the accumulate max value from house x-2, plus this house, or you have accumulated value in x-1 house and skip current one.

/// <summary>

/// Leet code #198. House Robber

/// You are a professional robber planning to rob houses along a street. Each

/// house has a certain amount of money stashed, the only constraint stopping

/// you from robbing each of them is that adjacent houses have security system

/// connected and it will automatically contact the police if two adjacent

/// houses were broken into on the same night.

/// Given a list of non-negative integers representing the amount of money of

/// each house, determine the maximum amount of money you can rob tonight

/// without alerting the police.

/// </summary>

int LeetCodeDP::rob(vector<int>& nums)

{

if (nums.size() == 0) return 0;

vector<int> matrix(nums.size());

for (size\_t i = 0; i < nums.size(); i++)

{

// You start with first house

if (i == 0)

{

matrix[i] = nums[i];

}

// when at the second house, you simply compare the value of these two houses

else if (i == 1)

{

matrix[i] = max(nums[i - 1], nums[i]);

}

// when you have more than two houses, you need to think whether

// you should steal the current house or the previous house

else

{

matrix[i] = max(matrix[i - 2] + nums[i], matrix[i - 1]);

}

}

return matrix[nums.size() - 1];

}

## 213. House Robber II

Medium

You are a professional robber planning to rob houses along a street. Each house has a certain amount of money stashed. All houses at this place are **arranged in a circle.** That means the first house is the neighbor of the last one. Meanwhile, adjacent houses have a security system connected, and **it will automatically contact the police if two adjacent houses were broken into on the same night**.

Given an integer array nums representing the amount of money of each house, return *the maximum amount of money you can rob tonight****without alerting the police***.

**Example 1:**

**Input:** nums = [2,3,2]

**Output:** 3

**Explanation:** You cannot rob house 1 (money = 2) and then rob house 3 (money = 2), because they are adjacent houses.

**Example 2:**

**Input:** nums = [1,2,3,1]

**Output:** 4

**Explanation:** Rob house 1 (money = 1) and then rob house 3 (money = 3).

Total amount you can rob = 1 + 3 = 4.

**Example 3:**

**Input:** nums = [1,2,3]

**Output:** 3

**Constraints:**

* 1 <= nums.length <= 100
* 0 <= nums[i] <= 1000

### Analysis:

You do this by try house 0 to n-2 and then try house 1 to n-1 in two iterations. On every iteration, you compare the accumulated value in 2 house before plus current house or accumulated value in one house before.

/// <summary>

/// Leet code #213. House Robber II

///

/// You are a professional robber planning to rob houses along a street.

/// Each house has a certain amount of money stashed. All houses at this

/// place are arranged in a circle. That means the first house is the

/// neighbor of the last one. Meanwhile, adjacent houses have security

/// system connected and it will automatically contact the police if two

/// adjacent houses were broken into on the same night.

///

/// Given a list of non-negative integers representing the amount of money

/// of each house, determine the maximum amount of money you can rob

/// tonight without alerting the police.

///

/// Example 1:

///

/// Input: [2,3,2]

/// Output: 3

/// Explanation: You cannot rob house 1 (money = 2) and then rob house 3

/// (money = 2), because they are adjacent houses.

///

/// Example 2:

///

/// Input: [1,2,3,1]

/// Output: 4

/// Explanation: Rob house 1 (money = 1) and then rob house 3 (money = 3).

/// Total amount you can rob = 1 + 3 = 4.

/// </summary>

int LeetCodeDP::robII(vector<int>& nums)

{

// special case

if (nums.empty()) return 0;

if (nums.size() == 1) return nums[0];

int last\_prev = 0;

int sum = 0;

int result = 0;

for (size\_t i = 0; i < nums.size() - 1; i++)

{

int prev = sum;

sum = max(last\_prev + nums[i], sum);

last\_prev = prev;

}

result = sum;

last\_prev = 0;

sum = 0;

for (size\_t i = 1; i < nums.size(); i++)

{

int prev = sum;

sum = max(last\_prev + nums[i], sum);

last\_prev = prev;

}

result = max(result, sum);

return result;

}

## 256. Paint House

Medium

There is a row of n houses, where each house can be painted one of three colors: red, blue, or green. The cost of painting each house with a certain color is different. You have to paint all the houses such that no two adjacent houses have the same color.

The cost of painting each house with a certain color is represented by an n x 3 cost matrix costs.

* For example, costs[0][0] is the cost of painting house 0 with the color red; costs[1][2] is the cost of painting house 1 with color green, and so on...

Return *the minimum cost to paint all houses*.

**Example 1:**

**Input:** costs = [[17,2,17],[16,16,5],[14,3,19]]

**Output:** 10

**Explanation:** Paint house 0 into blue, paint house 1 into green, paint house 2 into blue.

Minimum cost: 2 + 5 + 3 = 10.

**Example 2:**

**Input:** costs = [[7,6,2]]

**Output:** 2

**Constraints:**

* costs.length == n
* costs[i].length == 3
* 1 <= n <= 100
* 1 <= costs[i][j] <= 20

### Analysis:

One every house the minimum cost for color X is the minimum of cost of all different colors in previous house, plus the cost of color X in this house.

/// <summary>

/// Leet code 256. Paint House

///

/// There are a row of n houses, each house can be painted with one of

/// the three colors: red, blue or green. The cost of painting each

/// house with a certain color is different. You have to paint all

/// the houses such that no two adjacent houses have the same color.

///

/// The cost of painting each house with a certain color is

/// represented by a n x 3 cost matrix. For example, costs[0][0] is

/// the cost of painting house 0 with color red; costs[1][2] is the

/// cost of painting house 1 with color green, and so on... Find the

/// minimum cost to paint all houses.

///

/// Note:

/// All costs are positive integers.

///

/// Example:

/// Input: [[17,2,17],[16,16,5],[14,3,19]]

/// Output: 10

/// Explanation: Paint house 0 into blue, paint house 1 into green, paint

/// house 2 into blue.

/// Minimum cost: 2 + 5 + 3 = 10.

/// </summary>

int LeetCodeDP::minCost(vector<vector<int>>& costs)

{

vector<vector<int>> sum;

if (costs.size() == 0) return 0;

for (size\_t i = 0; i < costs.size(); i++)

{

sum.push\_back(vector<int>(3));

if (i == 0)

{

sum[i][0] = costs[i][0];

sum[i][1] = costs[i][1];

sum[i][2] = costs[i][2];

}

else

{

sum[i][0] = costs[i][0] + min(sum[i - 1][1], sum[i - 1][2]);

sum[i][1] = costs[i][1] + min(sum[i - 1][0], sum[i - 1][2]);

sum[i][2] = costs[i][2] + min(sum[i - 1][0], sum[i - 1][1]);

}

}

return min(min(sum[costs.size() - 1][0], sum[costs.size() - 1][1]), sum[costs.size() - 1][2]);

}

## 1746. Maximum Subarray Sum After One Operation

Medium

You are given an integer array nums. You must perform **exactly one** operation where you can **replace** one element nums[i] with nums[i] \* nums[i].

Return *the****maximum****possible subarray sum after****exactly one****operation*. The subarray must be non-empty.

**Example 1:**

**Input:** nums = [2,-1,-4,-3]

**Output:** 17

**Explanation:** You can perform the operation on index 2 (0-indexed) to make nums = [2,-1,**16**,-3]. Now, the maximum subarray sum is 2 + -1 + 16 = 17.

**Example 2:**

**Input:** nums = [1,-1,1,1,-1,-1,1]

**Output:** 4

**Explanation:** You can perform the operation on index 1 (0-indexed) to make nums = [1,**1**,1,1,-1,-1,1]. Now, the maximum subarray sum is 1 + 1 + 1 + 1 = 4.

**Constraints:**

* 1 <= nums.length <= 105
* -104 <= nums[i] <= 104

### Analysis:

On every position of the array, you can choose to replace the current item plus maximum previous sum without operation, or you can add maximum previous sum with operation plus current one. When accumulated sum become negative you can reset of zero.

/// <summary>

/// Leet code 1746. Maximum Subarray Sum After One Operation

///

/// Medium

///

/// You are given an integer array nums. You must perform exactly one

/// operation where you can replace one element nums[i] with

/// nums[i] \* nums[i].

/// Return the maximum possible subarray sum after exactly one operation.

/// The subarray must be non-empty.

///

/// Example 1:

/// Input: nums = [2,-1,-4,-3]

/// Output: 17

/// Explanation: You can perform the operation on index 2

/// (0-indexed) to make nums = [2,-1,16,-3]. Now, the maximum

/// subarray sum is 2 + -1 + 16 = 17.

///

/// Example 2:

/// Input: nums = [1,-1,1,1,-1,-1,1]

/// Output: 4

/// Explanation: You can perform the operation on index 1 (0-indexed)

/// to make nums = [1,1,1,1,-1,-1,1]. Now, the maximum subarray

/// sum is 1 + 1 + 1 + 1 = 4.

///

/// Constraints:

/// 1. 1 <= nums.length <= 10^5

/// -10^4 <= nums[i] <= 10^4

/// </summary>

int LeetCodeDP::maxSumAfterOperation(vector<int>& nums)

{

int sum = 0, sum\_op = 0;

int result = INT\_MIN;

for (size\_t i = 0; i < nums.size(); i++)

{

if (i == 0)

{

sum = nums[i];

sum\_op = nums[i] \* nums[i];

}

else

{

sum\_op = max(sum + nums[i] \* nums[i], sum\_op + nums[i]);

sum = max(0, sum + nums[i]);

}

result = max(result, sum\_op);

}

return result;

}

## 276. Paint Fence

Medium

You are painting a fence of n posts with k different colors. You must paint the posts following these rules:

* Every post must be painted **exactly one** color.
* There **cannot** be three or more **consecutive** posts with the same color.

Given the two integers n and k, return *the****number of ways****you can paint the fence*.

**Example 1:**
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**Input:** n = 3, k = 2

**Output:** 6

**Explanation:** All the possibilities are shown.

Note that painting all the posts red or all the posts green is invalid because there cannot be three posts in a row with the same color.

**Example 2:**

**Input:** n = 1, k = 1

**Output:** 1

**Example 3:**

**Input:** n = 7, k = 2

**Output:** 42

**Constraints:**

* 1 <= n <= 50
* 1 <= k <= 105
* The testcases are generated such that the answer is in the range [0, 231 - 1] for the given n and k.

### Analysis:

On every fence we can count it into two categories, one is the same color as previous fence, we call it same, another is the different color as the previous fence, we call it diff. Current diff is always equal to previous same, because if you have same color previously you must paint a different color, current diff is equal to previous any category (same + diff) \* (k-1) because you can paint k-1 color (not same color) as last fence.

/// <summary>

/// Leet Code 276. Paint Fence

///

/// Medium

///

/// You are painting a fence of n posts with k different colors. You must

/// paint the posts following these rules:

///

/// Every post must be painted exactly one color.

/// There cannot be three or more consecutive posts with the same color.

/// Given the two integers n and k, return the number of ways you can paint

/// the fence.

///

/// Example 1:

/// Input: n = 3, k = 2

/// Output: 6

/// Explanation: All the possibilities are shown.

/// Note that painting all the posts red or all the posts green is invalid

/// because there cannot be three posts in a row with the same color.

///

/// Example 2:

/// Input: n = 1, k = 1

/// Output: 1

///

/// Example 3:

/// Input: n = 7, k = 2

/// Output: 42

///

/// Constraints:

/// 1. 1 <= n <= 50

/// 2. 1 <= k <= 10^5

/// 3. The testcases are generated such that the answer is in the range

/// [0, 2^31 - 1] for the given n and k.

/// </summary>

int LeetCodeDP::numWaysPaintFence(int n, int k)

{

int diff = 0, same = 0;

for (int i = 1; i <= n; i++)

{

if (i == 1)

{

diff = 0;

same = k;

}

else if (i == 2)

{

diff = k \* (k - 1);

same = k;

}

else

{

int temp = diff;

diff = same \* (k - 1) + diff \* (k - 1);

same = temp;

}

}

return same + diff;

}