LeetCode Training Day 19 Monotone Stack

We all know queue is a first in, first out data structure and stack is last in first out.

Monotone stack is that we try to keep a series of elements in as ascending order or descending order to get a minimum or maximum permutation.

In some case we want to add a slide window for monotone stack, then we can use a data structure called deque which allow you to pop items from front and push and pop items at the back.

## 496. Next Greater Element I

Easy

The **next greater element** of some element x in an array is the **first greater** element that is **to the right** of x in the same array.

You are given two **distinct 0-indexed** integer arrays nums1 and nums2, where nums1 is a subset of nums2.

For each 0 <= i < nums1.length, find the index j such that nums1[i] == nums2[j] and determine the **next greater element** of nums2[j] in nums2. If there is no next greater element, then the answer for this query is -1.

Return *an array*ans*of length*nums1.length*such that*ans[i]*is the****next greater element****as described above.*

**Example 1:**

**Input:** nums1 = [4,1,2], nums2 = [1,3,4,2]

**Output:** [-1,3,-1]

**Explanation:** The next greater element for each value of nums1 is as follows:

- 4 is underlined in nums2 = [1,3,4,2]. There is no next greater element, so the answer is -1.

- 1 is underlined in nums2 = [1,3,4,2]. The next greater element is 3.

- 2 is underlined in nums2 = [1,3,4,2]. There is no next greater element, so the answer is -1.

**Example 2:**

**Input:** nums1 = [2,4], nums2 = [1,2,3,4]

**Output:** [3,-1]

**Explanation:** The next greater element for each value of nums1 is as follows:

- 2 is underlined in nums2 = [1,2,3,4]. The next greater element is 3.

- 4 is underlined in nums2 = [1,2,3,4]. There is no next greater element, so the answer is -1.

**Constraints:**

* 1 <= nums1.length <= nums2.length <= 1000
* 0 <= nums1[i], nums2[i] <= 104
* All integers in nums1 and nums2 are **unique**.
* All the integers of nums1 also appear in nums2.

**Follow up:** Could you find an O(nums1.length + nums2.length) solution?

### Analysis:

This problem actually ask you to look for the next greater number in nums2, then you use hash table to map the answer to nums1, since nums1 is a subset of nums2.

/// <summary>

/// Leet code #496. Next Greater Element I

///

/// You are given two arrays (without duplicates) nums1 and nums2 where nums1’s elements

/// are subset of nums2. Find all the next greater numbers for nums1's elements in the

/// corresponding places of nums2.

///

/// The Next Greater Number of a number x in nums1 is the first greater number to its right

/// in nums2. If it does not exist, output -1 for this number.

///

/// Example 1:

/// Input: nums1 = [4,1,2], nums2 = [1,3,4,2].

/// Output: [-1,3,-1]

/// Explanation:

/// For number 4 in the first array, you cannot find the next greater number for it in

/// the second array, so output -1.

/// For number 1 in the first array, the next greater number for it in the second array is 3.

/// For number 2 in the first array, there is no next greater number for it in the second array,

/// so output -1.

///

/// Example 2:

///

/// Input: nums1 = [2,4], nums2 = [1,2,3,4].

/// Output: [3,-1]

/// Explanation:

/// For number 2 in the first array, the next greater number for it in the second array is 3.

/// For number 4 in the first array, there is no next greater number for it in the second array,

/// so output -1.

///

/// Note:

///

/// 1.All elements in nums1 and nums2 are unique.

/// 2.The length of both nums1 and nums2 would not exceed 1000.

/// </summary>

vector<int> LeetCodeStack::nextGreaterElement(vector<int>& nums1, vector<int>& nums2)

{

vector<int> result;

map<int, int> num\_map;

stack<int> stack;

for (size\_t i = 0; i < nums2.size(); i++)

{

while (!stack.empty() && stack.top() < nums2[i])

{

num\_map[stack.top()] = nums2[i];

stack.pop();

}

stack.push(nums2[i]);

}

for (size\_t i = 0; i < nums1.size(); i++)

{

if (num\_map.count(nums1[i]) > 0)

{

result.push\_back(num\_map[nums1[i]]);

}

else

{

result.push\_back(-1);

}

}

return result;

}

## 503. Next Greater Element II

Medium

Given a circular integer array nums (i.e., the next element of nums[nums.length - 1] is nums[0]), return *the****next greater number****for every element in* nums.

The **next greater number** of a number x is the first greater number to its traversing-order next in the array, which means you could search circularly to find its next greater number. If it doesn't exist, return -1 for this number.

**Example 1:**

**Input:** nums = [1,2,1]

**Output:** [2,-1,2]

Explanation: The first 1's next greater number is 2;

The number 2 can't find next greater number.

The second 1's next greater number needs to search circularly, which is also 2.

**Example 2:**

**Input:** nums = [1,2,3,4,3]

**Output:** [2,3,4,-1,4]

**Constraints:**

* 1 <= nums.length <= 104
* -109 <= nums[i] <= 109

### Analysis:

You just need to process the num2 two iterations. For all index more than nums2.size, you can ignore.

/// <summary>

/// Leet code #503. Next Greater Element II

///

/// Given a circular array (the next element of the last element is the

/// first element of the array), print the Next Greater Number for

/// every element. The Next Greater Number of a number x is the first

/// greater number to its traversing-order next in the array, which means

/// you could search circularly to find its next greater number. If it

/// doesn't exist, output -1 for this number.

///

/// Example 1:

///

/// Input: [1,2,1]

/// Output: [2,-1,2]

/// Explanation: The first 1's next greater number is 2;

/// The number 2 can't find next greater number;

/// The second 1's next greater number needs to search circularly, which is also 2.

/// </summary>

vector<int> LeetCodeStack::nextGreaterElements(vector<int>& nums)

{

vector<int> result(nums.size(), -1);

stack<pair<int, int>> stack;

for (size\_t i = 0; i < 2 \* nums.size(); i++)

{

while (!stack.empty() && stack.top().first < nums[i % nums.size()])

{

result[stack.top().second] = nums[i % nums.size()];

stack.pop();

}

if (i < nums.size())

{

stack.push(make\_pair(nums[i], i));

}

}

return result;

}

## 1475. Final Prices With a Special Discount in a Shop

Easy

Given the array prices where prices[i] is the price of the ith item in a shop. There is a special discount for items in the shop, if you buy the ith item, then you will receive a discount equivalent to prices[j] where j is the **minimum** index such that j > i and prices[j] <= prices[i], otherwise, you will not receive any discount at all.

*Return an array where the ith element is the final price you will pay for the ith item of the shop considering the special discount.*

**Example 1:**

**Input:** prices = [8,4,6,2,3]

**Output:** [4,2,4,2,3]

**Explanation:**

For item 0 with price[0]=8 you will receive a discount equivalent to prices[1]=4, therefore, the final price you will pay is 8 - 4 = 4.

For item 1 with price[1]=4 you will receive a discount equivalent to prices[3]=2, therefore, the final price you will pay is 4 - 2 = 2.

For item 2 with price[2]=6 you will receive a discount equivalent to prices[3]=2, therefore, the final price you will pay is 6 - 2 = 4.

For items 3 and 4 you will not receive any discount at all.

**Example 2:**

**Input:** prices = [1,2,3,4,5]

**Output:** [1,2,3,4,5]

**Explanation:** In this case, for all items, you will not receive any discount at all.

**Example 3:**

**Input:** prices = [10,1,1,6]

**Output:** [9,0,1,6]

**Constraints:**

1 <= prices.length <= 500

1 <= prices[i] <= 10^3

### Analysis:

For every price, find a higher or equal price before and discount it. Keep all unprocessed price in stack

/// <summary>

/// Leet code #1475. Final Prices With a Special Discount in a Shop

///

/// Easy

///

/// Given the array prices where prices[i] is the price of the ith item

/// in a shop. There is a special discount for items in the shop, if you

/// buy the ith item, then you will receive a discount equivalent to

/// prices[j] where j is the minimum index such that j > i and

/// prices[j] <= prices[i], otherwise, you will not receive any discount

/// at all.

///

/// Return an array where the ith element is the final price you will pay

/// for the ith item of the shop considering the special discount.

///

/// Example 1:

/// Input: prices = [8,4,6,2,3]

/// Output: [4,2,4,2,3]

/// Explanation:

/// For item 0 with price[0]=8 you will receive a discount equivalent to

/// prices[1]=4, therefore, the final price you will pay is 8 - 4 = 4.

/// For item 1 with price[1]=4 you will receive a discount equivalent to

/// prices[3]=2, therefore, the final price you will pay is 4 - 2 = 2.

/// For item 2 with price[2]=6 you will receive a discount equivalent to

/// prices[3]=2, therefore, the final price you will pay is 6 - 2 = 4.

/// For items 3 and 4 you will not receive any discount at all.

///

/// Example 2:

/// Input: prices = [1,2,3,4,5]

/// Output: [1,2,3,4,5]

/// Explanation: In this case, for all items, you will not receive any

/// discount at all.

/// Example 3:

/// Input: prices = [10,1,1,6]

/// Output: [9,0,1,6]

/// Constraints:

/// 1. 1 <= prices.length <= 500

/// 2. 1 <= prices[i] <= 10^3

/// </summary>

vector<int> LeetCodeStack::finalPrices(vector<int>& prices)

{

vector<int> result;

stack<pair<int, int>> stack;

for (size\_t i = 0; i < prices.size(); i++)

{

while ((!stack.empty()) && (stack.top().first >= prices[i]))

{

result[stack.top().second] -= prices[i];

stack.pop();

}

stack.push(make\_pair(prices[i], i));

result.push\_back(prices[i]);

}

return result;

}

## 316. Remove Duplicate Letters

Medium

Given a string s, remove duplicate letters so that every letter appears once and only once. You must make sure your result is **the smallest in lexicographical order** among all possible results.

**Example 1:**

**Input:** s = "bcabc"

**Output:** "abc"

**Example 2:**

**Input:** s = "cbacdcbc"

**Output:** "acdb"

**Constraints:**

* 1 <= s.length <= 104
* s consists of lowercase English letters.

### Analysis:

First you count all the distinct characters, then track the result string in stack, when you see a reverse order, if the previous character will appear again in later sequence, you know you can pop it up.

/// <summary>

/// Leet code #316. Remove Duplicate Letters

///

/// Given a string which contains only lowercase letters, remove duplicate

/// letters so that every letter appear once and only once. You must make sure

/// your result is the smallest in lexicographical order among all possible

/// results.

///

/// Example:

///

/// Given "bcabc"

/// Return "abc"

///

/// Given "cbacdcbc"

/// Return "acdb"

/// </summary>

string LeetCodeStack::removeDuplicateLetters(string s)

{

// count remaining characters,

vector<int> char\_count(26);

// count in string characters

vector<int> char\_used(26);

string result;

for (size\_t i = 0; i < s.size(); i++)

{

char\_count[s[i] - 'a']++;

}

for (size\_t i = 0; i < s.size(); i++)

{

if (char\_used[s[i] - 'a'] == 0)

{

// pop out duplicate and bigger characters.

while (!result.empty() && result.back() >= s[i] &&

char\_count[result.back() - 'a'] > 0)

{

char\_used[result.back() - 'a']--;

result.pop\_back();

}

result.push\_back(s[i]);

char\_used[s[i] - 'a']++;

}

char\_count[s[i] - 'a']--;

}

return result;

}

## 402. Remove K Digits

Medium

Given string num representing a non-negative integer num, and an integer k, return *the smallest possible integer after removing* k *digits from* num.

**Example 1:**

**Input:** num = "1432219", k = 3

**Output:** "1219"

**Explanation:** Remove the three digits 4, 3, and 2 to form the new number 1219 which is the smallest.

**Example 2:**

**Input:** num = "10200", k = 1

**Output:** "200"

**Explanation:** Remove the leading 1 and the number is 200. Note that the output must not contain leading zeroes.

**Example 3:**

**Input:** num = "10", k = 2

**Output:** "0"

**Explanation:** Remove all the digits from the number and it is left with nothing which is 0.

**Constraints:**

1 <= k <= num.length <= 105

num consists of only digits.

num does not have any leading zeros except for the zero itself.

### Analysis:

Start to pop up all bigger numbers ahead, in the end skip leading 0.

/// <summary>

/// Leet code #402. Remove K Digits

///

/// Given a non-negative integer num represented as a string, remove k digits

/// from the number so that the new number is the smallest possible.

/// Note:

/// The length of num is less than 10002 and will be ≥ k.

/// The given num does not contain any leading zero.

/// Example 1:

/// Input: num = "1432219", k = 3

/// Output: "1219"

/// Explanation: Remove the three digits 4, 3, and 2 to form the new number

/// 1219 which is the smallest.

///

/// Example 2:

/// Input: num = "10200", k = 1

/// Output: "200"

/// Explanation: Remove the leading 1 and the number is 200. Note that the

/// output must not contain leading zeroes.

///

/// Example 3:

/// Input: num = "10", k = 2

/// Output: "0"

/// Explanation: Remove all the digits from the number and it is left with

/// nothing which is 0.

/// </summary>

string LeetCodeStack::removeKdigits(string num, int k)

{

string result;

// pop up big leading digits from front

for (size\_t i = 0; i < num.size(); i++)

{

while (!result.empty() && (num[i] < result.back()) && k > 0)

{

result.pop\_back();

k--;

}

if (!result.empty() || num[i] != '0') result.push\_back(num[i]);

}

// pop up extra digits from end

while (!result.empty() && k > 0)

{

result.pop\_back();

k--;

}

size\_t i = 0;

result = result.substr(i);

if (result.empty()) result = "0";

return result;

}

## 739. Daily Temperatures

Medium

Given an array of integers temperatures represents the daily temperatures, return *an array* answer *such that* answer[i] *is the number of days you have to wait after the* ith *day to get a warmer temperature*. If there is no future day for which this is possible, keep answer[i] == 0 instead.

**Example 1:**

**Input:** temperatures = [73,74,75,71,69,72,76,73]

**Output:** [1,1,4,2,1,1,0,0]

**Example 2:**

**Input:** temperatures = [30,40,50,60]

**Output:** [1,1,1,0]

**Example 3:**

**Input:** temperatures = [30,60,90]

**Output:** [1,1,0]

**Constraints:**

1 <= temperatures.length <= 105

30 <= temperatures[i] <= 100

### Analysis:

On day x, you check all the previous days and see which days with temperature lower than today, and pop them up from stack, mark the result. In the end all the days without processed, are the ones you can not get a day warm than that day.

/// <summary>

/// Leet code #739. Daily Temperatures

///

/// Given a list of daily temperatures, produce a list that, for each day

/// in the input, tells you how many days you would have to wait until a

/// warmer temperature. If there is no future day for which this is

/// possible, put 0 instead.

/// For example, given the list temperatures = [73, 74, 75, 71, 69, 72,

/// 76, 73], your output should be [1, 1, 4, 2, 1, 1, 0, 0].

/// Note: The length of temperatures will be in the range [1, 30000]. Each

/// temperature will be an integer in the range [30, 100].

/// </summary>

vector<int> LeetCodeStack::dailyTemperatures(vector<int>& temperatures)

{

vector<int> result(temperatures.size());

stack<pair<int, int>> temp\_stack;

for (size\_t i = 0; i < temperatures.size(); i++)

{

while (!temp\_stack.empty())

{

auto temperature = temp\_stack.top();

// if new temperature is lower then simply push it.

if (temperature.first >= temperatures[i]) break;

// set the day and pop up

result[temperature.second] = i - temperature.second;

temp\_stack.pop();

}

temp\_stack.push(make\_pair(temperatures[i], i));

}

return result;

}

## 1081. Smallest Subsequence of Distinct Characters

Medium

Return the lexicographically smallest subsequence of text that contains all the distinct characters of text exactly once.

**Example 1:**

**Input:** "cdadabcc"

**Output:** "adbc"

**Example 2:**

**Input:** "abcd"

**Output:** "abcd"

**Example 3:**

**Input:** "ecbacba"

**Output:** "eacb"

**Example 4:**

**Input:** "leetcode"

**Output:** "letcod"

**Note:**

1. 1 <= text.length <= 1000
2. text consists of lowercase English letters.

### Analysis:

First you count all the distinct characters, then track the result string in stack, when you see a reverse order, if the previous character will appear again in later sequence, you know you can pop it up.

/// <summary>

/// Leet code #1081. Smallest Subsequence of Distinct Characters

///

/// Return the lexicographically smallest subsequence of text that contains

/// all the distinct characters of text exactly once.

///

/// Example 1:

/// Input: "cdadabcc"

/// Output: "adbc"

///

/// Example 2:

/// Input: "abcd"

/// Output: "abcd"

///

/// Example 3:

/// Input: "ecbacba"

/// Output: "eacb"

///

/// Example 4:

/// Input: "leetcode"

/// Output: "letcod"

///

/// Note:

///

/// 1. 1 <= text.length <= 1000

/// 2. text consists of lowercase English letters.

/// </summary>

string LeetCodeStack::smallestSubsequence(string text)

{

vector<int> count(26), used(26);

for (size\_t i = 0; i < text.size(); i++)

{

count[text[i] - 'a']++;

}

string result;

for (size\_t i = 0; i < text.size(); i++)

{

if (result.empty())

{

result.push\_back(text[i]);

used[x] = 1;

}

else

{

int x = text[i] - 'a';

if (used[x] == 1)

{

count[x]--;

continue;

}

while (!result.empty())

{

char ch = result.back();

if (text[i] > ch) break;

int k = ch - 'a';

if (count[k] == 1) break;

count[k]--;

used[k] = 0;

result.pop\_back();

}

result.push\_back(text[i]);

used[x] = 1;

}

}

return result;

}

## 907. Sum of Subarray Minimums

Medium

Given an array of integers arr, find the sum of min(b), where b ranges over every (contiguous) subarray of arr. Since the answer may be large, return the answer **modulo** 109 + 7.

**Example 1:**

**Input:** arr = [3,1,2,4]

**Output:** 17

**Explanation:**

Subarrays are [3], [1], [2], [4], [3,1], [1,2], [2,4], [3,1,2], [1,2,4], [3,1,2,4].

Minimums are 3, 1, 2, 4, 1, 1, 2, 1, 1, 1.

Sum is 17.

**Example 2:**

**Input:** arr = [11,81,94,43,3]

**Output:** 444

**Constraints:**

* 1 <= arr.length <= 3 \* 104
* 1 <= arr[i] <= 3 \* 104

### Analysis:

We keep an increasing monotone stack with item value and index, when we scan to a new position in the original array, we focus on calculating all the subarray ending with that position, so first we pop out all the elements in stack greater or equal to the item, because we know that current item is minimum for all these subarray, then we calculate the distance between the current item and previous item and this is how many subarray which current minimum item can impact, we calculate the sum. For the items which are smaller current item the previous calculated sum can be simply inherited.

/// <summary>

/// Leet code #907. Sum of Subarray Minimums

///

/// Given an array of integers A, find the sum of min(B), where B ranges over

/// every (contiguous) subarray of A.

///

/// Since the answer may be large, return the answer modulo 10^9 + 7.

///

/// Example 1:

///

/// Input: [3,1,2,4]

/// Output: 17

/// Explanation: Subarrays are [3], [1], [2], [4], [3,1], [1,2], [2,4],

/// [3,1,2], [1,2,4], [3,1,2,4].

/// Minimums are 3, 1, 2, 4, 1, 1, 2, 1, 1, 1. Sum is 17.

///

/// Note:

///

/// 1. 1 <= A.length <= 30000

/// 2. 1 <= A[i] <= 30000

/// </summary>

int LeetCodeStack::sumSubarrayMins(vector<int>& A)

{

// A array of pair, dp[i][0] is the position in A, dp[i][1] is the value of

// and dp[i][2] is the partial sum

size\_t M = 1000000007;

vector<vector<int>> dp;

dp.push\_back({ -1, 0, 0 });

int result = 0;

for (int i = 0; i < (int)A.size(); i++)

{

// kick out all the values greater than current

while (dp.back()[1] > A[i]) dp.pop\_back();

// starting from one position after previous smaller element to current

// all subarry choose current value

int sum = A[i] \* (i - dp.back()[0]);

sum %= M;

// for any subarry ending current but including previous smaller number

// and the more smaller number before previous...

sum += dp.back()[2];

sum %= M;

result += sum;

result %= M;

dp.push\_back({ i, A[i], sum });

}

return result;

}

# Advanced Problems

## 239. Sliding Window Maximum

Hard

You are given an array of integers nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position.

Return *the max sliding window*.

**Example 1:**

**Input:** nums = [1,3,-1,-3,5,3,6,7], k = 3

**Output:** [3,3,5,5,6,7]

**Explanation:**

Window position Max

--------------- -----

[1 3 -1] -3 5 3 6 7 **3**

1 [3 -1 -3] 5 3 6 7 **3**

1 3 [-1 -3 5] 3 6 7  **5**

1 3 -1 [-3 5 3] 6 7 **5**

1 3 -1 -3 [5 3 6] 7 **6**

1 3 -1 -3 5 [3 6 7] **7**

**Example 2:**

**Input:** nums = [1], k = 1

**Output:** [1]

**Example 3:**

**Input:** nums = [1,-1], k = 1

**Output:** [1,-1]

**Example 4:**

**Input:** nums = [9,11], k = 2

**Output:** [11]

**Example 5:**

**Input:** nums = [4,-2], k = 2

**Output:** [4]

**Constraints:**

1 <= nums.length <= 105

-104 <= nums[i] <= 104

1 <= k <= nums.length

### Analysis:

Keep monotone descrease stack in a slide window queue, for this purpose you need to use deque, which you can pop up from both ends. If there is no deque in the programming language, you may need to implement your double linked list.

/// <summary>

/// Leet code #239. Sliding Window Maximum

/// Given an array nums, there is a sliding window of size k which is moving

/// from the very left of the array to the very right.

/// You can only see the k numbers in the window. Each time the sliding window

/// moves right by one position.

/// For example,

/// Given nums = [1,3,-1,-3,5,3,6,7], and k = 3.

/// Window position Max

/// --------------- -----

/// [1 3 -1] -3 5 3 6 7 3

/// 1 [3 -1 -3] 5 3 6 7 3

/// 1 3 [-1 -3 5] 3 6 7 5

/// 1 3 -1 [-3 5 3] 6 7 5

/// 1 3 -1 -3 [5 3 6] 7 6

/// 1 3 -1 -3 5 [3 6 7] 7

/// Therefore, return the max sliding window as [3,3,5,5,6,7].

/// Note:

/// You may assume k is always valid, ie: 1 ¡Ü k ¡Ü input array's size for

/// non-empty array.

/// Follow up:

/// Could you solve it in linear time?

/// Hint:

/// 1.How about using a data structure such as deque (double-ended queue)?

/// 2.The queue size need not be the same as the window¡¯s size.

/// 3.Remove redundant elements and the queue should store only elements

/// that need to be considered.

/// </summary>

vector<int> LeetCodeStack::maxSlidingWindow(vector<int>& nums, int k)

{

vector<int> result;

deque<int> max\_window;

for (size\_t i = 0; i < nums.size(); i++)

{

if (max\_window.empty())

{

max\_window.push\_back(nums[i]);

}

else

{

if (max\_window.size() == k) max\_window.pop\_front();

size\_t count = 0;

while (!max\_window.empty() && max\_window.back() < nums[i])

{

max\_window.pop\_back();

count++;

}

for (size\_t j = 0; j < count; j++)

{

max\_window.push\_back(nums[i]);

}

max\_window.push\_back(nums[i]);

}

if (max\_window.size() == k)

{

result.push\_back(max\_window.front());

}

}

return result;

}

## 1438. Longest Continuous Subarray With Absolute Diff Less Than or Equal to Limit

Medium

Given an array of integers nums and an integer limit, return the size of the longest **non-empty** subarray such that the absolute difference between any two elements of this subarray is less than or equal to limit*.*

**Example 1:**

**Input:** nums = [8,2,4,7], limit = 4

**Output:** 2

**Explanation:** All subarrays are:

[8] with maximum absolute diff |8-8| = 0 <= 4.

[8,2] with maximum absolute diff |8-2| = 6 > 4.

[8,2,4] with maximum absolute diff |8-2| = 6 > 4.

[8,2,4,7] with maximum absolute diff |8-2| = 6 > 4.

[2] with maximum absolute diff |2-2| = 0 <= 4.

[2,4] with maximum absolute diff |2-4| = 2 <= 4.

[2,4,7] with maximum absolute diff |2-7| = 5 > 4.

[4] with maximum absolute diff |4-4| = 0 <= 4.

[4,7] with maximum absolute diff |4-7| = 3 <= 4.

[7] with maximum absolute diff |7-7| = 0 <= 4.

Therefore, the size of the longest subarray is 2.

**Example 2:**

**Input:** nums = [10,1,2,4,7,2], limit = 5

**Output:** 4

**Explanation:** The subarray [2,4,7,2] is the longest since the maximum absolute diff is |2-7| = 5 <= 5.

**Example 3:**

**Input:** nums = [4,2,2,2,4,4,2,2], limit = 0

**Output:** 3

**Constraints:**

* 1 <= nums.length <= 105
* 1 <= nums[i] <= 109
* 0 <= limit <= 109

### Analysis:

Keep maximum number in decreasing order, and minimum number in increasing order to indicating from current index to end of scanning point what is the maximum number and what is the minimum number in the sub array.

/// <summary>

/// Leet code #1438. Longest Continuous Subarray With Absolute Diff

/// Less Than or Equal to Limit

///

/// Medium

///

/// Given an array of integers nums and an integer limit, return the

/// size of the longest continuous subarray such that the absolute

/// difference between any two elements is less than or equal to limit.

///

/// In case there is no subarray satisfying the given condition return 0.

///

/// Example 1:

/// Input: nums = [8,2,4,7], limit = 4

/// Output: 2

/// Explanation: All subarrays are:

/// [8] with maximum absolute diff |8-8| = 0 <= 4.

/// [8,2] with maximum absolute diff |8-2| = 6 > 4.

/// [8,2,4] with maximum absolute diff |8-2| = 6 > 4.

/// [8,2,4,7] with maximum absolute diff |8-2| = 6 > 4.

/// [2] with maximum absolute diff |2-2| = 0 <= 4.

/// [2,4] with maximum absolute diff |2-4| = 2 <= 4.

/// [2,4,7] with maximum absolute diff |2-7| = 5 > 4.

/// [4] with maximum absolute diff |4-4| = 0 <= 4.

/// [4,7] with maximum absolute diff |4-7| = 3 <= 4.

/// [7] with maximum absolute diff |7-7| = 0 <= 4.

/// Therefore, the size of the longest subarray is 2.

///

/// Example 2:

/// Input: nums = [10,1,2,4,7,2], limit = 5

/// Output: 4

/// Explanation: The subarray [2,4,7,2] is the longest since the maximum

/// absolute diff is |2-7| = 5 <= 5.

///

/// Example 3:

/// Input: nums = [4,2,2,2,4,4,2,2], limit = 0

/// Output: 3

///

/// Constraints:

/// 1. 1 <= nums.length <= 10^5

/// 2. 1 <= nums[i] <= 10^9

/// 3. 0 <= limit <= 10^9

/// </summary>

int LeetCodeArray::longestSubarray(vector<int>& nums, int limit)

{

deque<int> min\_list;

deque<int> max\_list;

int first = 0;

int last = 0;

int result = 0;

min\_list.push\_back(nums[0]);

max\_list.push\_back(nums[0]);

while (last < (int)nums.size())

{

if (max\_list.front() - min\_list.front() <= limit)

{

result = max(result, last - first + 1);

last++;

if (last < (int)nums.size())

{

while (!min\_list.empty() && min\_list.back() > nums[last]) min\_list.pop\_back();

while (!max\_list.empty() && max\_list.back() < nums[last]) max\_list.pop\_back();

min\_list.push\_back(nums[last]);

max\_list.push\_back(nums[last]);

}

}

else

{

if (!min\_list.empty() && min\_list.front() == nums[first]) min\_list.pop\_front();

if (!max\_list.empty() && max\_list.front() == nums[first]) max\_list.pop\_front();

first++;

}

}

return result;

}

## 2030. Smallest K-Length Subsequence With Occurrences of a Letter

Hard

You are given a string s, an integer k, a letter letter, and an integer repetition.

Return *the****lexicographically smallest****subsequence of* s*of length* k *that has the letter* letter *appear****at least*** repetition *times*. The test cases are generated so that the letter appears in s **at least** repetition times.

A **subsequence** is a string that can be derived from another string by deleting some or no characters without changing the order of the remaining characters.

A string a is **lexicographically smaller** than a string b if in the first position where a and b differ, string a has a letter that appears earlier in the alphabet than the corresponding letter in b.

**Example 1:**

**Input:** s = "leet", k = 3, letter = "e", repetition = 1

**Output:** "eet"

**Explanation:** There are four subsequences of length 3 that have the letter 'e' appear at least 1 time:

- "lee" (from "**lee**t")

- "let" (from "**le**e**t**")

- "let" (from "**l**e**et**")

- "eet" (from "l**eet**")

The lexicographically smallest subsequence among them is "eet".

**Example 2:**

![example-2](data:image/png;base64,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)

**Input:** s = "leetcode", k = 4, letter = "e", repetition = 2

**Output:** "ecde"

**Explanation:** "ecde" is the lexicographically smallest subsequence of length 4 that has the letter "e" appear at least 2 times.

**Example 3:**

**Input:** s = "bb", k = 2, letter = "b", repetition = 2

**Output:** "bb"

**Explanation:** "bb" is the only subsequence of length 2 that has the letter "b" appear at least 2 times.

**Constraints:**

* 1 <= repetition <= k <= s.length <= 5 \* 104
* s consists of lowercase English letters.
* letter is a lowercase English letter, and appears in s at least repetition times.

### Analysis:

Pop up decreasing order characters if we have more than k occurrence for that letter.

/// <summary>

/// Leet Code 2030. Smallest K-Length Subsequence With Occurrences

/// of a Letter

///

/// Hard

///

/// You are given a string s, an integer k, a letter letter, and an

/// integer repetition.

///

/// Return the lexicographically smallest subsequence of s of length

/// k that has the letter letter appear at least repetition times.

/// The test cases are generated so that the letter appears in s at

/// least repetition times.

///

/// A subsequence is a string that can be derived from another string

/// by deleting some or no characters without changing the order of

/// the remaining characters.

///

/// A string a is lexicographically smaller than a string b if in

/// the first position where a and b differ, string a has a letter

/// that appears earlier in the alphabet than the corresponding letter

/// in b.

///

/// Example 1:

/// Input: s = "leet", k = 3, letter = "e", repetition = 1

/// Output: "eet"

/// Explanation: There are four subsequences of length 3 that have

/// the letter 'e' appear at least 1 time:

/// - "lee" (from "leet")

/// - "let" (from "leet")

/// - "let" (from "leet")

/// - "eet" (from "leet")

/// The lexicographically smallest subsequence among them is "eet".

///

/// Example 2:

/// Input: s = "leetcode", k = 4, letter = "e", repetition = 2

/// Output: "ecde"

/// Explanation: "ecde" is the lexicographically smallest

/// subsequence of length 4 that has the letter "e" appear at

/// least 2 times.

///

/// Example 3:

/// Input: s = "bb", k = 2, letter = "b", repetition = 2

/// Output: "bb"

/// Explanation: "bb" is the only subsequence of length 2

/// that has the letter "b" appear at least 2 times.

///

/// Constraints:

/// 1. 1 <= repetition <= k <= s.length <= 5 \* 10^4

/// 2. s consists of lowercase English letters.

/// 3. letter is a lowercase English letter, and appears in s at

/// least repetition times.

/// </summary>

string LeetCodeStack::smallestSubsequence(string s, int k, char letter, int repetition)

{

vector<int> dp(s.size());

int count = 0;

for (int i = s.size() - 1; i >= 0; i--)

{

if (s[i] == letter)

{

count++;

}

dp[i] = count;

}

string result;

int letter\_count = 0;

for (size\_t i = 0; i < s.size(); i++)

{

if (!result.empty() && result.back() > s[i])

{

if ((result.size() + (s.size() - i) > k) &&

((letter\_count + dp[i] > repetition) ||

(letter\_count + dp[i] == repetition && result.back() != letter)))

{

if (result.back() == letter) letter\_count--;

result.pop\_back();

i--;

continue;

}

}

result.push\_back(s[i]);

if (s[i] == letter) letter\_count++;

}

string tail;

while (result.size() + tail.size() > k)

{

if (result.back() == letter)

{

if (letter\_count == repetition)

{

tail.push\_back(result.back());

}

else

{

letter\_count--;

}

}

result.pop\_back();

}

result.append(tail);

return result;

}

## 84. Largest Rectangle in Histogram

Hard

Given an array of integers heights representing the histogram's bar height where the width of each bar is 1, return *the area of the largest rectangle in the histogram*.

**Example 1:**

![A picture containing text, clock
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**Input:** heights = [2,1,5,6,2,3]

**Output:** 10

**Explanation:** The above is a histogram where width of each bar is 1.

The largest rectangle is shown in the red area, which has an area = 10 units.

**Example 2:**

![A picture containing text, clock, sign, clipart
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**Input:** heights = [2,4]

**Output:** 4

**Constraints:**

* 1 <= heights.length <= 105
* 0 <= heights[i] <= 104

### Analysis:

If a bar is higher than previous, push to stack, if the bar is lower than previous one, keep pop up all bars higher than this one and calculate area, then push the new bar. In the end pop up all bars and calculate result.

/// <summary>

/// Leet Code 84. Largest Rectangle in Histogram

///

/// Hard

///

/// Given an array of integers heights representing the histogram's bar

/// height where the width of each bar is 1, return the area of the

/// largest rectangle in the histogram.

///

/// Example 1:

/// Input: heights = [2,1,5,6,2,3]

/// Output: 10

/// Explanation: The above is a histogram where width of each bar is 1.

/// The largest rectangle is shown in the red area, which has an

/// area = 10 units.

///

/// Example 2:

/// Input: heights = [2,4]

/// Output: 4

///

/// Constraints:

/// 1. 1 <= heights.length <= 10^5

/// 2. 0 <= heights[i] <= 10^4

/// </summary>

int LeetCodeStack::largestRectangleArea(vector<int>& heights)

{

int max\_area = 0;

stack<pair<int, int>> height\_stack;

for (size\_t i = 0; i <= heights.size(); i++)

{

int height = (i == heights.size()) ? 0 : heights[i];

if (height\_stack.empty() || (height >= height\_stack.top().second))

{

height\_stack.push(make\_pair(i, height));

}

else

{

int end = height\_stack.top().first;

pair<int, int> pair;

while ((!height\_stack.empty()) &&

(height < height\_stack.top().second))

{

pair = height\_stack.top();

height\_stack.pop();

max\_area = max(max\_area, (end - pair.first + 1) \* pair.second);

}

height\_stack.push(make\_pair(pair.first, height));

height\_stack.push(make\_pair(i, height));

}

}

return max\_area;

}

## 1425. Constrained Subsequence Sum

Hard

Given an integer array nums and an integer k, return the maximum sum of a **non-empty** subsequence of that array such that for every two **consecutive** integers in the subsequence, nums[i] and nums[j], where i < j, the condition j - i <= k is satisfied.

A *subsequence* of an array is obtained by deleting some number of elements (can be zero) from the array, leaving the remaining elements in their original order.

**Example 1:**

**Input:** nums = [10,2,-10,5,20], k = 2

**Output:** 37

**Explanation:** The subsequence is [10, 2, 5, 20].

**Example 2:**

**Input:** nums = [-1,-2,-3], k = 1

**Output:** -1

**Explanation:** The subsequence must be non-empty, so we choose the largest number.

**Example 3:**

**Input:** nums = [10,-2,-10,-5,20], k = 2

**Output:** 23

**Explanation:** The subsequence is [10, -2, -5, 20].

**Constraints:**

* 1 <= k <= nums.length <= 105
* -104 <= nums[i] <= 104

### Analysis:

The target is to get maximum sub-sequence sum but keep the gap is less than k, so at each scanning position, we just care all previous answer which is within range K, if we can not get a positive one, we can start a sequence again. Keep the accumulated sum in decreasing order with end index, because if later you get a greater result later, you do not need previous one. You can also discard all negative accumulated sum if you want.

/// <summary>

/// Leet code #1425. Constrained Subset Sum

///

/// Hard

///

/// Given an integer array nums and an integer k, return the maximum sum

/// of a non-empty subset of that array such that for every two

/// consecutive integers in the subset, nums[i] and nums[j], where i < j,

/// the condition j - i <= k is satisfied.

///

/// A subset of an array is obtained by deleting some number of elements

/// (can be zero) from the array, leaving the remaining elements in their

/// original order.

/// Example 1:

///

/// Input: nums = [10,2,-10,5,20], k = 2

/// Output: 37

/// Explanation: The subset is [10, 2, 5, 20].

/// Example 2:

///

/// Input: nums = [-1,-2,-3], k = 1

/// Output: -1

/// Explanation: The subset must be non-empty, so we choose the largest

/// number.

///

/// Example 3:

///

/// Input: nums = [10,-2,-10,-5,20], k = 2

/// Output: 23

/// Explanation: The subset is [10, -2, -5, 20].

///

/// Constraints:

/// 1. 1 <= k <= nums.length <= 10^5

/// 2. -10^4 <= nums[i] <= 10^4

/// </summary>

int LeetCodeStack::constrainedSubsetSum(vector<int>& nums, int k)

{

deque<pair<int, int>> sum\_chain;

int result = INT\_MIN;

for (size\_t i = 0; i < nums.size(); i++)

{

int sum;

if (sum\_chain.empty())

{

sum = nums[i];

}

else

{

if ((int)i - sum\_chain.front().first > k) sum\_chain.pop\_front();

sum = max(nums[i], nums[i] + sum\_chain.front().second);

while (!sum\_chain.empty() && sum >= sum\_chain.back().second)

{

sum\_chain.pop\_back();

}

}

sum\_chain.push\_back(make\_pair(i, sum));

result = max(sum, result);

}

return result;

}

## 862. Shortest Subarray with Sum at Least K

Hard

Given an integer array nums and an integer k, return *the length of the shortest non-empty****subarray****of*nums*with a sum of at least*k. If there is no such **subarray**, return -1.

A **subarray** is a **contiguous** part of an array.

**Example 1:**

**Input:** nums = [1], k = 1

**Output:** 1

**Example 2:**

**Input:** nums = [1,2], k = 4

**Output:** -1

**Example 3:**

**Input:** nums = [2,-1,2], k = 3

**Output:** 3

**Constraints:**

* 1 <= nums.length <= 105
* -105 <= nums[i] <= 105
* 1 <= k <= 109

### Analysis:

The target is to get maximum sub-sequence sum but keep the gap is less than k, so at each scanning position, we just care all previous answer which is within range K, if we can not get a positive one, we can start a sequence again. Keep the accumulated sum in decreasing order with end index, because if later you get a greater result later, you do not need previous one. You can also discard all negative accumulated sum if you want.

/// <summary>

/// Leet code #862. Shortest Subarray with Sum at Least K

///

/// Return the length of the shortest, non-empty, contiguous subarray of A

/// with sum at least K.

///

/// If there is no non-empty subarray with sum at least K, return -1.

///

/// Example 1:

/// Input: A = [1], K = 1

/// Output: 1

///

/// Example 2:

/// Input: A = [1,2], K = 4

/// Output: -1

///

/// Example 3:

/// Input: A = [2,-1,2], K = 3

/// Output: 3

///

/// Note:

/// 1. 1 <= A.length <= 50000

/// 2. -10 ^ 5 <= A[i] <= 10 ^ 5

/// 3. 1 <= K <= 10 ^ 9

/// </summary>

int LeetCodeStack::shortestSubarray(vector<int>& nums, int k)

{

int result = INT\_MAX;

deque<pair<long long, int>> window;

long long sum = 0;

window.push\_back(make\_pair(0, -1));

for (int i = 0; i < (int)nums.size(); i++)

{

if (nums[i] >= k) return 1;

sum += nums[i];

while (!window.empty() && sum <= window.back().first)

{

window.pop\_back();

}

while (!window.empty() && sum - window.front().first >= k)

{

result = min(result, i - window.front().second);

window.pop\_front();

}

window.push\_back(make\_pair(sum, i));

}

if (result == INT\_MAX) return -1;

return result;

}