# Array Traverse

Traverse the array can be one independent category in Array problem. Normally this happens in a 2D array, a matrix. The common trick is that we should remember current positions and traverse in an organized way.

## 48. Rotate Image

Medium

You are given an *n* x *n* 2D matrix representing an image.

Rotate the image by 90 degrees (clockwise).

**Note:**

You have to rotate the image [**in-place**](https://en.wikipedia.org/wiki/In-place_algorithm), which means you have to modify the input 2D matrix directly. **DO NOT** allocate another 2D matrix and do the rotation.

**Example 1:**

Given **input matrix** =

[

[1,2,3],

[4,5,6],

[7,8,9]

],

rotate the input matrix **in-place** such that it becomes:

[

[7,4,1],

[8,5,2],

[9,6,3]

]

**Example 2:**

Given **input matrix** =

[

[ 5, 1, 9,11],

[ 2, 4, 8,10],

[13, 3, 6, 7],

[15,14,12,16]

],

rotate the input matrix **in-place** such that it becomes:

[

[15,13, 2, 5],

[14, 3, 4, 1],

[12, 6, 8, 9],

[16, 7,10,11]

]

### Analysis:

The difficulty part is how to traverse the matrix in order. Assume you start from four side with start row, end row, start column and end column and push the 4 side to the center until they all same. You always swap the start row to other 3 sides.

/// <summary>

/// Leet code #48. Rotate Image

///

/// You are given an n x n 2D matrix representing an image.

///

/// Rotate the image by 90 degrees (clockwise).

///

/// Note:

///

/// You have to rotate the image in-place, which means you have to

/// modify the input 2D matrix directly. DO NOT allocate another 2D

/// matrix and do the rotation.

///

/// Example 1:

///

/// Given input matrix =

/// [

/// [1,2,3],

/// [4,5,6],

/// [7,8,9]

/// ],

///

/// rotate the input matrix in-place such that it becomes:

/// [

/// [7,4,1],

/// [8,5,2],

/// [9,6,3]

/// ]

///

/// Example 2:

///

/// Given input matrix =

/// [

/// [ 5, 1, 9,11],

/// [ 2, 4, 8,10],

/// [13, 3, 6, 7],

/// [15,14,12,16]

/// ],

///

/// rotate the input matrix in-place such that it becomes:

/// [

/// [15,13, 2, 5],

/// [14, 3, 4, 1],

// [12, 6, 8, 9],

/// [16, 7,10,11]

/// ]

/// </summary>

void LeetCodeArray::rotate(vector<vector<int>>& matrix)

{

if (matrix.empty() || matrix[0].empty()) return;

int begin\_row = 0;

int end\_row = matrix.size() - 1;

int begin\_col = 0;

int end\_col = matrix[0].size() - 1;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

for (int i = 0; i < (end\_col - begin\_col); i++)

{

swap(matrix[begin\_row][begin\_col + i], matrix[begin\_row + i][end\_col]);

swap(matrix[begin\_row][begin\_col + i], matrix[end\_row][end\_col - i]);

swap(matrix[begin\_row][begin\_col + i], matrix[end\_row - i][begin\_col]);

}

begin\_row++;

end\_row--;

begin\_col++;

end\_col--;

}

}

## 54. Spiral Matrix

Medium

Given a matrix of *m* x *n* elements (*m* rows, *n* columns), return all elements of the matrix in spiral order.

**Example 1:**

**Input:**

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

**Output:** [1,2,3,6,9,8,7,4,5]

**Example 2:**

**Input:**

[

[1, 2, 3, 4],

[5, 6, 7, 8],

[9,10,11,12]

]

**Output:** [1,2,3,4,8,12,11,10,9,5,6,7]

### Analysis:

We can use the same method as above by using start row, end row, start column and end column and push the 4 side to the center until they all same.

/// <summary>

/// LeetCode #54. Spiral Matrix

///

/// Given a matrix of m x n elements (m rows, n columns), return all elements

/// of the matrix in spiral order.

///

/// Example 1:

///

/// Input:

/// [

/// [ 1, 2, 3 ],

/// [ 4, 5, 6 ],

/// [ 7, 8, 9 ]

/// ]

/// Output: [1,2,3,6,9,8,7,4,5]

///

/// Example 2:

///

/// Input:

/// [

/// [1, 2, 3, 4],

/// [5, 6, 7, 8],

/// [9,10,11,12]

/// ]

/// Output: [1,2,3,4,8,12,11,10,9,5,6,7]

/// You are given an n x n 2D matrix representing an image.

/// </summary>

vector<int> LeetCodeArray::spiralOrder(vector<vector<int>>& matrix)

{

vector<int> result;

if (matrix.empty() || matrix[0].empty()) return result;

int begin\_row = 0;

int end\_row = matrix.size() - 1;

int begin\_col = 0;

int end\_col = matrix[0].size() - 1;

int direction = 0;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

switch (direction)

{

case 0:

for (int i = begin\_col; i <= end\_col; i++)

{

result.push\_back(matrix[begin\_row][i]);

}

begin\_row++;

break;

case 1:

for (int i = begin\_row; i <= end\_row; i++)

{

result.push\_back(matrix[i][end\_col]);

}

end\_col--;

break;

case 2:

for (int i = end\_col; i >= begin\_col; i--)

{

result.push\_back(matrix[end\_row][i]);

}

end\_row--;

break;

case 3:

for (int i = end\_row; i >= begin\_row; i--)

{

result.push\_back(matrix[i][begin\_col]);

}

begin\_col++;

break;

}

direction = (direction + 1) % 4;

}

return result;

}

## 59. Spiral Matrix II

Medium

Given a positive integer *n*, generate a square matrix filled with elements from 1 to *n*2 in spiral order.

**Example:**

**Input:** 3

**Output:**

[

[ 1, 2, 3 ],

[ 8, 9, 4 ],

[ 7, 6, 5 ]

]

### Analysis:

Almost same as LeetCode 54.

/// <summary>

/// Leet code #59. Spiral Matrix II

///

/// Medium

///

/// Given a positive integer n, generate a square matrix filled with elements

/// from 1 to n2 in spiral order.

///

/// Example:

///

/// Input: 3

/// Output:

/// [

/// [ 1, 2, 3 ],

/// [ 8, 9, 4 ],

/// [ 7, 6, 5 ]

/// ]

/// </summary>

vector<vector<int>> LeetCodeArray::generateMatrix(int n)

{

vector<vector<int>> result(n, vector<int>(n, 0));

if (n <= 0) return result;

int begin\_row = 0;

int end\_row = n - 1;

int begin\_col = 0;

int end\_col = n - 1;

int direction = 0;

int index = 0;

while ((begin\_row <= end\_row) && (begin\_col <= end\_col))

{

switch (direction)

{

case 0:

for (int i = begin\_col; i <= end\_col; i++)

{

index++;

result[begin\_row][i] = index;

}

begin\_row++;

break;

case 1:

for (int i = begin\_row; i <= end\_row; i++)

{

index++;

result[i][end\_col] = index;

}

end\_col--;

break;

case 2:

for (int i = end\_col; i >= begin\_col; i--)

{

index++;

result[end\_row][i] = index;

}

end\_row--;

break;

case 3:

for (int i = end\_row; i >= begin\_row; i--)

{

index++;

result[i][begin\_col] = index;

}

begin\_col++;

break;

}

direction = (direction + 1) % 4;

}

return result;

}

## 885. Spiral Matrix III

Medium

On a 2 dimensional grid with R rows and C columns, we start at (r0, c0) facing east.

Here, the north-west corner of the grid is at the first row and column, and the south-east corner of the grid is at the last row and column.

Now, we walk in a clockwise spiral shape to visit every position in this grid.

Whenever we would move outside the boundary of the grid, we continue our walk outside the grid (but may return to the grid boundary later.)

Eventually, we reach all R \* C spaces of the grid.

Return a list of coordinates representing the positions of the grid in the order they were visited.

**Example 1:**

**Input:** R = 1, C = 4, r0 = 0, c0 = 0

**Output:** [[0,0],[0,1],[0,2],[0,3]]
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**Example 2:**

**Input:** R = 5, C = 6, r0 = 1, c0 = 4

**Output:** [[1,4],[1,5],[2,5],[2,4],[2,3],[1,3],[0,3],[0,4],[0,5],[3,5],[3,4],[3,3],[3,2],[2,2],[1,2],[0,2],[4,5],[4,4],[4,3],[4,2],[4,1],[3,1],[2,1],[1,1],[0,1],[4,0],[3,0],[2,0],[1,0],[0,0]]

![](data:image/png;base64,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)

**Note:**

1. 1 <= R <= 100
2. 1 <= C <= 100
3. 0 <= r0 < R
4. 0 <= c0 < C

### Analysis:

Start with step length as 1, and keep the same step length for two steps, you can traverse out of the matrix which is fine.

/// <summary>

/// Leet code #885. Spiral Matrix III

///

/// On a 2 dimensional grid with R rows and C columns, we start at (r0, c0)

/// facing east.

///

/// Here, the north-west corner of the grid is at the first row and column,

/// and the south-east corner of the grid is at the last row and column.

///

/// Now, we walk in a clockwise spiral shape to visit every position in this

/// grid.

///

/// Whenever we would move outside the boundary of the grid, we continue our

/// walk outside the grid (but may return to the grid boundary later.)

///

/// Eventually, we reach all R \* C spaces of the grid.

///

/// Return a list of coordinates representing the positions of the grid in

/// the order they were visited.

///

/// Example 1:

///

/// Input: R = 1, C = 4, r0 = 0, c0 = 0

/// Output: [[0,0],[0,1],[0,2],[0,3]]

///

/// Example 2:

///

/// Input: R = 5, C = 6, r0 = 1, c0 = 4

/// Output:

/// [[1,4],[1,5],[2,5],[2,4],[2,3],[1,3],[0,3],[0,4],[0,5],[3,5],[3,4],[3,3],

/// [3,2],[2,2],[1,2],[0,2],[4,5],[4,4],[4,3],[4,2],[4,1],[3,1],[2,1],[1,1],

/// [0,1],[4,0],[3,0],[2,0],[1,0],[0,0]]

///

/// Note:

/// 1. 1 <= R <= 100

/// 2. 1 <= C <= 100

/// 3. 0 <= r0 < R

/// 4. 0 <= c0 < C

/// </summary>

vector<vector<int>> LeetCodeArray::spiralMatrixIII(int R, int C, int r0, int c0)

{

vector<vector<int>> result;

vector<vector<int>> directions = { {0, 1}, {1, 0}, {0, -1}, {-1, 0} };

size\_t step = 1;

int direction = 0;

int row = r0;

int col = c0;

while (result.size() < (size\_t)(R \* C))

{

for (size\_t i = 0; i < step; i++)

{

if ((row >= 0) && (col >= 0) && (row < R) && (col < C))

{

result.push\_back({ row, col });

}

row += directions[direction][0];

col += directions[direction][1];

}

direction = (direction + 1) % 4;

if (direction == 0 || direction == 2) step++;

}

return result;

}

## 766. Toeplitz Matrix

Easy

A matrix is *Toeplitz* if every diagonal from top-left to bottom-right has the same element.

Now given an M x N matrix, return True if and only if the matrix is *Toeplitz*.  
**Example 1:**

**Input:**

matrix = [

  [1,2,3,4],

  [5,1,2,3],

  [9,5,1,2]

]

**Output:** True

**Explanation:**

In the above grid, the diagonals are:

"[9]", "[5, 5]", "[1, 1, 1]", "[2, 2, 2]", "[3, 3]", "[4]".

In each diagonal all elements are the same, so the answer is True.

**Example 2:**

**Input:**

matrix = [

  [1,2],

  [2,2]

]

**Output:** False

**Explanation:**

The diagonal "[1, 2]" has different elements.

**Note:**

1. matrix will be a 2D array of integers.
2. matrix will have a number of rows and columns in range [1, 20].
3. matrix[i][j] will be integers in range [0, 99].

**Follow up:**

1. What if the matrix is stored on disk, and the memory is limited such that you can only load at most one row of the matrix into the memory at once?
2. What if the matrix is so large that you can only load up a partial row into the memory at once?

### Analysis:

We just need to compare matrix[i][j] with matrix[i-1][j-1]. If the matrix is very big, we just need to keep the last value in the slot of [col-row+n], which can be an independent file in disk.

/// <summary>

/// Leet code #766. Toeplitz Matrix

///

/// A matrix is Toeplitz if every diagonal from top-left to bottom-right

/// has the same element.

///

/// Now given an M x N matrix, return True if and only if the matrix is

/// Toeplitz.

///

///

/// Example 1:

///

/// Input: matrix = [[1,2,3,4],[5,1,2,3],[9,5,1,2]]

/// Output: True

/// Explanation:

/// 1234

/// 5123

/// 9512

///

/// In the above grid, the diagonals are "[9]", "[5, 5]", "[1, 1, 1]",

/// "[2, 2, 2]", "[3, 3]", "[4]", and in each diagonal all elements are

/// the same, so the answer is True.

///

/// Example 2:

///

/// Input: matrix = [[1,2],[2,2]]

/// Output: False

/// Explanation:

/// The diagonal "[1, 2]" has different elements.

/// Note:

/// 1. matrix will be a 2D array of integers.

/// 2. matrix will have a number of rows and columns in range [1, 20].

/// 3. matrix[i][j] will be integers in range [0, 99].

/// </summary>

bool LeetCodeArray::isToeplitzMatrix(vector<vector<int>>& matrix)

{

if (matrix.empty() || matrix[0].empty()) return false;

for (size\_t i = 1; i < matrix.size(); i++)

{

for (size\_t j = 1; j < matrix[i].size(); j++)

{

if (matrix[i][j] != matrix[i - 1][j - 1])

{

return false;

}

}

}

return true;

}

## 867. Transpose Matrix

Easy

Given a matrix A, return the transpose of A.

The transpose of a matrix is the matrix flipped over it's main diagonal, switching the row and column indices of the matrix.
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**Example 1:**

**Input:** [[1,2,3],[4,5,6],[7,8,9]]

**Output:** [[1,4,7],[2,5,8],[3,6,9]]

**Example 2:**

**Input:** [[1,2,3],[4,5,6]]

**Output:** [[1,4],[2,5],[3,6]]

**Note:**

1. 1 <= A.length <= 1000
2. 1 <= A[0].length <= 1000

### Analysis:

Traverse on columns first, put it in rows for result.

/// <summary>

/// Leet code #867. Transpose Matrix

///

/// Given a matrix A, return the transpose of A.

///

/// The transpose of a matrix is the matrix flipped over it's main

/// diagonal, switching the row and column indices of the matrix.

///

/// Example 1:

///

/// Input: [[1,2,3],[4,5,6],[7,8,9]]

/// Output: [[1,4,7],[2,5,8],[3,6,9]]

///

/// Example 2:

///

/// Input: [[1,2,3],[4,5,6]]

/// Output: [[1,4],[2,5],[3,6]]

///

/// Note:

///

/// 1. 1 <= A.length <= 1000

/// 2. 1 <= A[0].length <= 1000

/// </summary>

vector<vector<int>> LeetCodeArray::transpose(vector<vector<int>>& A)

{

vector<vector<int>> result(A[0].size(), vector<int>(A.size()));

for (size\_t i = 0; i < A[0].size(); i++)

{

for (size\_t j = 0; j < A.size(); j++)

{

result[i][j] = A[j][i];

}

}

return result;

}

## 498. Diagonal Traverse

Medium

Given a matrix of M x N elements (M rows, N columns), return all elements of the matrix in diagonal order as shown in the below image.

**Example:**

**Input:**

[

[ 1, 2, 3 ],

[ 4, 5, 6 ],

[ 7, 8, 9 ]

]

**Output:** [1,2,4,7,5,3,6,8,9]

**Explanation:**
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**Note:**

The total number of elements of the given matrix will not exceed 10,000.

### Analysis:

We traverse from left upper corner, traverse up and right, either it will reach up and right edge, in this case we move cursor right or down and change direction, then traverse left and down, when it reach the left and bottom edge, we move down and right.

/// <summary>

/// Leet code #498. Diagonal Traverse

///

/// Given a matrix of M x N elements (M rows, N columns), return all elements of the matrix

/// in diagonal order as shown in the below image.

///

/// Example:

///

/// Input:

/// [

/// [ 1, 2, 3 ],

/// [ 4, 5, 6 ],

/// [ 7, 8, 9 ]

/// ]

/// Output: [1,2,4,7,5,3,6,8,9]

/// Explanation:

/// Note:

/// 1.The total number of elements of the given matrix will not exceed 10,000.

/// </summary>

vector<int> LeetCodeArray::findDiagonalOrder(vector<vector<int>>& matrix)

{

int direction = 1;

pair<int, int> pos = { 0,0 };

vector<int> result;

if ((matrix.size() == 0) || (matrix[0].size() == 0)) return result;

while (result.size() < matrix.size() \* matrix[0].size())

{

result.push\_back(matrix[pos.first][pos.second]);

if (direction == 1)

{

if ((pos.first > 0) && (pos.second < (int)matrix[0].size() - 1))

{

pos.first--;

pos.second++;

}

else

{

if (pos.second < (int)matrix[0].size() - 1)

{

pos.second++;

}

else if (pos.first < (int)matrix.size() - 1)

{

pos.first++;

}

direction = 0 - direction;

}

}

else

{

if ((pos.first < (int)matrix.size() - 1) && (pos.second > 0))

{

pos.first++;

pos.second--;

}

else

{

if (pos.first < (int)matrix.size() - 1)

{

pos.first++;

}

else if (pos.second < (int)matrix[0].size() - 1)

{

pos.second++;

}

direction = 0 - direction;

}

}

}

return result;

}

## 1424. Diagonal Traverse II

Medium

Given a list of lists of integers, nums, return all elements of nums in diagonal order as shown in the below images.

**Example 1:**

**![](data:image/png;base64,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)**

**Input:** nums = [[1,2,3],[4,5,6],[7,8,9]]

**Output:** [1,4,2,7,5,3,8,6,9]

**Example 2:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAOYAAACxCAIAAABfg1ajAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAAEnQAABJ0Ad5mH3gAACxKSURBVHhe7Z0NUBRXvvYpa73ZLLlJXo13k9XkmpjEzTVvbjbZJJus72o2m5jKh24+jEaNaFQEvxORj2FgGIcBB3Ac+UZEBEEUQQlBogTlEkKIoiyyqChBiaJJ/C6KsmJZVt4HTm/fzpmZnp6ec3ocM089Rc05Z5gz0/Pr0///me7TAT/55ZdPyY+sXz4mP7J++Zj8yPrlY/JhZK9cvnzh/HmhwF8ad+eXM/kesuCmrrY2MzU1/KOPzvT0CLXcpHF3Xtf169dPnzp15PBhoXzzyZeQ7erstKWkAB1ii9ksNPCRxt05lDYA4QCyr6lp+7Zt+LyRy5fjw6IotLHWd2fPthw4gM8llN2XLyF748aNTRs3igxVV1UJDXykcXeitASIqK+vz2w0ip/UFBvrCVKUrv34Y1tra1VlZW5WlkGnw+vn5+YKbarkY4EBRj5xy548cUKo5SaNuyPiCpAzHT92TOyxob5eqGWk4sJC8cVhbFWhQZV8CVlAg+8PHxiDH75UoZabNO5OKq4A2QsH6+TExFSrFd1hIMS4KDQwEl7QqNeTj5OdkSHUqpXPIEsAIkMdDtm8wzuNu5OKAEQSPh4AUcJRG700NTbiMYbDml27SD0r4f3jZfGJ9JGR+ETtbW1Cg1r5BrJSgDSQxt1J1drSgq6RoOAxD4Ckwq6IEBMHEGR4pAZ4Xb16lTxmogvnz1uTkkqKivDK+GiIzoUGD+QDyP5CeAVAlTt2WMxmjLKkhjlAUvX29iIfgvFAqGItDKgYvxsbGoTyQGYpPPJANzuyvxBewQ2CvIING3iHAUTfdndjcK2uqsJ+IlQxFV4WL44tiY6EKna6qZH9hfCKHgFQXW2tUOYshK0Y/BDCCmXW6uvrw+CNPZDT+H3zIvsL4bWhvh79Hj92TCjzFIbw0s2bEVye++EHoYq1EBZj90OIzGn8hm5SZH8JvAIgJFipViuTCM+lLl28iOxn08aN/GIP3uM30c2I7C+BV5JKb9+2jd9oJFXH0aNGvb5+716hzFrXr1/H+J2cmMhv/BZ10yH7S+AVqTQ6bd6/XyhzVs2uXThYe/ibk4w0GL+lYobs8uXLs7Oz8z1TZkaGbsUK/BXKjoReFi5cKBQ8k8vuLBaLTqcTCoxkSUyMjojIyswUyv8SOkJ3QoGR1q9fvzI21hAdnbtunVA1IGxAz78sorTU1KiwsNVJSUL550IvAENAhJGYIXvXXXe9/dLzH7zxomrPmfxm2OJF+EvVU0YvgYGBUzxW0MyZy5cswV+h7EjPPvvs8AcemvDWNCZ+/d0PFoQuDA1Z8No706kmGB2NffbhWVNeYOW5M/62fHHo4uBps6f+mWq6I/C21ye9Onna2x56XvCH2IYzg96n6kWjF4AhIMJIzJAdOXLkscqsH5vL1fl4df7KqHD8pertjV7uv//+786e9cQHm5sR2+EvVU/ZtmYNYNpz9JLnLq//pyHWmFNUQdWLRkf5a4J+OpvDxM01SSZ9GP5S9cQj7x/6VdveU1eOqXbn920ZGVbr6lVHTh2kmqRGLwBDQISRbgpklfMKe46sQl5hVshuLP88RqffWtNM1UvNCtkbPTkVhSsT48LPtK6lmkR7iOzBjkaTMbaoJK/7UgfVRPnWRNYtXmEPkVXOK+w5sjVt36/N2mhOSK7af4JqoswE2SvH0tOTdXmp+qsnM6kmqT1Bdnd9pSE66vMvqqh6h74FkXWXV9gTZN3iFfYQ2U/3fRMfb0nNKfy8/TzVZG/Pke36eg2CgZoyM1Vvb3XIYkwt2LTObIr7x/EmqsmZbzVkVfAKq0bWXV5hT5DdsnsfgoHCT+qoemf2ENn6igSjLqyj0UrVO7QKZBGzpiQnZGbZEMVSTTK+pZBVxyusDlkVvMLqkK09cgFpFpKt7V+0U00yVo3ste6s4hyDLTHq0tF0qsmZ3UW2sWVPXIyuvHIzVe/Stw6yqnmFVSCrjldYBbKf/aMnyZoO4wHVJG91yJ5rT7MmRJbmxQFcqknGbiELUsErqKXqlfgWQdYTXmF3kVXNK+wushhWyUwWBlqqyaVVINten2KIDGuqtlD1Lq0Q2a5z7dk5qYgHDncfoJoU+lZAVsrr3tz4gICAl59/UvoEl3YLWZCqj4gYMXw4OiL6uqmJeo6M3UK2YMeeiOUrHhw5UugpIIB6grzdQvZGT071lnhzbPi3B2ykr5KsudRzZKwEWeRYyLSQb0UZV5AuRKGGerIz+zyyUl5BKvn8/JAl4yt4FTHFm0SPyqlViOzn7edTcwoNBtNdd94pVv7ugQfRl1h0aeXI9nVl5tr0cG9n5oTxY2B0xBbZz7+oMkRH7a6vxGOCrLRVuX0bWSmv5sUfYCscrcgEr5yQdRgPZGVloV/8lVbKWAmyVftPmBOS12ZtrGn7XlofHBaHvopqWqSVMlaI7OmWtRhcq0riMdACU3TR1WTGX1bIdl/qKN6ywWSMPdjRSGp+ochKeZWaE7IOeYWZI7u1pjlGp99Y/jlVD/NAdt8ui1EX1laXQoqEVIbIdvS0rrFaMjKsx84eEit/icg64xXmgawzXuGgoCBsfVaBgcxM1tqianQ08f0PqXoZyyN7/XR2aV5csiniu0OppCY0aBxCAjxghWxTa11cjK7sk2LqZ1gqlh330lhpq7x9ElkZXmHmyMrwClKxxUEtVS9jZ8juOnQ2eU2mJSWVmskipBK5xSssg+ylo+mplqhN2bHiTFZDRT9GgBWPmSD76e4yBK8NB2qllfYu37UZfSmn1veQlecVZousDK8w3iFEVcrbIbI7vjwSZzDlbNouP5P1zNi/4tsFxFS9MztDtqPRatKH1e1IkFaOGjnMon+bPPYQ2a5z7bl5GckWs8KZLDLoftnqAm5iH0PWJa8wQ2Rd8ooNTVW6tD2yhZ/UIXgt+ewraaVDI4pFj8rHWofI1pYnINk63vSzn2EJow4lfZqMRWTbvtlnSTTlb8wGuFLUZJyeZ0VHtyCySniFWSErz+v48eOxlaU1Ci1FFmNqWm6RyZT46b5vRM7kjU5VI4sYID89BvEAIBErHVr1KFv31WcxUZHVtTsozuT9wZz30R1V6cw+g6xCXmEmyCrh1a1fEESLyO5s7jYnIHzdQM1kSa1fvR7BgFgErOhXXWCAHMtijNheYLzR8zPUHFoFsg/+57Dc/IyVhpgDR76kILO3FFAyxCI2EGvk7RvIKuGVzMtSOlqRST3NoSlk5Xn9pKJCeHWJ8FappzkzQba09mBsjCG/bDcFmb1J/CpK+QwXLCLbUpts1Dm9oMDe7iLb25k5a/rUlOSEjp5WijCHpmYMkIFRT5CxDyCrfHxVbSmy8rx6biA7c9Y8Q6yxvP6fFGHMPYDsrMoiFxcUeOhvD9gQHL/52suNh/ZQePHwzY7sF5usvHmFRWR583qquzs2OnpB6KLqltMUXjz8+rsfGCIXubygwBM3VVsMkWHt9SkO52V5mEK2t7e3taXFwxWemSH7x6efNkSE8eYVJsjy5vWfhw4lGI0rDYZX355OscXD5XWHPl6yJCkuREnwqsJI5krz4qwJkReOpKGoJbK///3vgen2bduSExPDP/ooMzVVIEat2CB78sSJJaGhGGUpvHgYyD71hz9w5fV/9u7F639RVyemX1yNKFkfFf3utNkO52U9NzC1JUYV5xjEXyI0Qxbhx6wZM8j63cSeL3/EAFmy4ApGWcBE4cXD2DGwe3Di9UxPT0lRUVJCwpH2dhR5I1vT9v2azA3x8ZZP930jpl9s3dFoRTLX8OkqaaWWo+wjjzySaDIRXs1Go+cLOnmKrLhAEEm/KLyYG4EHwg+MslLOWPmbgbsm5eXkIIolNVyRBaYmU6I4ccYcWcQYNWVmkz7sZLONatIS2RfHjTPodDCQZbIgqUfIirzisQbIkukIjLLUvCwTN3/99crY2KqKCmklP2S37N6HYEA6ccYW2b6uTGRymSm63k4HyZw2yHZf6sjJTcUh8fSpU4BEHxnZ19dHyPFE6pGV8grxRpbwir/ohTmy1Z9+Cl5BLVXPA9n+ixk3bY/R6amJM4bInmldmxgXXlm00lkypwGyXefaM7NsCWYj0i9CCKvbqapEluIV+tWvfiXMNXPQiOHDFwYHi9fD3Hn3EPLAc/3b4MFvvvbatPfeCwwMFKp46vbbb5/81ltTJ0/m193jY8YsDgl5bPRooewN3XXnnR/OnIkNi80LMAREGEkNsva8Qhhl9+/bR41STEzNZ6GXe4c/IB2fVLuyqRPRZEbeFmfnZIUnpM+aNUv4hB4LuR0SEX4rXF+/fr1s69bkxERsJaHKGyJ48LuXjtvIOuQV4oQsxSvMCtnNOxtxdC6uaqDqpWaIbPP+/fggrS0tQpm1Ll28mGq1anaDEGfCx0Smxe9jQu4h64xXiAey9rzCniOLMTWroMxojK9o7KCaKDNBFmMq78Hv+LFj+F40u0GIQ+Fj8rsLjVRuICvDK8QcWYe8wh4iW91y2pKSmrI2R+acLNGeI3vl8mXeg19tTY3ZaNTmBiHOhE+Hz2hLSdHgvg9KkZXnFWKLrDNeYU+QJYu8ri/5lKp3Zg+R5T34Xb16NT83N91m0+YGIc6E3gGrZjGJUmQRTcvwCjFEVoZXWDWy+WW7Y2MMpbUHqXoZe4IsSAWv/AY/bAqL2azZDUKcCWEAPubu6mqhzF9up1/OxApZeV5hFcgiBlibtTEhMWVnczfVJG91yJKjJNe7I7UcOABQNLtBiDPhbSDZInfc1Uw3F7IueYXdRZYs8pq+frP81YUOrQJZvENkWsi3PDzFzpkwplaUl2N8PdPTI1R5SRhZsdvwTrbs5U1kyaoCRPh3JbzCbiGrM9tC5817fEz/EkBSUU9zZneRbWttxUfgN/j19vYics3LyeF3O2YlwmFk08aN1qQkr8TQXkMWz4fEokJeYYXIkt9F4wymHV8ekdY/M/av0iu05K0cWQx+VZWViSaTeKN45urq7DQbjVxvd69E2G0Q8yDt0ybZspd3kNXr9RjqxKJyXmElyH72jx5LSmrymsxdh85K68nSGPrV66WVMlaILLnPNwY/Jqd9OFT93r04CnccPSqUvSTskHgb/G4xrkTeQXb8+PHiqi1u8Qq7RHb7F+0YXNcVf0LVwxhff/fAg1SljJUgS24Uj8CO07dIjsIY2C5dvChUeUmtLS1Itrye83kHWQx1JJAVz3f55Odn/clYHtmCHXuczWSRtTCCw+Koehm7RLaxoQH725HDh4Uya5374QeEjKWbN3NK5pQLAQnGV/mJTm3kNWTxfHF8dWt1N2fIft5+Xv52RWRhAapS3jLIYvAjN4pndU6dvUgyt6+pSSh7SdhbigsL8Um9PswTeQ3ZaJ1OjAfIAm8K19B0iCwwdXm7InTh7tJuzpAlNxouKSrilIJokMwplDhH4a1ky17eQRaRQNjSpWL86iGyW2uaEQzI367I3dVeiR0iS24Uj5BAKLMWSeZys7L4JXMKdaanB2F65Y4dXky27OUFZEHqR4sWvfnGG2INWdNFYThLIZtTVGE/k2VvvL7yuS3R9sjyDul4J3PK1d7WhmTL62GJvbRGlsSva6z9SzuJwyr+d/z48eSxS4vI7jp0ltyuiJrJsrd+9Xp0p3x5LNFSZK9evYrjI8Y/jIKkhrl4J3PKVVtTg3fS1dkplHkK2xO7h1BQIE2RJbySeIBMzRK5tUwxQRbDKrldEQWZQ//ugQfdmtsSLSJLLijgd4hEpIjIGPExv2ROoZBs4Z0kJyZyfSfAVLoeB3oUGhRIO2SlvHpi9PLnsX9B8Cp/420mJsg279+PYIDfyR+Ag2syp1wgKTM1lXeyheMVgh+ysgGxWycqaIQsK14x2uHQPG/2hy5vvM3EQHbxggUWsxldC5+TtRAGYMvwS+aUC58RR5KK8nINwmj0pY+MJLymWq1CrTJpgSwrXjuPHVttsWAYGK7qKO+udzZ3h6+IWrZoEb+ZLKRZGG+0PxnKXthzkGw1NTYKZc5CVgckIpcvB7LuHr64I8uK16+bmlYOXLeJXuznZZm7bE8LYo9wvcl+kouJ+vr6cPzNzcril8wpV11tLb4jzS7Fqa6qwoHr3A8/YA9Bv+7+sMcXWVa8Iu+Jj4tDwI7HGiCbt2VnjE5fWnvQfpKLiU6fOsX16nDlwhso3bwZORAAEqp4CserTRs34jgp7qgqfivhiCwTXk91d+dkZmbYbCe6ukgNV2Rr2r5fnbZO/NWXB7LkmOj5AoCeCyM96MFIr83Zt8A03WYrLiz08HwJXsgy4ZUs8lpeWoqsS6zkhyxZiUP6qy9bZPFVlW3dak1K0mZIkxfeg5aXjqE7HFiYXCLGBVkmvCLAQvCKVJqq54RsyWdf6aOiC3bskVYyRJYsjYHDotdnsqCOo0eRbGk2TYEomeFZi8yQveuuu954440pU6YEzZy5fMkS/MVjdZo6dWrIvHlI1WdMny5USYReAv/9zglvTWPlV9+eHvRh8LLFS96aEkQ1Pf7Un1544QXhE3ogIGKKja3fu1coe1UN9fUASLOzxUkgxPCHNGbIDhs2bP4KY7gxJXx5WP/fhHSVjl8bHh4VHhkTbk6lmwY8f8VK9JXPSOvXrzfGxMB4IFRJZLFYMjIyhE+oVjW7dpmNRm1+/JQXYgBEJiRbF6o4S5wcEMosxDIwWLetpn8NyrpD0mOrWyZTS/K3KyqubUVfQq+eCekq13NQyNIY0gTZi8Kbyc7IgLU5Qcx+coCVWCK7OqvAE17ztuxUcrsiVsjigIXjo1snZLglpIwYYLT5McmlMM6RS9W1eTOsJgcciiWygInCS6HJ1JIlJVXJ7Yo8RxbbkfcFBbxPS3BLyH4QTSKEFcqcxXBywKG8jyyZWsoqKFO4NIaHyJLMHQMAv59hydIY33l1kVdRTY2NWiZbbCcHHMrLyJJFXpXceFu0J8iSzJ3feHPl8mUcEL14jb9U2Hm2b9uGAU+znYf55IBDeQ1ZjKmZG0sxvmKUpZrkrRpZsqglvw2KAQavj16EsleFfSY3K0vLzI/H5IBDeQdZxKyJyWut6euVLPJKWQWyGmTuZGkMzc4skRdidCRbiNe1Sbb4TQ44lBeQJYu8zpobKlyTEBDg1iUD7iKLwyLXzJ18YYiPvbvIqygcRrDzaLaiN9fJAYfSGlmyyOvUoGCQKla6daGLW8giZ+eauWN/0HLyyKXIzJ1mV4/xnhxwKO2QRQywJnMD4gFEBQBUuqQAuZxQLMpbIbIaZO681zl0S/i8lTt2IJjWLNnSYHLAoTRCltz8UrxdEbU2lltLZSlBFkcrhFaIXzmdVgc+yNIYZ7y9yCsRgpO8nBwcoDVLtrSZHHAoLZDdsnsfggHqdkUDQWz/hdqAVfkQC7tE9uSJE1wzd2CRPbDOoTanmbrUpYsXEZyUFBVpFk1qNjngUHyRJYu8OrtdEYEVUr56JiyPbEN9PYJXfjPn2B/w+jW7dt0kwSt5P5rNrGk8OeBQHJEli7yuTltnP5NFgleyCCF5rHwpF2fIYmuSpQD4rXZGlsbQ7Jckl0IcyfU0CUraTw44FC9kt3/Rbog15m3ZKdaItl80062Vih0ie+H8ea6LWmqwP7gljPE4OiP+0SyY9srkgENxQbZgxx7wWrbH8ZptBFDpckMEYtXIkguakRAIZdbivT+4K+w/yCy1TLa8NTngUIyRJYu8urxdERUJkJVfFS5LKEUWgw32eww2/Ba11PgCf5e6cvky9h9+p/XYi8fkAL64b7u71a3GxxLZ/Movld+uCIxKRbXKWERWXAqA0znLGuwP7gpfM0n+hDJ/MZwcIJjW1dbiWyNLxaj7fZsZsn967rlonb6osp4ijLkJsmQpAGxQbAjhHTAVdgPsDPz2BxVqOXAAox3Xm3BLhSiI7eQAACXLwxDjWCE0uCk2yGK/XxAcnLdDblFiVgay48eNw5fHL1PmfYGNCuHNYHzVbLwHpoAVyLINPxrq60VkVcdaniJ7dWDVVWQDD48aBZgovJgbsbJlTVbI3Ln85rFJ6KbZzJFLARpye1HNki1sWwQDOIIJZUYic2QYC8Ar0gPVuaxHyJLLm8g8Nkm/KMLYGimdOSE5ITkVuwd5A2yFjcj7Aht3ha/ZlpLCfLSTEdIs7LHMp1++O3sWsG7ftg0bGQNcVWWl0OC+1CPbvH8/3oQYQfNGtrT2YIxOn7dlJ4llSacMdYnzHTtUCGEAggEtp0LJbxPqsiIZUbMu2MKeHDHUIIsIr2zrVuoMUa7Iri/5NDbGQCZ6eSDL+wIbFUKahdFOywsesW8go2UecTFfVtFtZIEpYLVfy4kTsjVt36eszZFO9DJHliyNwe+OHSqEt4RdSLN1Z3GwLi4sZP7bBAhBoMV8WUX3kMW+gm/X4a8gPJCtaOwwGuOpiV6GyJLckesdO9wVDpqgByGKZtc44LPzmBwgL4tty/x8NzeQRZqFZMvZj9r33XeffvV6a0ElKyfY1keuiDCvWUfVo5d77723zmN9UlFhiI7OysjYu3evUGWn8vLygoICocBZ6Ojrr7/GEaxgwwbN4mlOkwPkZTldrKEUWRyq5M8QDQwM/NPTD45/4VHP/eKfR38wddKS0ODX/vZHqgn+01MPBd7xm+fHPuuJ//73N5ctWjhx4mtUPeVRjz50770B48dr4cd+Pyz844+1TLY4TQ4gMUCyxS8xUIqsy+EdB+uT+xJ+OpvjoXs7M7PXROel6q+ezKSaiNHLiAeGn7pyTJ27L3UUFq9PMBv/cbyJarL36szEWbOwibi7vW3UimUL1rh5owtPxGlyAKTiZbmen4ntxUZMkP32gC0xLrymzEzVS+0JskdOHUxJTsjJTes61041ObQ2yNbWPGeKDZ43d3h+fr6wNTmLx+QAmUdCPMB8zoESNhkbeY5s485VRl1YR6OVqqesGtnGlj0rDTEVVVuoehnzRvb69V+VFL1qTZp56eKd6EgDZDlNDuAgrNmyithwbOQJste6s0rz4myJUZeOplNN9laHLEgFr6CWqpc3V2R7ewPTbVPzcydd+3Ewihogy2lyAMOqlit9YNuxkWpkLxxJA6xA9vrpbKrJod1FFjFAdk6qdfUqRAVUk0vzQ/a7s0PNxnnVVWNv3BhEangjy2lyANEwcjjNVvqAsLHYSB2yCAMQDDRVW6h6GbuFLHIsZFpFJXnIuqgmJeaE7JHDDxl0C5r3j5FWckWW0+QAWVZRs5U+iLCx2EgFskizzLHhp1vWUvXyVo7sni93xsXodtdXUvXKzQPZutpnkGx1dY6g6vkhy2NyADGAxssqisLGYiO3kL16MjMvVZ9r0/d2Op7JkrESZDGmFm/ZYDbFHexopJrcMltkEQOUbn4lOTHowvm7qSaYE7I8JgcQCufl5DA8+9stYWOxkXJkz7SuTYwLXxY6fdCgQeQqmtCgcdRzZOwS2Y6e1rVrkzOzbA8/Ogov/mVrrbQVRdIpkbTJ3gqR7erqf6lRo+h6uKGhv2nChP5kKzP1vbyct0iyZW/myHKaHNB4WUV7YWOxkUJkm2uSTPqwxfMm4YskNQ0VK/DYon9bfI685ZHd98/6lYYY86q4flIGJEW2fNdm1KTnWUlx3EtjURRb7a0E2dB/reBojyxIJZo0cUiiaU7ljnFismVvtshymhwgMbF319DFxmIjl8je6MnZXmBMNkUcrFmJb1HKKEZZ1IhFecsg++nuMgSv23eW4NWijCuAJh5IkQWjsFgkI65IsL1dIlvS31X/UApwKWQtlv4mDMDvvjNy+ZIF+5oel7bamyGynCYHkL0hJvb69RrYWGwkj+yVY+npybpN2bHXurPIsIq/YmtJ1tz+b7dJ7kcv0Q6R7TrXnpuXkZKccLj7gFhpjyyKQFkswv/54AMfzHlfWiO18ljWHlnihvqnPl4c/M5bdLJlb1bI8pgcQAyAHcCs4UofMsLGYiMZZI83Wc2x4fUVQitBFpiKT7CHWMb2yP7zxH5Loqlg07qTF45I6ylkyZhqj6x03KXsCbKIAcq2voxkC1EBIgRpk0MzQZbH5ABCC41X+pAXNhYbOUMWpIJXUCutHDVyGCwWJ4wfoxrZ//l6lyE66rO9FWKNaIfIUmEAFSpQVo1sX9/t2RmTc7PeuXr1NvCqDbI8JgcuXbxoTUrScllFl8LGYiN7ZBEDIBJAPAB4pPXEoEcUiWXdDQy6L3VsKS80GWMPHPlSyplob42y534YYjHP3r7tJZJsaYAsp8kBcZlHocxTV69eRZSsZMfAxmIjCtlz7WnWhEjkW8i6xEpnJrEsVenMBNljZw+lpa3OyLDiAcWZaK/EssePPWDUhzQ1PiE28UaW0+RAy4EDiDG4rvSBN9xx9Gjljh22lJTwjz7CLic0yAobi42kyLbVpZj0Yc01SSJn8kZgoHxqFr088d+PrzTElH1SLP8zrD2yVBjgMFSQ2l1kQSp4BbXSJq7IcpocQIzBe6UPpHTZGRniShywwmszsbHYiCCLMbV6S3xiXPiZ1rUUas5MAlmqUsZVxTFLFyz4Yn8NhZe97ZElNSKjGGJhsdXe7iA76N23XkKyhaiAauKHLDlws50cwMin2Uof6AL7G+HVqNcrDJexsdgIyB6uj8+16WUuKBCN3AvoEAFZqtWZr5/OLs2LS1q54rH/Gk2xJTUZOymJ8QChlkgmiiV2iSyZl73tttumvPPO1MmT8QDFhob+JjIvS6mr62f/LrW7yJIDN9vz/69cvoxjNMJitjGGM2GXA6lkSTnli3FgY7HRH5580hgdVlNmVhK8qvClo+nkHMXORrP9vCwnKxllMaxicC3b+rLML1tK7Bay5EJ2tqekaLysItnljh871tXZGbl8ufK1prGxGAjHpmULF9ZXxFGcsTI5R7Fx5yo8JukXxRYnu0S2q3OEKTa4of4pql6FFSKLELCkqIj5gVvjlT5qB27OKu5ybv1CgY3lkRB/lG7ejKPJ42PGiOkXW5NzFL89YCPFmwfZfU2PG3QLOo6OpOrVWQmyfX19mampzK8ax8iq2Uof2OUIMKp3OWws9SLrWOEdYAvaz8t6bofnKN4MyCIGqNwxzmKebZ9sqbZLZM8NXK+CmI/hKVT44rRc6QPd5WZl5eXkeLLLYWOpFFnHqrGhgRSZI0vOUazeEk8Fx15H9tqPg/Ny3srOmNzXdzvV5InlkSWTA2zXv8c4p+VKH9grsMvZL43lrrCx1AiHkkSTSXooYYtsc00Sgte2uhSqHvYushfO341kq3TzKx4mW/aWQZbH5ADCR+wDmq30QbpjcokYNpZ7ujpwo3j7daxYIYsxtSzfaE2IPNeeRjURexHZkyeGI9mqq31GrGFoZ8jymBxob2vDPqBZsnXk8GHkdm2trULZM2FjuSFsOIvZ7DCcYoLslWPpqZao4hzDte4sqkm0t5Bt3j8GydaRww+RInPbI8tpcgDZOgY8zVZ6RDCDXY5hd9hYSoWdEh/V2b7y61//esR9/2fk/UNV+9mnH18SGvLKX/8fVU8ZvQz7j3tArQYees+Qu+4KePDBQW++Pnbh/DlP/N+hI0cGcPIddwTcc8892POJHn300Q9nzpw+derDo0YJVR5r1KhRU959N2Tu3P8YNmzEiBFCLU+9+frr82YjSfXGYp31e/cidpY5PGETlO/a/FXbXnXO35Rj0Osqd5dS9fZGLyNGBJw8qYWTkwPeGzw4Y9Ik63vvHQ4MPBkQwM/vBgRMnz597YBWp6TowsNXxsWRIhNZrVZ9ZGSsTmdbs2bIkCENE1ecfD+BnzunmbNDI1eFfPzwww8LiDCSUmQvnD8vn1dilwJP1IFVicnSGGuslo6eVqrJodELxiRyMOXtdTl3Lp85s/SVV24MGvRTQABXzwoICAkJ2bx5c+66ddHh4ak2Gx6zUt769eA1JSmpuLgYxWHDhoGqn4JzOLl3fmbmEt2mJbHfTEsAGAIijIQvho3UIfuP401mU1zxlg3Kl8bQDFkkW7oVwQufeYZii5MJshlpaVFhYdlZWQQ1JsKr4TXT09KEMmdkz4WkJS+NqF4Uj8fo5ZZC9vMvquJidPhL1ctbG2RbDjxm1Iek2kaBJIotTkZHSxcvjo6IwIgokMVCttWrMWavy84WygPih+zJUJtpWVjTAotQvGWQFZfGULLIK2UNkN1d/YLZOO9Mz7D8/H6SKLZ4GIHHkldfXb50aUFBgYCVx0IMsCo+PiYqamN+vlD1L3FCtnVBsnFZWEeoVay5RZBFzIrIFfGrwkVeKXNF9tqPgws2TEy3Te3tDURRG2T7br898733lk6cGDoQyzJRYWGhMSYmPi6uaNMmoUoiHsjWLUzA+HomZK208lZAtqm1zt1FXinzQ/bK5TtsKTNKil69fv1XpEYDZM8NGZIcFFT1l7/MHjSIpF+eK3/DBiRbyatWkWTLXmyRvRGcU7bYaF0WeWV+OtXk88iSpTHcXeSVMidkv+2+zxQbXFvznLSSN7Inhw83BQc3PfEEHqMjJsiSZCtt7Vqh7EgMkb0WnJW3RJ+7RI8HVBPsw8iKS2PMmjs9wO5yqyhj/zoGRPJXtsDKkR3VvyQXfSHAhH8tOgSFhgqVrS2jwWtb6yPi04gVIjuwJFcAeqPqiQcuXOgXVd/y2GOGBQs68I0OFBUiu3jxYrzU3/72N6E8oN/+9rekiz8+9dTikJAHRoywyc6RKUQ29L/6r3wueWkuVd811Uy6CwwMnDVjhiVoEQZa6jnEvops2zf7LImmzGybuG6cFNnyXZtFTMk1MPLUKkGWXN9CJEXWYvlfTMkCbyjW7HoevJ4+9VvxaaKVIPuvJbkcI0toJruJtL7m+efN8+Z9N3SoWKMEWRFNe2RffvllS0ICki1EBUKtc7lEVoQSopBFkVR+Nz8VwWvtQrnX8Ulk6776zBAdtbu+EiCOe2msy4taP5jzPp4gvcaQsktkyTqEoJOAK3O51ehHBwfPeS3VOo0kW/Z2iSzZNQA/wHWILGBFE7kMjNTcGDSo5NVXU6dN6w0MFJ8Gu0QWmOJF8ACAUsjef//9ofPmmQyGTY6SLXu5RHbUncMmjBhDwKWQRY3lubc7Qq2GZWGtC5KlTfb2MWTFpTGki7xqgKxoeWSB6bzZ04Css9UzYeWxrENkCdB4ICJLJgcKJk68Nniw+DRiJaMsEYUshtX5c+Z8GBTkLNmyl8LAwB7Zhon9IVzV7BjjsrCToTax3pl9CdmOnlayNEbn921iJewSWQzGngcGxDLIIgxYsSz4z88/T66GdWYPkYXwFvCAICtODjj8+VcdsjnZ2boVK/4ytn/VUVGId0mrM6lGFuMr+gqbv2DokCGkLwzGYqu9fQbZ/e1fYHAt+6RY5Ey0PLKol2kl9hBZBK+PjBq1MDj4sdGj5XmFPUEWNYgKyGMgO0IyOeDQKpBNtdnAK6gl9UQkfpCnVh2yyLH0HwTPmDq18NVg6ROQpZGivX0D2eraHQheGw44PrLLIEuaZJYbIvYQWXJfOIyyqIeka7/ZWzWyA6ldf+5FiqbHHlsqmRxwaLeQRbKVvGqVPjLSYbKFJzzxxBNCwZFUINs3cKaLfub8f0NII3kOeEXgK62R+mZHtuFgTf7G7GSLWbrIK2VnyJJ6l2thwKqRJfeFs6XMuHL5DlJDVseQGWtVI0siASKEH8iN7hk6FI/xNPE5lJUjiwE7ZO7clQZDYWGhUPVzgVe2yF4YONOlalG85U/voAb14nN8GNnHx4wxx8cBWWqRV8rOkEWlEl5hdciS+8IVbJgoTbbIE3ggS4yYtfSVV1KnTUsMDERHVCtlhchuzM9HsjVn1iyZZAt9UVMKlNxCdv3E+eZl4Y0LV6GGpF/4Kz4HsaxMOHtTIzsB26gsn8LL3g6RRY18yiW1CmTP9AwzG+ftrn5hwoT+SvEJEKfAAL56223ZkyfnT5p0bfBgccZAxkqQXZedHR0e/uK4cVIiEbZKixhf0ReTnxKA7OhHHoletLQ9NEWsxJgqDqsYgNGXlGDKNzWyeGcklnVmQDnwxf2vyLAq/elLlExE6xJZEqSKQrK1OCTEZHzMvsnl6m4ukR3YKWghkL1w993JQUEVL75IJgeYIPve5MkIiB/Eh5eINCF4FcoBAXhMKmXkEllAiZd69umnkafeO/Di0qF0oB9B0iDB3r6NLCsrH2XhutpnML5+230fVa/QykdZqU8OH26eN6/xySepennLIIsYICUpyVmypUIukb0RnFOxaCXi10t2Z7q4ZT+y/VaI7I2B+8JZk2aKyZYKq0C2dfRoY0jIkYceoupd2hmyRZs2xcfFGWNiGJ5KK4/steCs/MUx2UujHZ7p4pb9yPZbCbLkvnDiTbhV211ka597zhQcfGbYMKpeiR0ii2TLEB29Kj5e+S9bSiSDbO/8zNSlUaWL4pyd6eKW/cj22yWy350dmmiaI70Jt2orR5ZMDthmzKDOHFBue2T7r1uMiLCtXi2U2ckZsudC0szLwmsWyYWnbtmPbL/lkXV4E27VVoisdHKAalJuCtmMtDTdihVsr1sU5RDZ4wNnujQvTKLqPbEf2X7LINtQ/xSSrZMnhlP1qq0EWWpyQLWlyFqTk5Fssb1uUSp7ZEEqeO0KWSOt9Nx+ZPvtEFnEAGVbX0aydeninVSTJ3aJrLrJAYcmyCLZMq9cGafXM0y27EUhi0ggcVk4ogKxhpX9yPbbHllyXzjPky17yyOrenLAodHRgtBQJFuJrJMte4nIIscqWWxAvoWsS4oaK9/UyA4ZMmROaNBHkYt4G73cfXeAwSA4NmZIxPLZuohxBsMgsZKVJ00KeDIgwODIuueeiwgOjhk2jKpX7acDAia/887cDz98h79+85vfLH38JcPTb+gmz46aGWx49k085mH0AjAERBiJGbJ///vfIyIiDPyFXiZMmEAe66OjIz7+ODoqihSZa/78+VOmTBEKEunCwyPDwmJjY4UyC82YMQPdCQXOwgYUviymH8Fe6AVgCIgwEjNkvaK21tauzk6hoJWqKivzc3O1WfnaL3v5NrJeEWBleLcCv9yVH1m/fEx+ZP3yMfmR9cvH5EfWLx+TH1m/fEx+ZP3yMfmR9cvH5EfWLx+TH1m/fEx+ZP3yMfmR9cvH5EfWL5/STz/9f1ZDlJK543h0AAAAAElFTkSuQmCC)**

**Input:** nums = [[1,2,3,4,5],[6,7],[8],[9,10,11],[12,13,14,15,16]]

**Output:** [1,6,2,8,7,3,9,4,12,10,5,13,11,14,15,16]

**Example 3:**

**Input:** nums = [[1,2,3],[4],[5,6,7],[8],[9,10,11]]

**Output:** [1,4,2,5,3,8,6,9,7,10,11]

**Example 4:**

**Input:** nums = [[1,2,3,4,5,6]]

**Output:** [1,2,3,4,5,6]

**Constraints:**

* 1 <= nums.length <= 10^5
* 1 <= nums[i].length <= 10^5
* 1 <= nums[i][j] <= 10^9
* There at most 10^5 elements in nums.

### Analysis:

This is an continuous array, every time you move down one row, starts with column 0 and move up one row one step, adding column by one, if that row has enough columns on specific column then output otherwise skip it.

However there is an issue here, the matrix is very big, so we cannot waste our time on non-existing cells, in this case there are two ways to do so, one is a little bit easy, you iterate original array, and store all the cells by the row+col in first come last out manner in a new matrix, and output that matrix, but it will cause extra memory. Another way is that you record all rows with remaining columns not iterated and every time you revisit the rows.

/// <summary>

/// Leet code #1424. Diagonal Traverse II

///

/// Medium

///

/// Given a list of lists of integers, nums, return all elements of nums

/// in diagonal order as shown in the below images.

///

/// Example 1:

/// Input: nums = [[1,2,3],[4,5,6],[7,8,9]]

/// Output: [1,4,2,7,5,3,8,6,9]

///

/// Example 2:

/// Input: nums = [[1,2,3,4,5],[6,7],[8],[9,10,11],[12,13,14,15,16]]

/// Output: [1,6,2,8,7,3,9,4,12,10,5,13,11,14,15,16]

///

/// Example 3:

/// Input: nums = [[1,2,3],[4],[5,6,7],[8],[9,10,11]]

/// Output: [1,4,2,5,3,8,6,9,7,10,11]

///

/// Example 4:

/// Input: nums = [[1,2,3,4,5,6]]

/// Output: [1,2,3,4,5,6]

///

/// Constraints:

/// 1. 1 <= nums.length <= 10^5

/// 2. 1 <= nums[i].length <= 10^5

/// 3. 1 <= nums[i][j] <= 10^9

/// 4. There at most 10^5 elements in nums.

/// </summary>

vector<int> LeetCodeArray::findDiagonalOrder(vector<vector<int>>& nums)

{

map<int, int> index\_map;

for (int i = 0; i < (int)nums.size(); i++) index\_map[0 - i] = 0;

int index = 0;

vector<int> result;

while (!index\_map.empty())

{

auto pos = index\_map.lower\_bound(index);

while (pos != index\_map.end())

{

int row = 0 - pos->first;

result.push\_back(nums[row][pos->second]);

pos->second++;

auto temp = pos;

pos++;

if (temp->second >= (int)nums[row].size()) index\_map.erase(temp);

}

index--;

}

return result;

}

## 1036. Escape a Large Maze

Hard

In a 1 million by 1 million grid, the coordinates of each grid square are (x, y) with 0 <= x, y < 10^6.

We start at the source square and want to reach the target square.  Each move, we can walk to a 4-directionally adjacent square in the grid that isn't in the given list of blocked squares.

Return true if and only if it is possible to reach the target square through a sequence of moves.

**Example 1:**

**Input:** blocked = [[0,1],[1,0]], source = [0,0], target = [0,2]

**Output:** false

**Explanation:**

The target square is inaccessible starting from the source square, because we can't walk outside the grid.

**Example 2:**

**Input:** blocked = [], source = [0,0], target = [999999,999999]

**Output:** true

**Explanation:**

Because there are no blocked cells, it's possible to reach the target square.

**Note:**

1. 0 <= blocked.length <= 200
2. blocked[i].length == 2
3. 0 <= blocked[i][j] < 10^6
4. source.length == target.length == 2
5. 0 <= source[i][j], target[i][j] < 10^6
6. source != target

### Analysis:

This is a typical sparse matrix traverse. We first need to compress the matrix, we sort all the coordinates in X and in Y directions, if they are not adjacent to each other we insert a blank one. This including the source and destination coordinates. In this case the matrix is compressed, we traverse in a maximum 200 \* 200 matrix.

/// <summary>

/// Leet code #1036. Escape a Large Maze

///

/// In a 1 million by 1 million grid, the coordinates of each grid square are

/// (x, y) with 0 <= x, y < 10^6.

///

/// We start at the source square and want to reach the target square.

/// Each move, we can walk to a 4-directionally adjacent square in the grid

/// that isn't in the given list of blocked squares.

///

/// Return true if and only if it is possible to reach the target square

/// through a sequence of moves.

///

/// Example 1:

///

/// Input: blocked = [[0,1],[1,0]], source = [0,0], target = [0,2]

/// Output: false

/// Explanation:

/// The target square is inaccessible starting from the source square, because

/// we can't walk outside the grid.

///

/// Example 2:

///

/// Input: blocked = [], source = [0,0], target = [999999,999999]

/// Output: true

/// Explanation:

/// Because there are no blocked cells, it's possible to reach the target square.

///

/// Note:

/// 1. 0 <= blocked.length <= 200

/// 2. blocked[i].length == 2

/// 3. 0 <= blocked[i][j] < 10^6

/// 4. source.length == target.length == 2

/// 5. 0 <= source[i][j], target[i][j] < 10^6

/// 6. source != target

/// </summary>

bool LeetCode::isEscapePossible(vector<vector<int>>& blocked, vector<int>& source, vector<int>& target)

{

    unordered\_map<int, int> row\_map, col\_map;

    vector<int> row, col;

    for (size\_t i = 0; i < blocked.size(); i++)

    {

        row.push\_back(blocked[i][0]);

        col.push\_back(blocked[i][1]);

    }

    row.push\_back(source[0]);

    col.push\_back(source[1]);

    row.push\_back(target[0]);

    col.push\_back(target[1]);

    sort(row.begin(), row.end());

    sort(col.begin(), col.end());

    int row\_id = 0;

    int col\_id = 0;

    for (size\_t i = 0; i < row.size(); i++)

    {

        if (i == 0)

        {

            if (row[0] > 0) row\_id++;

            if (col[0] > 0) col\_id++;

        }

        else

        {

            if (row[i] == row[i - 1] + 1)

            {

                row\_id++;

            }

            else if (row[i] > row[i - 1] + 1)

            {

                row\_id += 2;

            }

            if (col[i] == col[i - 1] + 1)

            {

                col\_id++;

            }

            else if (col[i] > col[i - 1] + 1)

            {

                col\_id += 2;

            }

        }

        row\_map[row[i]] = row\_id;

        col\_map[col[i]] = col\_id;

    }

    if (row[row.size()-1] < 999999) row\_id++;

    if (col[col.size() - 1] < 999999) col\_id++;

    vector<vector<int>> grid(row\_id + 1, vector<int>(col\_id + 1));

    for (size\_t i = 0; i < blocked.size(); i++)

    {

        grid[row\_map[blocked[i][0]]][col\_map[blocked[i][1]]] = 1;

    }

    int x = row\_map[source[0]];

    int y = col\_map[source[1]];

    grid[row\_map[target[0]]][col\_map[target[1]]] = 2;

    vector<vector<int>> directions = { {-1, 0}, {0, -1}, {1, 0}, {0, 1} };

    queue<vector<int>> search;

    search.push({ x, y });

    grid[x][y] = 1;

    while (!search.empty())

    {

        vector<int> pos = search.front();

        if (grid[pos[0]][pos[1]] == 2) return true;

        search.pop();

        for (int d = 0; d < 4; d++)

        {

            vector<int> next\_pos = pos;

            next\_pos[0] += directions[d][0];

            next\_pos[1] += directions[d][1];

            if (next\_pos[0] < 0 || next\_pos[0] > row\_id || next\_pos[1] < 0 || next\_pos[1] > col\_id)

            {

                continue;

            }

            if (grid[next\_pos[0]][next\_pos[1]] == 1)

            {

                continue;

            }

            if (grid[next\_pos[0]][next\_pos[1]] == 0) grid[next\_pos[0]][next\_pos[1]] = 1;

            search.push(next\_pos);

        }

    }

    return false;

}

## 1001. Grid Illumination

Hard

On a N x N grid of cells, each cell (x, y) with 0 <= x < N and 0 <= y < N has a lamp.

Initially, some number of lamps are on.  lamps[i] tells us the location of the i-th lamp that is on.  Each lamp that is on illuminates every square on its x-axis, y-axis, and both diagonals (similar to a Queen in chess).

For the i-th query queries[i] = (x, y), the answer to the query is 1 if the cell (x, y) is illuminated, else 0.

After each query (x, y) [in the order given by queries], we turn off any lamps that are at cell (x, y) or are adjacent 8-directionally (ie., share a corner or edge with cell (x, y).)

Return an array of answers.  Each value answer[i] should be equal to the answer of the i-th query queries[i].

**Example 1:**

**Input:** N = 5, lamps = [[0,0],[4,4]], queries = [[1,1],[1,0]]

**Output:** [1,0]

**Explanation:**

Before performing the first query we have both lamps [0,0] and [4,4] on.

The grid representing which cells are lit looks like this, where [0,0] is the top left corner, and [4,4] is the bottom right corner:

1 1 1 1 1

1 1 0 0 1

1 0 1 0 1

1 0 0 1 1

1 1 1 1 1

Then the query at [1, 1] returns 1 because the cell is lit. After this query, the lamp at [0, 0] turns off, and the grid now looks like this:

1 0 0 0 1

0 1 0 0 1

0 0 1 0 1

0 0 0 1 1

1 1 1 1 1

Before performing the second query we have only the lamp [4,4] on. Now the query at [1,0] returns 0, because the cell is no longer lit.

**Note:**

1. 1 <= N <= 10^9
2. 0 <= lamps.length <= 20000
3. 0 <= queries.length <= 20000
4. lamps[i].length == queries[i].length == 2

### Analysis:

For this problem, we need to check row, column and two diagonal lines, the row and column is straight forward, the diagonal line is based on the row + col and row -col which should be a constant.

/// <summary>

/// Leet code #1001. Grid Illumination

///

/// On a N x N grid of cells, each cell (x, y) with 0 <= x < N and

/// 0 <= y < N has a lamp.

/// Initially, some number of lamps are on.  lamps[i] tells us the

/// location of the i-th lamp that is on.  Each lamp that is on

/// illuminates every square on its x-axis, y-axis, and both diagonals

/// (similar to a Queen in chess).

/// For the i-th query queries[i] = (x, y), the answer to the query is 1

/// if the cell (x, y) is illuminated, else 0.

/// After each query (x, y) [in the order given by queries], we turn off

/// any lamps that are at cell (x, y) or are adjacent 8-directionally

/// (ie., share a corner or edge with cell (x, y).)

/// Return an array of answers.  Each value answer[i] should be equal

/// to the answer of the i-th query queries[i].

///

/// Example 1:

/// Input: N = 5, lamps = [[0,0],[4,4]], queries = [[1,1],[1,0]]

/// Output: [1,0]

/// Explanation:

/// Before performing the first query we have both lamps [0,0] and [4,4]

/// on.

/// The grid representing which cells are lit looks like this, where [0,0]

/// is the top left corner, and [4,4] is the bottom right corner:

/// 1 1 1 1 1

/// 1 1 0 0 1

/// 1 0 1 0 1

/// 1 0 0 1 1

/// 1 1 1 1 1

/// Then the query at [1, 1] returns 1 because the cell is lit.  After

/// this query, the lamp at [0, 0] turns off, and the grid now looks

/// like this:

/// 1 0 0 0 1

/// 0 1 0 0 1

/// 0 0 1 0 1

/// 0 0 0 1 1

/// 1 1 1 1 1

/// Before performing the second query we have only the lamp [4,4] on.

/// Now the query at [1,0] returns 0, because the cell is no longer lit.

///

/// Note:

/// 1. 1 <= N <= 10^9

/// 2. 0 <= lamps.length <= 20000

/// 3. 0 <= queries.length <= 20000

/// 4. lamps[i].length == queries[i].length == 2

/// </summary>

vector<int> LeetCodeArray::gridIllumination(int N, vector<vector<int>>& lamps, vector<vector<int>>& queries)

{

    unordered\_map<int, int> row\_map, col\_map, diag\_map, a\_diag\_map;

    unordered\_map<int, unordered\_set<int>> lamp\_map;

    vector<int> result;

    for (size\_t i = 0; i < lamps.size(); i++)

    {

        row\_map[lamps[i][0]]++;

        col\_map[lamps[i][1]]++;

        diag\_map[lamps[i][0] + lamps[i][1]]++;

        a\_diag\_map[lamps[i][0] - lamps[i][1]]++;

        lamp\_map[lamps[i][0]].insert(lamps[i][1]);

    }

    for (size\_t i = 0; i < queries.size(); i++)

    {

        if (row\_map[queries[i][0]] > 0 || col\_map[queries[i][1]] > 0 ||

            diag\_map[queries[i][0] + queries[i][1]] > 0 ||

            a\_diag\_map[queries[i][0] - queries[i][1]] > 0)

        {

            result.push\_back(1);

        }

        else

        {

            result.push\_back(0);

        }

        for (int row = queries[i][0] - 1; row < queries[i][0] + 2; row++)

        {

            if (row < 0 || row >= N) continue;

            for (int col = queries[i][1] - 1; col < queries[i][1] + 2; col++)

            {

                if (col < 0 || col >= N) continue;

                if (lamp\_map[row].count(col) == 0) continue;

                lamp\_map[row].erase(col);

                row\_map[row]--;

                col\_map[col]--;

                diag\_map[row + col]--;

                a\_diag\_map[row - col]--;

            }

        }

    }

    return result;

}

## 950. Reveal Cards In Increasing Order

Medium

In a deck of cards, every card has a unique integer.  You can order the deck in any order you want.

Initially, all the cards start face down (unrevealed) in one deck.

Now, you do the following steps repeatedly, until all cards are revealed:

1. Take the top card of the deck, reveal it, and take it out of the deck.
2. If there are still cards in the deck, put the next top card of the deck at the bottom of the deck.
3. If there are still unrevealed cards, go back to step 1.  Otherwise, stop.

Return an ordering of the deck that would reveal the cards in **increasing order.**

The first entry in the answer is considered to be the top of the deck.

**Example 1:**

**Input:** [17,13,11,2,3,5,7]

**Output:** [2,13,3,11,5,17,7]

**Explanation:**

We get the deck in the order [17,13,11,2,3,5,7] (this order doesn't matter), and reorder it.

After reordering, the deck starts as [2,13,3,11,5,17,7], where 2 is the top of the deck.

We reveal 2, and move 13 to the bottom. The deck is now [3,11,5,17,7,13].

We reveal 3, and move 11 to the bottom. The deck is now [5,17,7,13,11].

We reveal 5, and move 17 to the bottom. The deck is now [7,13,11,17].

We reveal 7, and move 13 to the bottom. The deck is now [11,17,13].

We reveal 11, and move 17 to the bottom. The deck is now [13,17].

We reveal 13, and move 17 to the bottom. The deck is now [17].

We reveal 17.

Since all the cards revealed are in increasing order, the answer is correct.

**Note:**

1. 1 <= A.length <= 1000
2. 1 <= A[i] <= 10^6
3. A[i] != A[j] for all i != j

### Analysis:

We can simulate the movement for the cards, at very beginning we put id 0 to N in a deque, and simulate how to reveal it and move it, we will get a sequence of the id list, so we know which card will be revealed in sequence. Finally, we put the card in order of the id list.

/// <summary>

/// Leet code #950. Reveal Cards In Increasing Order

///

/// In a deck of cards, every card has a unique integer.  You can order

/// the deck in any order you want.

///

/// Initially, all the cards start face down (unrevealed) in one deck.

///

/// Now, you do the following steps repeatedly, until all cards are

/// revealed:

///

/// Take the top card of the deck, reveal it, and take it out of the deck.

/// If there are still cards in the deck, put the next top card of the

/// deck at the bottom of the deck.

/// If there are still unrevealed cards, go back to step 1.  Otherwise,

/// stop.

/// Return an ordering of the deck that would reveal the cards in

/// increasing order.

///

/// The first entry in the answer is considered to be the top of the deck.

///

///

///

/// Example 1:

///

/// Input: [17,13,11,2,3,5,7]

/// Output: [2,13,3,11,5,17,7]

/// Explanation:

/// We get the deck in the order [17,13,11,2,3,5,7] (this order doesn't

/// matter), and reorder it.

/// After reordering, the deck starts as [2,13,3,11,5,17,7], where 2 is

/// the top of the deck.

/// We reveal 2, and move 13 to the bottom.  The deck is now

/// [3,11,5,17,7,13].

/// We reveal 3, and move 11 to the bottom.  The deck is now

/// [5,17,7,13,11].

/// We reveal 5, and move 17 to the bottom.  The deck is now [7,13,11,17].

/// We reveal 7, and move 13 to the bottom.  The deck is now [11,17,13].

/// We reveal 11, and move 17 to the bottom.  The deck is now [13,17].

/// We reveal 13, and move 17 to the bottom.  The deck is now [17].

/// We reveal 17.

/// Since all the cards revealed are in increasing order, the answer is

/// correct.

///

///

/// Note:

/// 1. 1 <= A.length <= 1000

/// 2. 1 <= A[i] <= 10^6

/// 3. A[i] != A[j] for all i != j

/// </summary>

vector<int> LeetCodeArray::deckRevealedIncreasing(vector<int>& deck)

{

    vector<int> index;

    sort(deck.begin(), deck.end());

    queue<int> search;

    for (size\_t i = 0; i < deck.size(); i++) search.push(i);

    while (!search.empty())

    {

        index.push\_back(search.front());

        search.pop();

        if (!search.empty())

        {

            search.push(search.front());

            search.pop();

        }

    }

    vector<int> result(deck.size());

    for (size\_t i = 0; i < result.size(); i++)

    {

        result[index[i]] = deck[i];

    }

    return result;

}

## 779. K-th Symbol in Grammar

Medium

On the first row, we write a 0. Now in every subsequent row, we look at the previous row and replace each occurrence of 0 with 01, and each occurrence of 1 with 10.

Given row N and index K, return the K-th indexed symbol in row N. (The values of K are 1-indexed.) (1 indexed).

**Examples:**

**Input:** N = 1, K = 1

**Output:** 0

**Input:** N = 2, K = 1

**Output:** 0

**Input:** N = 2, K = 2

**Output:** 1

**Input:** N = 4, K = 5

**Output:** 1

**Explanation:**

row 1: 0

row 2: 01

row 3: 0110

row 4: 01101001

**Note:**

1. N will be an integer in the range [1, 30].
2. K will be an integer in the range [1, 2^(N-1)].

### Analysis:

Starting from row N, if it is less than the size of N-1, me move to N-1 row, otherwise, we count inverse once, and move to N-1 row and deduct size of N-1 row.

/// <summary>

/// Leetcode #779. K-th Symbol in Grammar

///

/// On the first row, we write a 0. Now in every subsequent row, we look

/// at the previous row and replace each occurrence of 0 with 01, and each

/// occurrence of 1 with 10.

///

/// Given row N and index K, return the K-th indexed symbol in row N.

/// (The values of K are 1-indexed.) (1 indexed).

///

/// Examples:

/// Input: N = 1, K = 1

/// Output: 0

///

/// Input: N = 2, K = 1

/// Output: 0

///

/// Input: N = 2, K = 2

/// Output: 1

///

/// Input: N = 4, K = 5

/// Output: 1

///

/// Explanation:

/// row 1: 0

/// row 2: 01

/// row 3: 0110

/// row 4: 01101001

/// row 5: 0110100110010110

/// Note:

/// 1. N will be an integer in the range [1, 30].

/// 2. K will be an integer in the range [1, 2^(N-1)].

/// </summary>

int LeetCode::kthGrammar(int N, int K)

{

    int length = (int)pow(2, N - 1);

    int index = K - 1;

    int result = 0;

    while (N > 1)

    {

        int half = length / 2;

        if (index >= length / 2)

        {

            index = index - length / 2;

            result ^= 1;

        }

        length /= 2;

        N--;

    }

    return result;

}