# LeetCode Day 40 From Center and Spread

For some DP problem, we try to find the best answer within of a one dimension array, we should think from small to big, first try to find the answer on every element or every two adjacent elements, the expand the window to one more or two more by adding the neighbor on the left and on the right, keep on growing the window to the whole array. When we are resolve a bigger window, which is not with two adjacent elements, we can always assume the smaller window within the big one is always resolved.

Sometimes, to resolve a window, we need a cursor move from the left end of the window to the right end of the window.

It is quite interesting that most of such problem has at least second solution, for example a divide and conquer based on backtracking with memorization. The idea is also simple, you divide the whole array into left window and right window, at very beginning you do not know the answer from left or from right, but you can recursively solve them. For a repeated window use the answer from the cache.

## 5. Longest Palindromic Substring

Medium

Given a string **s**, find the longest palindromic substring in **s**. You may assume that the maximum length of **s** is 1000.

**Example 1:**

**Input:** "babad"

**Output:** "bab"

**Note:** "aba" is also a valid answer.

**Example 2:**

**Input:** "cbbd"

**Output:** "bb"

### Analysis

We have a two dimension matrix dp[i][j], i < j, which indicate from the index i to j, including the substring is palindromic or not.

/// <summary>

/// Leet Code 5. Longest Palindromic Substring

///

/// Medium

///

/// Given a string s, return the longest palindromic substring in s.

///

/// Example 1:

/// Input: s = "babad"

/// Output: "bab"

/// Explanation: "aba" is also a valid answer.

///

/// Example 2:

/// Input: s = "cbbd"

/// Output: "bb"

///

/// Constraints:

/// 1. 1 <= s.length <= 1000

/// 2. s consist of only digits and English letters.

/// </summary>

string LeetCodeDP::longestPalindrome(string s)

{

string result;

size\_t n = s.size();

vector<vector<int>> dp(n, vector<int>(n));

for (size\_t j = 0; j < n; j++)

{

for (size\_t i = 0; i <= j; i++)

{

if (s[i] == s[j])

{

if ((j - i <= 2) || (dp[i + 1][j - 1] == 1))

{

dp[i][j] = 1;

if ((j - i + 1) > result.size())

{

result = s.substr(i, j - i + 1);

}

}

}

}

}

return result;

}

## 375. Guess Number Higher or Lower II

Medium

We are playing the Guess Game. The game is as follows:

I pick a number from **1** to **n**. You have to guess which number I picked.

Every time you guess wrong, I'll tell you whether the number I picked is higher or lower.

However, when you guess a particular number x, and you guess wrong, you pay **$x**. You win the game when you guess the number I picked.

**Example:**

n = 10, I pick 8.

First round: You guess 5, I tell you that it's higher. You pay $5.

Second round: You guess 7, I tell you that it's higher. You pay $7.

Third round: You guess 9, I tell you that it's lower. You pay $9.

Game over. 8 is the number I picked.

You end up paying $5 + $7 + $9 = $21.

Given a particular **n ≥ 1**, find out how much money you need to have to guarantee a **win**.

### Analysis

The cost to pick any specific number is the cost of the number itself, plus the maximum of upper window and lower window. Starting from a single number and build the 2D matrix

/// <summary>

/// Leet code #375. Guess Number Higher or Lower II

///

/// We are playing the Guess Game. The game is as follows:

/// I pick a number from 1 to n. You have to guess which number I picked.

/// Every time you guess wrong, I'll tell you whether the number I picked

/// is higher or lower.

/// However, when you guess a particular number x, and you guess wrong,

/// you pay $x.

/// You win the game when you guess the number I picked.

/// Example:

/// n = 10, I pick 8.

/// First round: You guess 5, I tell you that it's higher. You pay $5.

/// Second round: You guess 7, I tell you that it's higher. You pay $7.

/// Third round: You guess 9, I tell you that it's lower. You pay $9.

/// Game over. 8 is the number I picked.

/// You end up paying $5 + $7 + $9 = $21.

/// Given a particular n ≥ 1, find out how much money you need to have to

/// guarantee a win.

/// </summary>

int LeetCodeDP::getMoneyAmount(int n)

{

vector<vector<int>> matrix(n, vector<int>(n));

for (int step = 0; step < n; step++)

{

for (int i = 0; i < n; i++)

{

if (step == 0)

{

matrix[i][i + step] = 0;

}

else if ((step == 1) && (i + step < n))

{

matrix[i][i + step] = i + 1;

}

else if (i + step < n)

{

int min\_value = INT\_MAX;

for (int k = i + 1; k < i + step; k++)

{

int left = matrix[i][k - 1];

int right = matrix[k + 1][i + step];

int value = max(left, right) + k + 1;

min\_value = min(min\_value, value);

}

matrix[i][i + step] = min\_value;

}

else

{

break;

}

}

}

return matrix[0][n - 1];

}

## 486. Predict the Winner

Medium

Given an array of scores that are non-negative integers. Player 1 picks one of the numbers from either end of the array followed by the player 2 and then player 1 and so on. Each time a player picks a number, that number will not be available for the next player. This continues until all the scores have been chosen. The player with the maximum score wins.

Given an array of scores, predict whether player 1 is the winner. You can assume each player plays to maximize his score.

**Example 1:**

**Input:** [1, 5, 2]

**Output:** False

**Explanation:** Initially, player 1 can choose between 1 and 2.   
If he chooses 2 (or 1), then player 2 can choose from 1 (or 2) and 5. If player 2 chooses 5, then player 1 will be left with 1 (or 2).   
So, final score of player 1 is 1 + 2 = 3, and player 2 is 5.   
Hence, player 1 will never be the winner and you need to return False.

**Example 2:**

**Input:** [1, 5, 233, 7]

**Output:** True

**Explanation:** Player 1 first chooses 1. Then player 2 have to choose between 5 and 7. No matter which number player 2 choose, player 1 can choose 233.  
Finally, player 1 has more score (234) than player 2 (12), so you need to return True representing player1 can win.

**Note:**

1. 1 <= length of the array <= 20.
2. Any scores in the given array are non-negative integers and will not exceed 10,000,000.
3. If the scores of both players are equal, then player 1 is still the winner.

### Analysis

For any one stone you know the winner, then how about 2, 3,.., n-1, n? At every window you will have a maximum stones for the winner and the remaining for the loser, with one more stone, the winner and loser can change.

/// <summary>

/// Leet code #486. Predict the Winner

///

/// Given an array of scores that are non-negative integers. Player 1 picks

/// one of the numbers from either end of the array followed by the player 2

/// and then player 1 and so on. Each time a player picks a number, that

/// number will not be available for the next player. This continues until

/// all the scores have been chosen. The player with the maximum score wins.

///

/// Given an array of scores, predict whether player 1 is the winner. You

/// can assume each player plays to maximize his score.

///

/// Example 1:

/// Input: [1, 5, 2]

/// Output: False

/// Explanation: Initially, player 1 can choose between 1 and 2.

/// If he chooses 2 (or 1), then player 2 can choose from 1 (or 2) and 5.

/// If player 2 chooses 5, then player 1 will be left with 1 (or 2).

/// So, final score of player 1 is 1 + 2 = 3, and player 2 is 5.

/// Hence, player 1 will never be the winner and you need to return False.

///

/// Example 2:

/// Input: [1, 5, 233, 7]

/// Output: True

/// Explanation: Player 1 first chooses 1. Then player 2 have to choose

/// between 5 and 7. No matter which number player 2 choose, player 1 can

/// choose 233.

/// Finally, player 1 has more score (234) than player 2 (12), so you need

/// to return True representing player1 can win.

///

/// Note:

/// 1.1 <= length of the array <= 20.

/// 2.Any scores in the given array are non-negative integers and will not

/// exceed 10,000,000.

/// 3.If the scores of both players are equal, then player 1 is still the winner.

/// </summary>

bool LeetCode::predictTheWinner(vector<int>& nums)

{

if (nums.empty()) return true;

vector<vector<pair<int, int>>> sum(nums.size(), vector<pair<int, int>>(nums.size()));

for (size\_t step = 0; step < nums.size(); step++)

{

for (size\_t i = 0; i < nums.size(); i++)

{

int first; // winner stone

int second; // loser stone

if (step == 0)

{

first = nums[i];

second = 0;

sum[i][i + step] = make\_pair(first, second);

}

else if (i + step < nums.size())

{

first = max(nums[i] + sum[i + 1][i + step].second, nums[i + step] + sum[i][i + step - 1].second);

second = nums[i] + sum[i + 1][i + step].first + sum[i + 1][i + step].second - first;

sum[i][i + step] = make\_pair(first, second);

}

}

}

return (sum[0][nums.size() - 1].first >= sum[0][nums.size() - 1].second);

}

## 516. Longest Palindromic Subsequence

Medium

Given a string s, find the longest palindromic subsequence's length in s. You may assume that the maximum length of s is 1000.

**Example 1:**  
Input:

"bbbab"

Output:

4

One possible longest palindromic subsequence is "bbbb".

**Example 2:**  
Input:

"cbbd"

Output:

2

One possible longest palindromic subsequence is "bb".

### Analysis

Starting from length of 1, then 2, 3…n, expanding the window. On any window, if left edge is equal to the right edge, it is 2 + f(inner string), or it is max(f(left part), f(right part)

/// <summary>

/// Leet code #516. Longest Palindromic Subsequence

///

/// Given a string s, find the longest palindromic subsequence's length in s. You may

/// assume that the maximum length of s is 1000.

///

/// Example 1:

/// Input:

/// "bbbab"

/// Output: 4

/// One possible longest palindromic subsequence is "bbbb".

///

/// Example 2:

/// Input:

/// "cbbd"

/// Output: 2

/// One possible longest palindromic subsequence is "bb".

/// </summary>

int LeetCode::longestPalindromeSubseq(string s)

{

int n = s.size();

vector<vector<int>> matrix(n, vector<int>(n));

for (int step = 0; step < n; step++)

{

for (int i = 0; i < n; i++)

{

if (step == 0)

{

matrix[i][i + step] = 1;

}

else if ((step == 1) && (i + step < n))

{

matrix[i][i + step] = (s[i] == s[i + step]) ? 2 : 1;

}

else if (i + step < n)

{

int max\_value = INT\_MIN;

if (s[i] == s[i + step])

{

max\_value = max(max\_value, 2 + matrix[i + 1][i + step - 1]);

}

max\_value = max(max\_value, matrix[i + 1][i + step]);

max\_value = max(max\_value, matrix[i][i + step - 1]);

matrix[i][i + step] = max\_value;

}

else

{

break;

}

}

}

return matrix[0][n - 1];

}

### Another Solution

If you do sequence match the string to the reverse string, it also works.

## 647. Palindromic Substrings

Medium

Given a string, your task is to count how many palindromic substrings in this string.

The substrings with different start indexes or end indexes are counted as different substrings even they consist of same characters.

**Example 1:**

**Input:** "abc"

**Output:** 3

**Explanation:** Three palindromic strings: "a", "b", "c".

**Example 2:**

**Input:** "aaa"

**Output:** 6

**Explanation:** Six palindromic strings: "a", "a", "a", "aa", "aa", "aaa".

**Note:**

1. The input string length won't exceed 1000.

### Analysis

We can start the window with one letter, then 2 letters then 3, check the palindromic substring and count.

/// <summary>

/// Leetcode #647. Palindromic Substrings

///

/// Given a string, your task is to count how many palindromic substrings

/// in this string.

/// The substrings with different start indexes or end indexes are counted

/// as different substrings even they consist of same characters.

/// Example 1:

/// Input: "abc"

/// Output: 3

/// Explanation: Three palindromic strings: "a", "b", "c".

///

/// Example 2:

/// Input: "aaa"

/// Output: 6

/// Explanation: Six palindromic strings: "a", "a", "a", "aa", "aa", "aaa".

///

/// Note:

/// The input string length won't exceed 1000.

/// </summary>

int LeetCode::countSubstrings(string s)

{

int n = s.size();

int result = 0;

vector<vector<bool>> dp(n, vector<bool>(n, false));

for (size\_t k = 0; k < s.size(); k++)

{

for (size\_t i = 0; i < s.size(); i++)

{

if (i + k >= s.size()) break;

if (k == 0)

{

dp[i][i] = true;

result++;

}

else if (s[i] == s[i + k])

{

if ((k == 1) || (dp[i + 1][i + k - 1]))

{

dp[i][i + k] = true;

result++;

}

}

}

}

return result;

}

### Another Solution

You can also consider sequence match with the reverse string, and count the whole match, until its original position.

## 1039. Minimum Score Triangulation of Polygon

Medium

Given N, consider a convex N-sided polygon with vertices labelled A[0], A[i], ..., A[N-1] in clockwise order.

Suppose you triangulate the polygon into N-2 triangles.  For each triangle, the value of that triangle is the **product** of the labels of the vertices, and the *total score* of the triangulation is the sum of these values over all N-2 triangles in the triangulation.

Return the smallest possible total score that you can achieve with some triangulation of the polygon.

**Example 1:**

**Input:** [1,2,3]

**Output:** 6

**Explanation:** The polygon is already triangulated, and the score of the only triangle is 6.

**Example 2:**

![A black background with a black square

Description automatically generated with medium confidence](data:image/png;base64,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)

**Input:** [3,7,4,5]

**Output:** 144

**Explanation:** There are two triangulations, with possible scores: 3\*7\*5 + 4\*5\*7 = 245, or 3\*4\*5 + 3\*4\*7 = 144. The minimum score is 144.

**Example 3:**

**Input:** [1,3,1,4,1,5]

**Output:** 13

**Explanation:** The minimum score triangulation has score 1\*1\*3 + 1\*1\*4 + 1\*1\*5 + 1\*1\*1 = 13.

**Note:**

1. 3 <= A.length <= 50
2. 1 <= A[i] <= 100

### Analysis

We can always start with adjacent 3 points, calculate the score, then expand to adjacent 4 points, and move the cursor between the second point and the third point and calculate the triangles with different scenarios.
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/// <summary>

/// Leet code #1039. Minimum Score Triangulation of Polygon

///

/// Given N, consider a convex N-sided polygon with vertices labelled

/// A[0], A[i], ..., A[N-1] in clockwise order.

///

/// Suppose you triangulate the polygon into N-2 triangles. For each

/// triangle, the value of that triangle is the product of the labels

/// of the vertices, and the total score of the triangulation is the

/// sum of these values over all N-2 triangles in the triangulation.

///

/// Return the smallest possible total score that you can achieve with some

/// triangulation of the polygon.

///

/// Example 1:

///

/// Input: [1,2,3]

/// Output: 6

/// Explanation: The polygon is already triangulated, and the score of the

/// only triangle is 6.

///

/// Example 2:

///

/// Input: [3,7,4,5]

/// Output: 144

/// Explanation: There are two triangulations, with possible scores: 3\*7\*5 +

/// 4\*5\*7 = 245, or 3\*4\*5 + 3\*4\*7 = 144. The minimum score is 144.

///

/// Example 3:

///

/// Input: [1,3,1,4,1,5]

/// Output: 13

/// Explanation: The minimum score triangulation has score 1\*1\*3 + 1\*1\*4 +

/// 1\*1\*5 + 1\*1\*1 = 13.

///

///

/// Note:

///

/// 1. 3 <= A.length <= 50

/// 2. 1 <= A[i] <= 100

/// </summary>

int LeetCode::minScoreTriangulation(vector<int>& A)

{

vector<vector<int>> dp(A.size(), vector<int>(A.size()));

for (size\_t k = 2; k < A.size(); k++)

{

for (size\_t i = 0; i < A.size(); i++)

{

size\_t j = i + k;

if (j >= A.size()) break;

for (size\_t m = i + 1; m < j; m++)

{

if (dp[i][j] == 0)

{

dp[i][j] = dp[i][m] + A[i] \* A[m] \* A[j] + dp[m][j];

}

else

{

dp[i][j] = min(dp[i][j], dp[i][m] + A[i] \* A[m] \* A[j] + dp[m][j]);

}

}

}

}

return dp[0][A.size() - 1];

}

### Another Solution

Please notice the DP with from center and spread pattern can also be resolve by backtracking, with memorization.

#### **Top-Down Solution**

• Fix one side of the polygon i, j and move k within (i, j).  
• Calculate score of the i, k, j "orange" triangle.  
• Add the score of the "green" polygon i, k using recursion.  
• Add the score of the "blue" polygon k, j using recursion.  
• Use memoisation to remember minimum scores for each sub-polygons.

/// <summary>

/// Leet code #1039. Minimum Score Triangulation of Polygon

///

/// Given N, consider a convex N-sided polygon with vertices labelled

/// A[0], A[i], ..., A[N-1] in clockwise order.

///

/// Suppose you triangulate the polygon into N-2 triangles. For each

/// triangle, the value of that triangle is the product of the labels

/// of the vertices, and the total score of the triangulation is the

/// sum of these values over all N-2 triangles in the triangulation.

///

/// Return the smallest possible total score that you can achieve with some

/// triangulation of the polygon.

///

/// Example 1:

///

/// Input: [1,2,3]

/// Output: 6

/// Explanation: The polygon is already triangulated, and the score of the

/// only triangle is 6.

///

/// Example 2:

///

/// Input: [3,7,4,5]

/// Output: 144

/// Explanation: There are two triangulations, with possible scores: 3\*7\*5 +

/// 4\*5\*7 = 245, or 3\*4\*5 + 3\*4\*7 = 144. The minimum score is 144.

///

/// Example 3:

///

/// Input: [1,3,1,4,1,5]

/// Output: 13

/// Explanation: The minimum score triangulation has score 1\*1\*3 + 1\*1\*4 +

/// 1\*1\*5 + 1\*1\*1 = 13.

///

///

/// Note:

///

/// 1. 3 <= A.length <= 50

/// 2. 1 <= A[i] <= 100

/// </summary>

int LeetCode::minScoreTriangulationII(vector<int>& A)

{

unordered\_map<string, int> cache;

return minScoreTriangulation(A, 0, A.size() - 1, cache);

}

/// <summary>

/// Leet code #1039. Minimum Score Triangulation of Polygon

/// </summary>

int LeetCode::minScoreTriangulation(vector<int>& A, int start, int end, unordered\_map<string, int>& cache)

{

if (end - start < 2) return 0;

string key = to\_string(start) + "," + to\_string(end);

if (cache.count(key) > 0) return cache[key];

int result = INT\_MAX;

for (int middle = start + 1; middle < end; middle++)

{

int sum = minScoreTriangulation(A, start, middle, cache);

sum += A[start] \* A[middle] \* A[end];

sum += minScoreTriangulation(A, middle, end, cache);

result = min(result, sum);

}

cache[key] = result;

return result;

}

## 1130. Minimum Cost Tree From Leaf Values

Medium

Given an array arr of positive integers, consider all binary trees such that:

* Each node has either 0 or 2 children;
* The values of arr correspond to the values of each **leaf** in an in-order traversal of the tree.  *(Recall that a node is a leaf if and only if it has 0 children.)*
* The value of each non-leaf node is equal to the product of the largest leaf value in its left and right subtree respectively.

Among all possible binary trees considered, return the smallest possible sum of the values of each non-leaf node.  It is guaranteed this sum fits into a 32-bit integer.

**Example 1:**

**Input:** arr = [6,2,4]

**Output:** 32

**Explanation:**

There are two possible trees. The first has non-leaf node sum 36, and the second has non-leaf node sum 32.

24 24

/ \ / \

12 4 6 8

/ \ / \

6 2 2 4

**Constraints:**

* 2 <= arr.length <= 40
* 1 <= arr[i] <= 15
* It is guaranteed that the answer fits into a 32-bit signed integer (ie. it is less than 2^31).

### Analysis

We can always split a window in the array into two parts as left and right, and think them as left sub tree and right sub tree. We just need to record the sum of non-leaf and the maximum leaf. This problem is O(N^3).

/// <summary>

/// Leet code #1130. Minimum Cost Tree From Leaf Values

///

/// Given an array arr of positive integers, consider all binary trees such

/// that:

///

/// Each node has either 0 or 2 children;

/// The values of arr correspond to the values of each leaf in an in-order

/// traversal of the tree. (Recall that a node is a leaf if and only if it

/// has 0 children.)

/// The value of each non-leaf node is equal to the product of the largest

/// leaf value in its left and right subtree respectively.

/// Among all possible binary trees considered, return the smallest possible

/// sum of the values of each non-leaf node. It is guaranteed this sum fits

/// into a 32-bit integer.

///

///

/// Example 1:

/// Input: arr = [6,2,4]

/// Output: 32

/// Explanation:

/// There are two possible trees. The first has non-leaf node sum 36, and

/// the second has non-leaf node sum 32.

///

/// 24 24

/// / \ / \

/// 12 4 6 8

/// / \ / \

/// 6 2 2 4

///

/// Constraints:

/// 1. 2 <= arr.length <= 40

/// 2. 1 <= arr[i] <= 15

/// 3. It is guaranteed that the answer fits into a 32-bit signed integer

/// (ie. it is less than 2^31).

/// </summary>

int LeetCode::mctFromLeafValues(vector<int>& arr)

{

size\_t n = arr.size();

vector<vector<pair<int, int>>> dp(n, vector<pair<int, int>>(n));

for (size\_t step = 0; step < n; step++)

{

for (size\_t i = 0; i < n; i++)

{

if (step == 0)

{

dp[i][i] = make\_pair(arr[i], 0);

}

else if (i + step >= n)

{

break;

}

else

{

size\_t left = i;

size\_t right = i + step;

int max\_leaf = 0;

int min\_sum = INT\_MAX;

for (size\_t k = 0; k < n; k++)

{

if (left + k + 1 > right) break;

max\_leaf = max(max\_leaf, dp[left][left + k].first);

max\_leaf = max(max\_leaf, dp[left + k + 1][right].first);

int sum = dp[left][left + k].first \* dp[left + k + 1][right].first;

sum += dp[left][left + k].second + dp[left + k + 1][right].second;

min\_sum = min(min\_sum, sum);

}

dp[left][right].first = max\_leaf;

dp[left][right].second = min\_sum;

}

}

}

return dp[0][n - 1].second;

}

### Another Solution

There is an time O(N) solution, for any number which is smaller than its left and its right, we can choose the minimum product to build the bottom level sub tree, after the sub tree is build we delete the value and only keep its neighbors. We keep the process until with only one item left.

/// <summary>

/// Leet code #1130. Minimum Cost Tree From Leaf Values

/// </summary>

int LeetCode::mctFromLeafValuesII(vector<int>& arr)

{

size\_t n = arr.size();

vector<int> dp;

int result = 0;

for (size\_t i = 0; i < n; i++)

{

while ((dp.size() > 1) &&(dp[dp.size() - 1] <= dp[dp.size() - 2]) &&

(dp[dp.size() - 1] <= arr[i]))

{

result += dp[dp.size() - 1] \* min(dp[dp.size() - 2], arr[i]);

dp.pop\_back();

}

dp.push\_back(arr[i]);

}

for (int i = 0; i < (int)dp.size() - 1; i++)

{

result += dp[i] \* dp[i + 1];

}

return result;

}

## 664. Strange Printer

Hard

There is a strange printer with the following two special requirements:

1. The printer can only print a sequence of the same character each time.
2. At each turn, the printer can print new characters starting from and ending at any places, and will cover the original existing characters.

Given a string consists of lower English letters only, your job is to count the minimum number of turns the printer needed in order to print it.

**Example 1:**

**Input:** "aaabbb"

**Output:** 2

**Explanation:** Print "aaa" first and then print "bbb".

**Example 2:**

**Input:** "aba"

**Output:** 2

**Explanation:** Print "aaa" first and then print "b" from the second place of the string, which will cover the existing character 'a'.

**Hint**: Length of the given string will not exceed 100.

### Analysis

Split a string at any place, the whole cost will be the left part plus the right part, end of first part is same as end of last part, we can deduct count by 1.

int LeetCode::strangePrinter(string s)

{

if (s.empty()) return 0;

vector<vector<int>> dp(s.size(), vector<int>(s.size(), INT\_MAX));

for (size\_t len = 0; len < s.size(); len++)

{

for (size\_t i = 0; i < s.size(); i++)

{

if (i + len >= s.size()) break;

if (len == 0)

{

dp[i][i + len] = 1;

continue;

}

for (size\_t j = i; j < i + len; j++)

{

int count = dp[i][j] + dp[j + 1][i + len];

if (s[j] == s[i + len]) count--;

dp[i][i + len] = min(dp[i][i + len], count);

}

}

}

return dp[0][s.size() - 1];

}

## 312. Burst Balloons

Hard

Given n balloons, indexed from 0 to n-1. Each balloon is painted with a number on it represented by array nums. You are asked to burst all the balloons. If the you burst balloon i you will get nums[left] \* nums[i] \* nums[right] coins. Here left and right are adjacent indices of i. After the burst, the left and right then becomes adjacent.

Find the maximum coins you can collect by bursting the balloons wisely.

**Note:**

* You may imagine nums[-1] = nums[n] = 1. They are not real therefore you can not burst them.
* 0 ≤ n ≤ 500, 0 ≤ nums[i] ≤ 100

**Example:**

**Input:** [3,1,5,8]

**Output:** 167

**Explanation:** nums = [3,1,5,8] --> [3,5,8] --> [3,8] --> [8] --> []

  coins = 3\*1\*5 + 3\*5\*8 + 1\*3\*8 + 1\*8\*1 = 167

### Analysis

index: 0 1 2 3

+---------------+

nums: 1 | 3 | 1 | 5 | 8 | 1

+---------------+

// It may be easier to figure out the recurrence relation by looking at the last step.

// At the last step, you only have one ballon (3, 1, 5 or 8) to burst, right?

// So let's have something like opt(END) to denote max coins we can get at the end,

// we know this opt(END) must come from one of the above 4 cases (by bursting 3, 1, 5 or 8)

// So it seems like a good idea to use opt(i, j) to represent the max coins we can get from bursting balloons[i, j],

// let's change opt(END) to opt(i, j) accordingly

opt(0, 3) = max(

// If 3 is the last ballon, this means balloons[1, 5, 8] have been burst already,

// since we don't know the max coins we got by bursting[1, 5, 8], we'll

// use opt(1, 3) to denote max coins we can get by bursing balloons from 1 to 3, which is [1, 5, 8]

1 \* 3 \* 1 + opt(1, 3),

// Similarily, we have

1 \* 1 \* 1 + opt(0, 0) + opt(2, 3),

1 \* 5 \* 1 + opt(0, 1) + opt(3, 3),

1 \* 8 \* 1 + opt(0, 2)

)

// You may have figured out the recurrence relation from the above equation, if not,

// let's look at how we'll calculate opt(1, 3)

// Similar to the above equation,

opt(1, 3) = max(

3 \* 1 \* 1 + opt(2, 3),

3 \* 5 \* 1 + opt(1, 1) + opt(3, 3),

3 \* 8 \* 1 + opt(1, 2)

)

// Thus, we have

>> state:

opt[i][j] denotes the max coins we can get by bursting balloons[i, j]

>> recurrence relationship:

for k from i to j

max(

// Edge cases are not considered in the below equation!

nums[i - 1] \* nums[k] \* nums[j + 1] + opt[i][k - 1] + opt[k + 1][j]

)

/// <summary>

/// Leet code #312. Burst Balloons

/// Given n balloons, indexed from 0 to n-1. Each balloon is painted with a

/// number on it represented by array nums.

/// You are asked to burst all the balloons. If the you burst balloon i you

/// will get nums[left] \* nums[i] \* nums[right] coins.

/// Here left and right are adjacent indices of i. After the burst, the left

/// and right then becomes adjacent.

/// Find the maximum coins you can collect by bursting the balloons wisely.

/// Note:

/// (1) You may imagine nums[-1] = nums[n] = 1. They are not real therefore

/// you can not burst them.

/// (2) 0 ≤ n ≤ 500, 0 ≤ nums[i] ≤ 100

/// Example:

/// Given [3, 1, 5, 8]

/// Return 167

/// nums = [3,1,5,8] --> [3,5,8] --> [3,8] --> [8] --> []

/// coins = 3\*1\*5 + 3\*5\*8 + 1\*3\*8 + 1\*8\*1 = 167

/// </summary>

int LeetCode::maxBurstBalloonCoins(vector<int>& nums)

{

vector<int> balloons;

balloons.push\_back(1);

for (size\_t i = 0; i < nums.size(); i++)

{

balloons.push\_back(nums[i]);

}

balloons.push\_back(1);

vector<vector<int>> coins(balloons.size(), vector<int>(balloons.size(), 0));

for (size\_t gap = 2; gap < balloons.size(); gap++)

{

for (size\_t i = 0; i < balloons.size() - gap; i++)

{

size\_t first = i;

size\_t last = i + gap;

if (gap == 2)

{

coins[first][last] = balloons[first] \* balloons[first + 1] \* balloons[last];

}

else

{

int max\_coins = 0;

for (size\_t j = first + 1; j < last; j++)

{

int sum\_coins =

coins[first][j] + coins[j][last] +

balloons[first] \* balloons[j] \* balloons[last];

max\_coins = max(max\_coins, sum\_coins);

}

coins[first][last] = max\_coins;

}

}

}

return coins[0][balloons.size() - 1];

}