LeetCode Training Day 8 Sweep Line

Sweep Line is an algorithm to resolve the problem of interval overlap. We are given a series of interval and we want to check how many overlaps we got. Even more we want to check what is the maximum level of overlaps in the whole range. This is a problem in the category of greedy.

A normal methodology is to calculate each inerval, add up the overlapped range, but the code will be very long and complicated if we do so. There is a very easy way to handle it. For every interval when we enter, we add 1 at the start point and when we leave the interval, deduct 1 at the end point. In this case at any time the accumulated value is how many overlapped intervals are covering this point.

First, we should assume the endpoint in each interval are stored in order, due to the number can be very large, we store them in a sorted map (map in C++ or SortedDictionary in C#). We process every interval one by one by adding or deducting at endpoint, then finally we scan from the beginning point to end point to calculate the accumulated sum.

## 253. Meeting Rooms II

Medium

Given an array of meeting time intervals intervals where intervals[i] = [starti, endi], return *the minimum number of conference rooms required*.

**Example 1:**

**Input:** intervals = [[0,30],[5,10],[15,20]]

**Output:** 2

**Example 2:**

**Input:** intervals = [[7,10],[2,4]]

**Output:** 1

**Constraints:**

* 1 <= intervals.length <= 104
* 0 <= starti < endi <= 106

### Analysis:

On every starting point, we add 1 and on every end time, we deduct 1, the sweep from very beginning to accumulate the answer.

/// <summary>

/// Leet code #253. Meeting Rooms II

///

/// Given an array of meeting time intervals consisting of start

/// and end times [[s1,e1],[s2,e2],...] (si < ei),

/// find the minimum number of conference rooms required.

/// For example,

/// Given [[0, 30],[5, 10],[15, 20]],

/// return 2.

/// </summary>

int LeetCodeGreedy::minMeetingRooms(vector<vector<int>>& intervals)

{

map<int, int> time\_line;

for (size\_t i = 0; i < intervals.size(); i++)

{

time\_line[intervals[i][0]]++;

time\_line[intervals[i][1]]--;

}

int max\_rooms = 0, rooms = 0;

for (auto &time : time\_line)

{

rooms += time.second;

max\_rooms = max(max\_rooms, rooms);

}

return max\_rooms;

}

## 1094. Car Pooling

Medium

There is a car with capacity empty seats. The vehicle only drives east (i.e., it cannot turn around and drive west).

You are given the integer capacity and an array trips where trip[i] = [numPassengersi, fromi, toi] indicates that the ith trip has numPassengersi passengers and the locations to pick them up and drop them off are fromi and toi respectively. The locations are given as the number of kilometers due east from the car's initial location.

Return true*if it is possible to pick up and drop off all passengers for all the given trips, or*false*otherwise*.

**Example 1:**

**Input:** trips = [[2,1,5],[3,3,7]], capacity = 4

**Output:** false

**Example 2:**

**Input:** trips = [[2,1,5],[3,3,7]], capacity = 5

**Output:** true

**Example 3:**

**Input:** trips = [[2,1,5],[3,5,7]], capacity = 3

**Output:** true

**Example 4:**

**Input:** trips = [[3,2,7],[3,7,9],[8,3,9]], capacity = 11

**Output:** true

**Constraints:**

* 1 <= trips.length <= 1000
* trips[i].length == 3
* 1 <= numPassengersi <= 100
* 0 <= fromi < toi <= 1000
* 1 <= capacity <= 105

### Analysis:

On every starting stop, we add people and on every end stop, we deduct people, the sweep from very beginning to accumulate the answer.

/// <summary>

/// Leet code #1094. Car Pooling

///

/// You are driving a vehicle that has capacity empty seats initially

/// available for passengers. The vehicle only drives east (ie. it

/// cannot turn around and drive west.)

///

/// Given a list of trips, trip[i] = [num\_passengers, start\_location,

/// end\_location] contains information about the i-th trip: the number

/// of passengers that must be picked up, and the locations to pick them

/// up and drop them off. The locations are given as the number of

/// kilometers due east from your vehicle's initial location.

///

/// Return true if and only if it is possible to pick up and drop off all

/// passengers for all the given trips.

///

/// Example 1:

/// Input: trips = [[2,1,5],[3,3,7]], capacity = 4

/// Output: false

///

/// Example 2:

/// Input: trips = [[2,1,5],[3,3,7]], capacity = 5

/// Output: true

///

/// Example 3:

/// Input: trips = [[2,1,5],[3,5,7]], capacity = 3

/// Output: true

///

/// Example 4:

/// Input: trips = [[3,2,7],[3,7,9],[8,3,9]], capacity = 11

/// Output: true

///

/// Constraints:

/// 1. trips.length <= 1000

/// 2. trips[i].length == 3

/// 3. 1 <= trips[i][0] <= 100

/// 4. 0 <= trips[i][1] < trips[i][2] <= 1000

/// 5. 1 <= capacity <= 100000

/// </summary>

bool LeetCodeGreedy::carPooling(vector<vector<int>>& trips, int capacity)

{

map<int, int> stops;

for (size\_t i = 0; i < trips.size(); i++)

{

stops[trips[i][1]] += trips[i][0];

stops[trips[i][2]] -= trips[i][0];

}

int result = 0;

for (auto &itr : stops)

{

result += itr.second;

if (result > capacity) return false;

}

return true;

}

## 1854. Maximum Population Year

Easy

You are given a 2D integer array logs where each logs[i] = [birthi, deathi] indicates the birth and death years of the ith person.

The **population** of some year x is the number of people alive during that year. The ith person is counted in year x's population if x is in the **inclusive** range [birthi, deathi - 1]. Note that the person is **not** counted in the year that they die.

Return *the****earliest****year with the****maximum population***.

**Example 1:**

**Input:** logs = [[1993,1999],[2000,2010]]

**Output:** 1993

**Explanation:** The maximum population is 1, and 1993 is the earliest year with this population.

**Example 2:**

**Input:** logs = [[1950,1961],[1960,1971],[1970,1981]]

**Output:** 1960

**Explanation:**

The maximum population is 2, and it had happened in years 1960 and 1970.

The earlier year between them is 1960.

**Constraints:**

* 1 <= logs.length <= 100
* 1950 <= birthi < deathi <= 2050

### Analysis:

Add on birth, deduct on death.

/// <summary>

/// Leet code 1854. Maximum Population Year

///

/// Easy

///

/// You are given a 2D integer array logs where each logs[i] =

/// [birthi, deathi] indicates the birth and death years of the ith person.

///

/// The population of some year x is the number of people alive during

/// that year. The ith person is counted in year x's population if x is in

/// the inclusive range [birthi, deathi - 1]. Note that the person is not

/// counted in the year that they die.

///

/// Return the earliest year with the maximum population.

///

/// Example 1:

///

/// Input: logs = [[1993,1999],[2000,2010]]

/// Output: 1993

/// Explanation: The maximum population is 1, and 1993 is the earliest

/// year with this population.

///

/// Example 2:

/// Input: logs = [[1950,1961],[1960,1971],[1970,1981]]

/// Output: 1960

/// Explanation:

/// The maximum population is 2, and it had happened in years 1960 and

/// 1970.

/// The earlier year between them is 1960.

///

/// Constraints:

/// 1. 1 <= logs.length <= 100

/// 2. 1950 <= birthi < deathi <= 2050

/// </summary>

int LeetCodeGreedy::maximumPopulation(vector<vector<int>>& logs)

{

vector<int> arr(102);

for (size\_t i = 0; i < logs.size(); i++)

{

arr[logs[i][0] - 1950]++;

arr[logs[i][1] - 1950]--;

}

int max\_population = 0;

int result = 0;

int population = 0;

for (size\_t i = 0; i < arr.size(); i++)

{

population += arr[i];

if (population > max\_population)

{

max\_population = population;

result = i + 1950;

}

}

return result;

}

## 1893. Check if All the Integers in a Range Are Covered

Easy

You are given a 2D integer array ranges and two integers left and right. Each ranges[i] = [starti, endi] represents an **inclusive** interval between starti and endi.

Return true *if each integer in the inclusive range* [left, right] *is covered by****at least one****interval in* ranges. Return false *otherwise*.

An integer x is covered by an interval ranges[i] = [starti, endi] if starti <= x <= endi.

**Example 1:**

**Input:** ranges = [[1,2],[3,4],[5,6]], left = 2, right = 5

**Output:** true

**Explanation:** Every integer between 2 and 5 is covered:

- 2 is covered by the first range.

- 3 and 4 are covered by the second range.

- 5 is covered by the third range.

**Example 2:**

**Input:** ranges = [[1,10],[10,20]], left = 21, right = 21

**Output:** false

**Explanation:** 21 is not covered by any range.

**Constraints:**

* 1 <= ranges.length <= 50
* 1 <= starti <= endi <= 50
* 1 <= left <= right <= 50

### Analysis:

Add on left point, deduct on right point + 1, check on the way when accumulated is zero.

/// <summary>

/// Leet code 1893. Check if All the Integers in a Range Are Covered

///

/// Easy

///

/// You are given a 2D integer array ranges and two integers left and

/// right. Each ranges[i] = [starti, endi] represents an inclusive

/// interval between starti and endi.

///

/// Return true if each integer in the inclusive range [left, right]

/// is covered by at least one interval in ranges. Return false otherwise.

///

/// An integer x is covered by an interval ranges[i] = [starti, endi]

/// if starti <= x <= endi.

///

///

/// Example 1:

///

/// Input: ranges = [[1,2],[3,4],[5,6]], left = 2, right = 5

/// Output: true

/// Explanation: Every integer between 2 and 5 is covered:

/// - 2 is covered by the first range.

/// - 3 and 4 are covered by the second range.

/// - 5 is covered by the third range.

///

/// Example 2:

/// Input: ranges = [[1,10],[10,20]], left = 21, right = 21

/// Output: false

/// Explanation: 21 is not covered by any range.

/// Constraints:

/// 1. 1 <= ranges.length <= 50

/// 2. 1 <= starti <= endi <= 50

/// 3. 1 <= left <= right <= 50

/// </summary>

bool LeetCodeGreedy::isCovered(vector<vector<int>>& ranges, int left, int right)

{

map<int, int> sweep;

for (size\_t i = 0; i < ranges.size(); i++)

{

sweep[ranges[i][0]]++;

sweep[ranges[i][1] + 1]--;

}

if (sweep.begin()->first > left || sweep.rbegin()->first < right)

{

return false;

}

int result = 0;

for (auto itr : sweep)

{

result += itr.second;

if (result == 0 && itr.first >= left && itr.first <= right)

{

return false;

}

}

return true;

}

## 1229. Meeting Scheduler

Medium

Given the availability time slots arrays slots1 and slots2 of two people and a meeting duration duration, return the **earliest time slot** that works for both of them and is of duration duration.

If there is no common time slot that satisfies the requirements, return an **empty array**.

The format of a time slot is an array of two elements [start, end] representing an inclusive time range from start to end.

It is guaranteed that no two availability slots of the same person intersect with each other. That is, for any two time slots [start1, end1] and [start2, end2] of the same person, either start1 > end2 or start2 > end1.

**Example 1:**

**Input:** slots1 = [[10,50],[60,120],[140,210]], slots2 = [[0,15],[60,70]], duration = 8

**Output:** [60,68]

**Example 2:**

**Input:** slots1 = [[10,50],[60,120],[140,210]], slots2 = [[0,15],[60,70]], duration = 12

**Output:** []

**Constraints:**

* 1 <= slots1.length, slots2.length <= 104
* slots1[i].length, slots2[i].length == 2
* slots1[i][0] < slots1[i][1]
* slots2[i][0] < slots2[i][1]
* 0 <= slots1[i][j], slots2[i][j] <= 109
* 1 <= duration <= 106

### Analysis:

On every starting point, we add 1, on every end point, we deduct 1, when we see two people, we start to measure time, if more than duration, we add to answers.

/// <summary>

/// Leet code #1229. Meeting Scheduler

///

/// Given the availability time slots arrays slots1 and slots2 of two

/// people and a meeting duration duration, return the earliest time

/// slot that works for both of them and is of duration duration.

///

/// If there is no common time slot that satisfies the requirements,

/// return an empty array.

///

/// The format of a time slot is an array of two elements [start, end]

/// representing an inclusive time range from start to end.

///

/// It is guaranteed that no two availability slots of the same person

/// intersect with each other. That is, for any two time slots

/// [start1, end1] and [start2, end2] of the same person, either

/// start1 > end2 or start2 > end1.

///

/// Example 1:

///

/// Input: slots1 = [[10,50],[60,120],[140,210]],

/// slots2 = [[0,15],[60,70]], duration = 8

/// Output: [60,68]

///

/// Example 2:

///

/// Input: slots1 = [[10,50],[60,120],[140,210]],

/// slots2 = [[0,15],[60,70]], duration = 12

/// Output: []

///

/// Constraints:

/// 1. 1 <= slots1.length, slots2.length <= 10^4

/// 2. slots1[i].length, slots2[i].length == 2

/// 3. slots1[i][0] < slots1[i][1]

/// 4. slots2[i][0] < slots2[i][1]

/// 5. 0 <= slots1[i][j], slots2[i][j] <= 10^9

/// 6. 1 <= duration <= 10^6

/// </summary>

vector<int> LeetCodeGreedy::minAvailableDuration(vector<vector<int>>& slots1,

vector<vector<int>>& slots2, int duration)

{

vector<int> result;

int prev = -1;

map<int, int> time\_line;

for (size\_t i = 0; i < slots1.size(); i++)

{

time\_line[slots1[i][0]]++;

time\_line[slots1[i][1]]--;

}

for (size\_t i = 0; i < slots2.size(); i++)

{

time\_line[slots2[i][0]]++;

time\_line[slots2[i][1]]--;

}

int count = 0;

for (auto &itr : time\_line)

{

count += itr.second;

if (count == 2)

{

prev = itr.first;

}

else

{

if (prev != -1)

{

int time = itr.first - prev;

if (time >= duration)

{

result.push\_back(prev);

result.push\_back(prev + duration);

break;

}

}

prev = -1;

}

}

return result;

}

## 1943. Describe the Painting

Medium

There is a long and thin painting that can be represented by a number line. The painting was painted with multiple overlapping segments where each segment was painted with a **unique** color. You are given a 2D integer array segments, where segments[i] = [starti, endi, colori] represents the **half-closed segment** [starti, endi) with colori as the color.

The colors in the overlapping segments of the painting were **mixed** when it was painted. When two or more colors mix, they form a new color that can be represented as a **set** of mixed colors.

* For example, if colors 2, 4, and 6 are mixed, then the resulting mixed color is {2,4,6}.

For the sake of simplicity, you should only output the **sum** of the elements in the set rather than the full set.

You want to **describe** the painting with the **minimum** number of non-overlapping **half-closed segments** of these mixed colors. These segments can be represented by the 2D array painting where painting[j] = [leftj, rightj, mixj] describes a **half-closed segment** [leftj, rightj) with the mixed color **sum** of mixj.

* For example, the painting created with segments = [[1,4,5],[1,7,7]] can be described by painting = [[1,4,12],[4,7,7]] because:
  + [1,4) is colored {5,7} (with a sum of 12) from both the first and second segments.
  + [4,7) is colored {7} from only the second segment.

Return *the 2D array*painting*describing the finished painting (excluding any parts that are****not****painted). You may return the segments in****any order***.

A **half-closed segment** [a, b) is the section of the number line between points a and b **including** point a and **not including** point b.

**Example 1:**

![Chart, box and whisker chart
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**Input:** segments = [[1,4,5],[4,7,7],[1,7,9]]

**Output:** [[1,4,14],[4,7,16]]

**Explanation:** The painting can be described as follows:

- [1,4) is colored {5,9} (with a sum of 14) from the first and third segments.

- [4,7) is colored {7,9} (with a sum of 16) from the second and third segments.

**Example 2:**

![Chart, box and whisker chart
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**Input:** segments = [[1,7,9],[6,8,15],[8,10,7]]

**Output:** [[1,6,9],[6,7,24],[7,8,15],[8,10,7]]

**Explanation:** The painting can be described as follows:

- [1,6) is colored 9 from the first segment.

- [6,7) is colored {9,15} (with a sum of 24) from the first and second segments.

- [7,8) is colored 15 from the second segment.

- [8,10) is colored 7 from the third segment.

**Example 3:**

![Chart, bar chart
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**Input:** segments = [[1,4,5],[1,4,7],[4,7,1],[4,7,11]]

**Output:** [[1,4,12],[4,7,12]]

**Explanation:** The painting can be described as follows:

- [1,4) is colored {5,7} (with a sum of 12) from the first and second segments.

- [4,7) is colored {1,11} (with a sum of 12) from the third and fourth segments.

Note that returning a single segment [1,7) is incorrect because the mixed color sets are different.

**Constraints:**

* 1 <= segments.length <= 2 \* 104
* segments[i].length == 3
* 1 <= starti < endi <= 105
* 1 <= colori <= 109
* Each colori is distinct.

### Analysis:

Add color on left point and deduct on right point. Sweep from beginning to end, skip zero.

/// <summary>

/// Leet 1943. Describe the Painting

///

/// Medium

///

/// There is a long and thin painting that can be represented by a number

/// line. The painting was painted with multiple overlapping segments

/// where each segment was painted with a unique color. You are given a 2D

/// integer array segments, where segments[i] = [starti, endi, colori]

/// represents the half-closed segment [starti, endi) with colori as the

/// color.

///

/// The colors in the overlapping segments of the painting were mixed when

/// it was painted. When two or more colors mix, they form a new color

/// that can be represented as a set of mixed colors.

///

/// For example, if colors 2, 4, and 6 are mixed, then the resulting mixed

/// color is {2,4,6}.

/// For the sake of simplicity, you should only output the sum of the

/// elements in the set rather than the full set.

///

/// You want to describe the painting with the minimum number of

/// non-overlapping half-closed segments of these mixed colors. These

/// segments can be represented by the 2D array painting where

/// painting[j] = [leftj, rightj, mixj] describes a half-closed segment

/// [leftj, rightj) with the mixed color sum of mixj.

///

/// For example, the painting created with segments = [[1,4,5],[1,7,7]]

/// can be described by painting = [[1,4,12],[4,7,7]] because:

/// [1,4) is colored {5,7} (with a sum of 12) from both the first and

/// second segments.

/// [4,7) is colored {7} from only the second segment.

/// Return the 2D array painting describing the finished painting

/// (excluding any parts that are not painted). You may return the

/// segments in any order.

///

/// A half-closed segment [a, b) is the section of the number line between

/// points a and b including point a and not including point b.

///

/// Example 1:

/// Input: segments = [[1,4,5],[4,7,7],[1,7,9]]

/// Output: [[1,4,14],[4,7,16]]

/// Explanation: The painting can be described as follows:

/// - [1,4) is colored {5,9} (with a sum of 14) from the first and third

/// segments.

/// - [4,7) is colored {7,9} (with a sum of 16) from the second and third

/// segments.

///

/// Example 2:

/// Input: segments = [[1,7,9],[6,8,15],[8,10,7]]

/// Output: [[1,6,9],[6,7,24],[7,8,15],[8,10,7]]

/// Explanation: The painting can be described as follows:

/// - [1,6) is colored 9 from the first segment.

/// - [6,7) is colored {9,15} (with a sum of 24) from the first and second

/// segments.

/// - [7,8) is colored 15 from the second segment.

/// - [8,10) is colored 7 from the third segment.

///

/// Example 3:

/// Input: segments = [[1,4,5],[1,4,7],[4,7,1],[4,7,11]]

/// Output: [[1,4,12],[4,7,12]]

/// Explanation: The painting can be described as follows:

/// - [1,4) is colored {5,7} (with a sum of 12) from the first and second

/// segments.

/// - [4,7) is colored {1,11} (with a sum of 12) from the third and fourth

/// segments.

/// Note that returning a single segment [1,7) is incorrect because the

/// mixed color sets are different.

///

/// Constraints:

/// 1. 1 <= segments.length <= 2 \* 10^4

/// 2. segments[i].length == 3

/// 3. 1 <= starti < endi <= 10^5

/// 4. 1 <= colori <= 10^9

/// 5. Each colori is distinct.

/// </summary>

vector<vector<long long>> LeetCodeGreedy::splitPainting(vector<vector<int>>& segments)

{

map<long long, long long> colors;

for (size\_t i = 0; i < segments.size(); i++)

{

colors[segments[i][0]] += segments[i][2];

colors[segments[i][1]] -= segments[i][2];

}

vector<vector<long long>> result;

vector<pair<long long, long long>> paints;

for (auto itr = colors.begin(); itr != colors.end(); ++itr)

{

auto next\_itr = next(itr);

if (next\_itr == colors.end()) break;

next\_itr->second += itr->second;

if (itr->second == 0) continue;

result.push\_back({ itr->first, next\_itr->first, itr->second });

}

return result;

}

**2021. Brightest Position on Street**

Medium

A perfectly straight street is represented by a number line. The street has street lamp(s) on it and is represented by a 2D integer array lights. Each lights[i] = [positioni, rangei] indicates that there is a street lamp at position positioni that lights up the area from [positioni - rangei, positioni + rangei] (**inclusive**).

The **brightness** of a position p is defined as the number of street lamp that light up the position p.

Given lights, return *the****brightest****position on the street. If there are multiple brightest positions, return the****smallest****one.*

**Example 1:**

![Chart
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**Input:** lights = [[-3,2],[1,2],[3,3]]

**Output:** -1

**Explanation:**

The first street lamp lights up the area from [(-3) - 2, (-3) + 2] = [-5, -1].

The second street lamp lights up the area from [1 - 2, 1 + 2] = [-1, 3].

The third street lamp lights up the area from [3 - 3, 3 + 3] = [0, 6].

Position -1 has a brightness of 2, illuminated by the first and second street light.

Positions 0, 1, 2, and 3 have a brightness of 2, illuminated by the second and third street light.

Out of all these positions, -1 is the smallest, so return it.

**Example 2:**

**Input:** lights = [[1,0],[0,1]]

**Output:** 1

**Explanation:**

The first street lamp lights up the area from [1 - 0, 1 + 0] = [1, 1].

The second street lamp lights up the area from [0 - 1, 0 + 1] = [-1, 1].

Position 1 has a brightness of 2, illuminated by the first and second street light.

Return 1 because it is the brightest position on the street.

**Example 3:**

**Input:** lights = [[1,2]]

**Output:** -1

**Explanation:**

The first street lamp lights up the area from [1 - 2, 1 + 2] = [-1, 3].

Positions -1, 0, 1, 2, and 3 have a brightness of 1, illuminated by the first street light.

Out of all these positions, -1 is the smallest, so return it.

**Constraints:**

* 1 <= lights.length <= 105
* lights[i].length == 2
* -108 <= positioni <= 108
* 0 <= rangei <= 108

### Analysis:

Light on at left edge, light off at right edge + 1.

/// <summary>

/// Leet Code 2021. Brightest Position on Street

///

/// Medium

///

/// A perfectly straight street is represented by a number line. The

/// street has street lamp(s) on it and is represented by a 2D integer

/// array lights. Each lights[i] = [positioni, rangei] indicates that

/// there is a street lamp at position positioni that lights up the

/// area from [positioni - rangei, positioni + rangei] (inclusive).

///

/// The brightness of a position p is defined as the number of street

/// lamp that light up the position p.

///

/// Given lights, return the brightest position on the street. If

/// there are multiple brightest positions, return the smallest one.

///

/// Example 1:

/// Input: lights = [[-3,2],[1,2],[3,3]]

/// Output: -1

/// Explanation:

/// The first street lamp lights up the area from

/// [(-3) - 2, (-3) + 2] = [-5, -1].

/// The second street lamp lights up the area from

/// [1 - 2, 1 + 2] = [-1, 3].

/// The third street lamp lights up the area from

/// [3 - 3, 3 + 3] = [0, 6].

///

/// Position -1 has a brightness of 2, illuminated by the first and second

/// street light.

/// Positions 0, 1, 2, and 3 have a brightness of 2, illuminated by the

/// second and third street light.

/// Out of all these positions, -1 is the smallest, so return it.

///

/// Example 2:

/// Input: lights = [[1,0],[0,1]]

/// Output: 1

/// Explanation:

/// The first street lamp lights up the area from [1 - 0, 1 + 0] = [1, 1].

/// The second street lamp lights up the area from

/// [0 - 1, 0 + 1] = [-1, 1].

///

/// Position 1 has a brightness of 2, illuminated by the first and second

/// street light.

/// Return 1 because it is the brightest position on the street.

///

/// Example 3:

/// Input: lights = [[1,2]]

/// Output: -1

/// Explanation:

/// The first street lamp lights up the area from [1 - 2, 1 + 2] = [-1, 3].

///

/// Positions -1, 0, 1, 2, and 3 have a brightness of 1, illuminated by

/// the first street light.

/// Out of all these positions, -1 is the smallest, so return it.

///

/// Constraints:

/// 1. 1 <= lights.length <= 10^5

/// 2. lights[i].length == 2

/// 3. -10^8 <= positioni <= 10^8

/// 4. 0 <= rangei <= 10^8

/// </summary>

int LeetCodeGreedy::brightestPosition(vector<vector<int>>& lights)

{

map<int, int> street;

for (size\_t i = 0; i < lights.size(); i++)

{

int left = lights[i][0] - lights[i][1];

int right = lights[i][0] + lights[i][1] + 1;

street[left]++;

street[right]--;

}

int result = street.begin()->first;

int prev = street.begin()->second;

int sum = 0;

for (auto& itr : street)

{

sum += itr.second;

if (sum > prev)

{

result = itr.first;

prev = sum;

}

}

return result;

}