LeetCode Training Day 9 Queue and Stack

We all know queue is a first in, first out data structure and stack is last in first out. In algorithm we often use queue as BFS and stack for DFS (which is implicitly under recursive function).

Monotone stack is that we try to keep a series of elements in as ascending order or descending order to get a minimum or maximum permutation.

In some case we want to add a slide window for monotone stack, then we can use a data structure called deque which allow you to pop items from front and push and pop items at the back.

Both queue and stack can be used to pair the opposite elements to cancel each other. It depends on which one you want to cancel, in case of cancelling earliest ones, you use queue, in case of cancelling recent ones, you use stack.

Stack, if used in expression parsing, can also change the process order as we know, and this scenario will be discussed in later chapters.

## 1475. Final Prices With a Special Discount in a Shop

Easy

Given the array prices where prices[i] is the price of the ith item in a shop. There is a special discount for items in the shop, if you buy the ith item, then you will receive a discount equivalent to prices[j] where j is the **minimum** index such that j > i and prices[j] <= prices[i], otherwise, you will not receive any discount at all.

*Return an array where the ith element is the final price you will pay for the ith item of the shop considering the special discount.*

**Example 1:**

**Input:** prices = [8,4,6,2,3]

**Output:** [4,2,4,2,3]

**Explanation:**

For item 0 with price[0]=8 you will receive a discount equivalent to prices[1]=4, therefore, the final price you will pay is 8 - 4 = 4.

For item 1 with price[1]=4 you will receive a discount equivalent to prices[3]=2, therefore, the final price you will pay is 4 - 2 = 2.

For item 2 with price[2]=6 you will receive a discount equivalent to prices[3]=2, therefore, the final price you will pay is 6 - 2 = 4.

For items 3 and 4 you will not receive any discount at all.

**Example 2:**

**Input:** prices = [1,2,3,4,5]

**Output:** [1,2,3,4,5]

**Explanation:** In this case, for all items, you will not receive any discount at all.

**Example 3:**

**Input:** prices = [10,1,1,6]

**Output:** [9,0,1,6]

**Constraints:**

1 <= prices.length <= 500

1 <= prices[i] <= 10^3

### Analysis:

For every price, find a higher or equal price before and discount it. Keep all unprocessed price in stack

/// <summary>

/// Leet code #1475. Final Prices With a Special Discount in a Shop

///

/// Easy

///

/// Given the array prices where prices[i] is the price of the ith item

/// in a shop. There is a special discount for items in the shop, if you

/// buy the ith item, then you will receive a discount equivalent to

/// prices[j] where j is the minimum index such that j > i and

/// prices[j] <= prices[i], otherwise, you will not receive any discount

/// at all.

///

/// Return an array where the ith element is the final price you will pay

/// for the ith item of the shop considering the special discount.

///

/// Example 1:

/// Input: prices = [8,4,6,2,3]

/// Output: [4,2,4,2,3]

/// Explanation:

/// For item 0 with price[0]=8 you will receive a discount equivalent to

/// prices[1]=4, therefore, the final price you will pay is 8 - 4 = 4.

/// For item 1 with price[1]=4 you will receive a discount equivalent to

/// prices[3]=2, therefore, the final price you will pay is 4 - 2 = 2.

/// For item 2 with price[2]=6 you will receive a discount equivalent to

/// prices[3]=2, therefore, the final price you will pay is 6 - 2 = 4.

/// For items 3 and 4 you will not receive any discount at all.

///

/// Example 2:

/// Input: prices = [1,2,3,4,5]

/// Output: [1,2,3,4,5]

/// Explanation: In this case, for all items, you will not receive any

/// discount at all.

/// Example 3:

/// Input: prices = [10,1,1,6]

/// Output: [9,0,1,6]

/// Constraints:

/// 1. 1 <= prices.length <= 500

/// 2. 1 <= prices[i] <= 10^3

/// </summary>

vector<int> LeetCodeStack::finalPrices(vector<int>& prices)

{

vector<int> result;

stack<pair<int, int>> stack;

for (size\_t i = 0; i < prices.size(); i++)

{

while ((!stack.empty()) && (stack.top().first >= prices[i]))

{

result[stack.top().second] -= prices[i];

stack.pop();

}

stack.push(make\_pair(prices[i], i));

result.push\_back(prices[i]);

}

return result;

}

## 735. Asteroid Collision

Medium

We are given an array asteroids of integers representing asteroids in a row.

For each asteroid, the absolute value represents its size, and the sign represents its direction (positive meaning right, negative meaning left). Each asteroid moves at the same speed.

Find out the state of the asteroids after all collisions. If two asteroids meet, the smaller one will explode. If both are the same size, both will explode. Two asteroids moving in the same direction will never meet.

**Example 1:**

**Input:**

asteroids = [5, 10, -5]

**Output:** [5, 10]

**Explanation:**

The 10 and -5 collide resulting in 10. The 5 and 10 never collide.

**Example 2:**

**Input:**

asteroids = [8, -8]

**Output:** []

**Explanation:**

The 8 and -8 collide exploding each other.

**Example 3:**

**Input:**

asteroids = [10, 2, -5]

**Output:** [10]

**Explanation:**

The 2 and -5 collide resulting in -5. The 10 and -5 collide resulting in 10.

**Example 4:**

**Input:**

asteroids = [-2, -1, 1, 2]

**Output:** [-2, -1, 1, 2]

**Explanation:**

The -2 and -1 are moving left, while the 1 and 2 are moving right.

Asteroids moving the same direction never meet, so no asteroids will meet each other.

**Note:**

 The length of asteroids will be at most 10000.

 Each asteroid will be a non-zero integer in the range [-1000, 1000]..

### Analysis:

Keep track the asteroids in stack, and always compare with stack top, cancel each other can continue the process until stack top is at same direction of the new ball.

/// <summary>

/// Leet code #735. Asteroid Collision

///

/// We are given an array asteroids of integers representing asteroids in

/// a row.

/// For each asteroid, the absolute value represents its size, and the sign

/// represents its direction (positive meaning right, negative meaning

/// left). Each asteroid moves at the same speed.

///

/// Find out the state of the asteroids after all collisions. If two

/// asteroids meet, the smaller one will explode. If both are the same

/// size, both will explode. Two asteroids moving in the same direction

/// will never meet.

///

/// Example 1:

/// Input:

/// asteroids = [5, 10, -5]

/// Output: [5, 10]

/// Explanation:

/// The 10 and -5 collide resulting in 10. The 5 and 10 never collide.

///

/// Example 2:

/// Input:

/// asteroids = [8, -8]

/// Output: []

/// Explanation:

/// The 8 and -8 collide exploding each other.

///

/// Example 3:

/// Input:

/// asteroids = [10, 2, -5]

/// Output: [10]

/// Explanation:

/// The 2 and -5 collide resulting in -5. The 10 and -5 collide resulting

/// in 10.

///

/// Example 4:

/// Input:

/// asteroids = [-2, -1, 1, 2]

/// Output: [-2, -1, 1, 2]

/// Explanation:

/// The -2 and -1 are moving left, while the 1 and 2 are moving right.

/// Asteroids moving the same direction never meet, so no asteroids will

/// meet each other.

///

/// Note:

/// The length of asteroids will be at most 10000.

/// Each asteroid will be a non-zero integer in the range [-1000, 1000]..

/// </summary>

vector<int> LeetCodeStack::asteroidCollision(vector<int>& asteroids)

{

vector<int> result;

for (size\_t i = 0; i < asteroids.size(); i++)

{

if (result.empty())

{

result.push\_back(asteroids[i]);

}

else if ((result.back() > 0) && (asteroids[i] < 0))

{

while (!result.empty() && (result.back() > 0) && (asteroids[i] < 0))

{

if (abs(result.back()) == abs(asteroids[i]))

{

result.pop\_back();

break;

}

else if (abs(result.back()) > abs(asteroids[i]))

{

break;

}

else

{

result.pop\_back();

}

}

}

else

{

result.push\_back(asteroids[i]);

}

}

return result;

}

## 402. Remove K Digits

Medium

Given string num representing a non-negative integer num, and an integer k, return *the smallest possible integer after removing* k *digits from* num.

**Example 1:**

**Input:** num = "1432219", k = 3

**Output:** "1219"

**Explanation:** Remove the three digits 4, 3, and 2 to form the new number 1219 which is the smallest.

**Example 2:**

**Input:** num = "10200", k = 1

**Output:** "200"

**Explanation:** Remove the leading 1 and the number is 200. Note that the output must not contain leading zeroes.

**Example 3:**

**Input:** num = "10", k = 2

**Output:** "0"

**Explanation:** Remove all the digits from the number and it is left with nothing which is 0.

**Constraints:**

1 <= k <= num.length <= 105

num consists of only digits.

num does not have any leading zeros except for the zero itself.

### Analysis:

Start to pop up all bigger numbers ahead, in the end skip leading 0.

/// <summary>

/// Leet code #402. Remove K Digits

///

/// Given a non-negative integer num represented as a string, remove k digits

/// from the number so that the new number is the smallest possible.

/// Note:

/// The length of num is less than 10002 and will be ≥ k.

/// The given num does not contain any leading zero.

/// Example 1:

/// Input: num = "1432219", k = 3

/// Output: "1219"

/// Explanation: Remove the three digits 4, 3, and 2 to form the new number

/// 1219 which is the smallest.

///

/// Example 2:

/// Input: num = "10200", k = 1

/// Output: "200"

/// Explanation: Remove the leading 1 and the number is 200. Note that the

/// output must not contain leading zeroes.

///

/// Example 3:

/// Input: num = "10", k = 2

/// Output: "0"

/// Explanation: Remove all the digits from the number and it is left with

/// nothing which is 0.

/// </summary>

string LeetCodeStack::removeKdigits(string num, int k)

{

string result;

// pop up big leading digits from front

for (size\_t i = 0; i < num.size(); i++)

{

while (!result.empty() && (num[i] < result.back()) && k > 0)

{

result.pop\_back();

k--;

}

if (!result.empty() || num[i] != '0') result.push\_back(num[i]);

}

// pop up extra digits from end

while (!result.empty() && k > 0)

{

result.pop\_back();

k--;

}

size\_t i = 0;

result = result.substr(i);

if (result.empty()) result = "0";

return result;

}

## 739. Daily Temperatures

Medium

Given an array of integers temperatures represents the daily temperatures, return *an array* answer *such that* answer[i] *is the number of days you have to wait after the* ith *day to get a warmer temperature*. If there is no future day for which this is possible, keep answer[i] == 0 instead.

**Example 1:**

**Input:** temperatures = [73,74,75,71,69,72,76,73]

**Output:** [1,1,4,2,1,1,0,0]

**Example 2:**

**Input:** temperatures = [30,40,50,60]

**Output:** [1,1,1,0]

**Example 3:**

**Input:** temperatures = [30,60,90]

**Output:** [1,1,0]

**Constraints:**

1 <= temperatures.length <= 105

30 <= temperatures[i] <= 100

### Analysis:

On day x, you check all the previous days and see which days with temperature lower than today, and pop them up from stack, mark the result. In the end all the days without processed, are the ones you can not get a day warm than that day.

/// <summary>

/// Leet code #739. Daily Temperatures

///

/// Given a list of daily temperatures, produce a list that, for each day

/// in the input, tells you how many days you would have to wait until a

/// warmer temperature. If there is no future day for which this is

/// possible, put 0 instead.

/// For example, given the list temperatures = [73, 74, 75, 71, 69, 72,

/// 76, 73], your output should be [1, 1, 4, 2, 1, 1, 0, 0].

/// Note: The length of temperatures will be in the range [1, 30000]. Each

/// temperature will be an integer in the range [30, 100].

/// </summary>

vector<int> LeetCodeStack::dailyTemperatures(vector<int>& temperatures)

{

vector<int> result(temperatures.size());

stack<pair<int, int>> temp\_stack;

for (size\_t i = 0; i < temperatures.size(); i++)

{

while (!temp\_stack.empty())

{

auto temperature = temp\_stack.top();

// if new temperature is lower then simply push it.

if (temperature.first >= temperatures[i]) break;

// set the day and pop up

result[temperature.second] = i - temperature.second;

temp\_stack.pop();

}

temp\_stack.push(make\_pair(temperatures[i], i));

}

return result;

}

## 1003. Check If Word Is Valid After Substitutions

Medium

We are given that the string "abc" is valid.

From any valid string V, we may split V into two pieces X and Y such that X + Y (X concatenated with Y) is equal to V.  (X or Y may be empty.)  Then, X + "abc" + Y is also valid.

If for example S = "abc", then examples of valid strings are: "abc", "aabcbc", "abcabc", "abcabcababcc".  Examples of **invalid** strings are: "abccba", "ab", "cababc", "bac".

Return true if and only if the given string S is valid.

**Example 1:**

**Input:** "aabcbc"

**Output:** true

**Explanation:**

We start with the valid string "abc".

Then we can insert another "abc" between "a" and "bc", resulting in "a" + "abc" + "bc" which is "aabcbc".

**Example 2:**

**Input:** "abcabcababcc"

**Output:** true

**Explanation:**

"abcabcabc" is valid after consecutive insertings of "abc".

Then we can insert "abc" before the last letter, resulting in "abcabcab" + "abc" + "c" which is "abcabcababcc".

**Example 3:**

**Input:** "abccba"

**Output:** false

**Example 4:**

**Input:** "cababc"

**Output:** false

**Note:**

1. 1 <= S.length <= 20000
2. S[i] is 'a', 'b', or 'c'

### Analysis:

Keep track the string in stack and pop up "abc"

/// <summary>

/// Leet code #1003. Check If Word Is Valid After Substitutions

///

/// We are given that the string "abc" is valid.

///

/// From any valid string V, we may split V into two pieces X and Y such

/// that X + Y (X concatenated with Y) is equal to V. (X or Y may be empty.)

/// Then, X + "abc" + Y is also valid.

///

/// If for example S = "abc", then examples of valid strings are: "abc",

/// "aabcbc", "abcabc", "abcabcababcc". Examples of invalid strings are:

/// "abccba", "ab", "cababc", "bac".

///

/// Return true if and only if the given string S is valid.

///

///

/// Example 1:

///

/// Input: "aabcbc"

/// Output: true

/// Explanation:

/// We start with the valid string "abc".

/// Then we can insert another "abc" between "a" and "bc", resulting in

/// "a" + "abc" + "bc" which is "aabcbc".

///

/// Example 2:

///

/// Input: "abcabcababcc"

/// Output: true

/// Explanation:

/// "abcabcabc" is valid after consecutive insertings of "abc".

/// Then we can insert "abc" before the last letter, resulting in

/// "abcabcab" + "abc" + "c" which is "abcabcababcc".

///

/// Example 3:

///

/// Input: "abccba"

/// Output: false

///

/// Example 4:

///

/// Input: "cababc"

/// Output: false

///

///

/// Note:

///

/// 1. 1 <= S.length <= 20000

/// 2. S[i] is 'a', 'b', or 'c'

/// </summary>

bool LeetCodeStack::isValidAbc(string S)

{

string result;

for (size\_t i = 0; i < S.size(); i++)

{

result.push\_back(S[i]);

while ((result.size() >= 3) &&

(result.substr(result.size() - 3) == "abc"))

{

result.resize(result.size() - 3);

}

}

if (result.empty())

{

return true;

}

else

{

return false;

}

}

## 1081. Smallest Subsequence of Distinct Characters

Medium

Return the lexicographically smallest subsequence of text that contains all the distinct characters of text exactly once.

**Example 1:**

**Input:** "cdadabcc"

**Output:** "adbc"

**Example 2:**

**Input:** "abcd"

**Output:** "abcd"

**Example 3:**

**Input:** "ecbacba"

**Output:** "eacb"

**Example 4:**

**Input:** "leetcode"

**Output:** "letcod"

**Note:**

1. 1 <= text.length <= 1000
2. text consists of lowercase English letters.

### Analysis:

First you count all the distinct characters, then track the result string in stack, when you see a reverse order, if the previous character will appear again in later sequence, you know you can pop it up.

/// <summary>

/// Leet code #1081. Smallest Subsequence of Distinct Characters

///

/// Return the lexicographically smallest subsequence of text that contains

/// all the distinct characters of text exactly once.

///

/// Example 1:

/// Input: "cdadabcc"

/// Output: "adbc"

///

/// Example 2:

/// Input: "abcd"

/// Output: "abcd"

///

/// Example 3:

/// Input: "ecbacba"

/// Output: "eacb"

///

/// Example 4:

/// Input: "leetcode"

/// Output: "letcod"

///

/// Note:

///

/// 1. 1 <= text.length <= 1000

/// 2. text consists of lowercase English letters.

/// </summary>

string LeetCodeStack::smallestSubsequence(string text)

{

vector<int> count(26), used(26);

for (size\_t i = 0; i < text.size(); i++)

{

count[text[i] - 'a']++;

}

string result;

for (size\_t i = 0; i < text.size(); i++)

{

if (result.empty())

{

result.push\_back(text[i]);

used[x] = 1;

}

else

{

int x = text[i] - 'a';

if (used[x] == 1)

{

count[x]--;

continue;

}

while (!result.empty())

{

char ch = result.back();

if (text[i] > ch) break;

int k = ch - 'a';

if (count[k] == 1) break;

count[k]--;

used[k] = 0;

result.pop\_back();

}

result.push\_back(text[i]);

used[x] = 1;

}

}

return result;

}

## 1209. Remove All Adjacent Duplicates in String II

Medium

Given a string s, a *k* *duplicate removal* consists of choosing k adjacent and equal letters from s and removing them causing the left and the right side of the deleted substring to concatenate together.

We repeatedly make k duplicate removals on s until we no longer can.

Return the final string after all such duplicate removals have been made.

It is guaranteed that the answer is unique.

**Example 1:**

**Input:** s = "abcd", k = 2

**Output:** "abcd"

**Explanation:** There's nothing to delete.

**Example 2:**

**Input:** s = "deeedbbcccbdaa", k = 3

**Output:** "aa"

**Explanation:**

First delete "eee" and "ccc", get "ddbbbdaa"

Then delete "bbb", get "dddaa"

Finally delete "ddd", get "aa"

**Example 3:**

**Input:** s = "pbbcggttciiippooaais", k = 2

**Output:** "ps"

**Constraints:**

* 1 <= s.length <= 10^5
* 2 <= k <= 10^4
* s only contains lower case English letters.

### Analysis:

Keep character count in stack when reach limit, pop all of them out

/// <summary>

/// Leet code #1209. Remove All Adjacent Duplicates in String II

///

/// Given a string s, a k duplicate removal consists of choosing k adjacent

/// and equal letters from s and removing them causing the left and the

/// right side of the deleted substring to concatenate together.

///

/// We repeatedly make k duplicate removals on s until we no longer can.

///

/// Return the final string after all such duplicate removals have been made.

///

/// It is guaranteed that the answer is unique.

///

/// Example 1:

/// Input: s = "abcd", k = 2

/// Output: "abcd"

/// Explanation: There's nothing to delete.

///

/// Example 2:

/// Input: s = "deeedbbcccbdaa", k = 3

/// Output: "aa"

/// Explanation:

/// First delete "eee" and "ccc", get "ddbbbdaa"

/// Then delete "bbb", get "dddaa"

/// Finally delete "ddd", get "aa"

///

/// Example 3:

/// Input: s = "pbbcggttciiippooaais", k = 2

/// Output: "ps"

///

///

/// Constraints:

/// 1. 1 <= s.length <= 10^5

/// 2. 2 <= k <= 10^4

/// 3. s only contains lower case English letters.

/// </summary>

string LeetCodeStack::removeDuplicates(string s, int k)

{

string result;

vector<int> dp;

for (size\_t i = 0; i < s.size(); i++)

{

if (dp.empty())

{

result.push\_back(s[i]);

dp.push\_back(1);

}

else

{

if (result.back() == s[i])

{

dp.push\_back(dp.back()+ 1);

}

else

{

dp.push\_back(1);

}

result.push\_back(s[i]);

}

if (dp.back() == k)

{

result.resize(dp.size() - k);

dp.resize(dp.size() - k);

}

}

return result;

}

## 946. Validate Stack Sequences

Medium

Given two sequences pushed and popped **with distinct values**, return true if and only if this could have been the result of a sequence of push and pop operations on an initially empty stack.

**Example 1:**

**Input:** pushed = [1,2,3,4,5], popped = [4,5,3,2,1]

**Output:** true

**Explanation:** We might do the following sequence:

push(1), push(2), push(3), push(4), pop() -> 4,

push(5), pop() -> 5, pop() -> 3, pop() -> 2, pop() -> 1

**Example 2:**

**Input:** pushed = [1,2,3,4,5], popped = [4,3,5,1,2]

**Output:** false

**Explanation:** 1 cannot be popped before 2.

**Note:**

1. 0 <= pushed.length == popped.length <= 1000
2. 0 <= pushed[i], popped[i] < 1000
3. pushed is a permutation of popped.
4. pushed and popped have distinct values.

### Analysis:

If stack top matches the second sequence, pop it, otherwise push a new one.

/// <summary>

/// Leet code #946. Validate Stack Sequences

///

/// Given two sequences pushed and popped with distinct values, return

/// true if and only if this could have been the result of a sequence

/// of push and pop operations on an initially empty stack.

///

/// Example 1:

/// Input: pushed = [1,2,3,4,5], popped = [4,5,3,2,1]

/// Output: true

/// Explanation: We might do the following sequence:

/// push(1), push(2), push(3), push(4), pop() -> 4,

/// push(5), pop() -> 5, pop() -> 3, pop() -> 2, pop() -> 1

///

/// Example 2:

/// Input: pushed = [1,2,3,4,5], popped = [4,3,5,1,2]

/// Output: false

/// Explanation: 1 cannot be popped before 2.

///

/// Note:

///

/// 1. 0 <= pushed.length == popped.length <= 1000

/// 2. 0 <= pushed[i], popped[i] < 1000

/// 3. pushed is a permutation of popped.

/// 4. pushed and popped have distinct values.

/// </summary>

bool LeetCodeStack::validateStackSequences(vector<int>& pushed, vector<int>& popped)

{

size\_t index1 = 0;

size\_t index2 = 0;

stack<int> work\_stack;

while (index1 < pushed.size() || (!work\_stack.empty() && work\_stack.top() == popped[index2]))

{

if (work\_stack.empty() || work\_stack.top() != popped[index2])

{

work\_stack.push(pushed[index1]);

index1++;

}

else

{

work\_stack.pop();

index2++;

}

}

if (index2 == popped.size()) return true;

else return false;

}

## 1989. Maximum Number of People That Can Be Caught in Tag

Medium

You are playing a game of tag with your friends. In tag, people are divided into two teams: people who are "it", and people who are not "it". The people who are "it" want to catch as many people as possible who are not "it".

You are given a **0-indexed** integer array team containing only zeros (denoting people who are **not** "it") and ones (denoting people who are "it"), and an integer dist. A person who is "it" at index i can catch any **one** person whose index is in the range [i - dist, i + dist] (**inclusive**) and is **not** "it".

Return *the****maximum****number of people that the people who are "it" can catch*.

**Example 1:**

**Input:** team = [0,1,0,1,0], dist = 3

**Output:** 2

**Explanation:**

The person who is "it" at index 1 can catch people in the range [i-dist, i+dist] = [1-3, 1+3] = [-2, 4].

They can catch the person who is not "it" at index 2.

The person who is "it" at index 3 can catch people in the range [i-dist, i+dist] = [3-3, 3+3] = [0, 6].

They can catch the person who is not "it" at index 0.

The person who is not "it" at index 4 will not be caught because the people at indices 1 and 3 are already catching one person.

**Example 2:**

**Input:** team = [1], dist = 1

**Output:** 0

**Explanation:**

There are no people who are not "it" to catch.

**Example 3:**

**Input:** team = [0], dist = 1

**Output:** 0

**Explanation:**

There are no people who are "it" to catch people.

**Constraints:**

1 <= team.length <= 105

0 <= team[i] <= 1

1 <= dist <= team.length

### Analysis:

Push tag 0 people in queue and captured by tag 1 people, when out of range, pop out.

/// <summary>

/// Leet Code 1989. Maximum Number of People That Can Be Caught in Tag

///

/// Medium

///

/// You are playing a game of tag with your friends. In tag, people are

/// divided into two teams: people who are "it", and people who are not

/// "it". The people who are "it" want to catch as many people as

/// possible who are not "it".

///

/// You are given a 0-indexed integer array team containing only zeros

/// (denoting people who are not "it") and ones (denoting people who are

/// "it"), and an integer dist. A person who is "it" at index i can catch

/// any one person whose index is in the range [i - dist, i + dist]

/// (inclusive) and is not "it".

///

/// Return the maximum number of people that the people who are "it" can

/// catch.

///

/// Example 1:

/// Input: team = [0,1,0,1,0], dist = 3

/// Output: 2

/// Explanation:

/// The person who is "it" at index 1 can catch people in the range

/// [i-dist, i+dist] = [1-3, 1+3] = [-2, 4].

/// They can catch the person who is not "it" at index 2.

/// The person who is "it" at index 3 can catch people in the range

/// [i-dist, i+dist] = [3-3, 3+3] = [0, 6].

/// They can catch the person who is not "it" at index 0.

/// The person who is not "it" at index 4 will not be caught because the

/// people at indices 1 and 3 are already catching one person.

///

/// Example 2:

/// Input: team = [1], dist = 1

/// Output: 0

/// Explanation:

/// There are no people who are not "it" to catch.

///

/// Example 3:

/// Input: team = [0], dist = 1

/// Output: 0

/// Explanation:

/// There are no people who are "it" to catch people.

///

/// Constraints:

/// 1. 1 <= team.length <= 10^5

/// 2. 0 <= team[i] <= 1

/// 3. 1 <= dist <= team.length

/// </summary>

int LeetCodeGreedy::catchMaximumAmountofPeople(vector<int>& team, int dist)

{

int result = 0;

vector<queue<int>> queue(2);

for (int i = 0; i < (int)team.size(); i++)

{

while (!queue[1 - team[i]].empty() &&

i - queue[1 - team[i]].front() > dist)

{

queue[1 - team[i]].pop();

}

if (!queue[1 - team[i]].empty())

{

queue[1 - team[i]].pop();

result++;

continue;

}

else

{

queue[team[i]].push(i);

}

}

return result;

}

**1438. Longest Continuous Subarray With Absolute Diff Less Than or Equal to Limit**

Medium

Given an array of integers nums and an integer limit, return the size of the longest **non-empty** subarray such that the absolute difference between any two elements of this subarray is less than or equal to limit*.*

**Example 1:**

**Input:** nums = [8,2,4,7], limit = 4

**Output:** 2

**Explanation:** All subarrays are:

[8] with maximum absolute diff |8-8| = 0 <= 4.

[8,2] with maximum absolute diff |8-2| = 6 > 4.

[8,2,4] with maximum absolute diff |8-2| = 6 > 4.

[8,2,4,7] with maximum absolute diff |8-2| = 6 > 4.

[2] with maximum absolute diff |2-2| = 0 <= 4.

[2,4] with maximum absolute diff |2-4| = 2 <= 4.

[2,4,7] with maximum absolute diff |2-7| = 5 > 4.

[4] with maximum absolute diff |4-4| = 0 <= 4.

[4,7] with maximum absolute diff |4-7| = 3 <= 4.

[7] with maximum absolute diff |7-7| = 0 <= 4.

Therefore, the size of the longest subarray is 2.

**Example 2:**

**Input:** nums = [10,1,2,4,7,2], limit = 5

**Output:** 4

**Explanation:** The subarray [2,4,7,2] is the longest since the maximum absolute diff is |2-7| = 5 <= 5.

**Example 3:**

**Input:** nums = [4,2,2,2,4,4,2,2], limit = 0

**Output:** 3

**Constraints:**

* 1 <= nums.length <= 105
* 1 <= nums[i] <= 109
* 0 <= limit <= 109

### Analysis:

Keep maximum number in decreasing order, and minimum number in increasing order to indicating from current index to end of scanning point what is the maximum number and what is the minimum number in the sub array.

/// <summary>

/// Leet code #1438. Longest Continuous Subarray With Absolute Diff

/// Less Than or Equal to Limit

///

/// Medium

///

/// Given an array of integers nums and an integer limit, return the

/// size of the longest continuous subarray such that the absolute

/// difference between any two elements is less than or equal to limit.

///

/// In case there is no subarray satisfying the given condition return 0.

///

/// Example 1:

/// Input: nums = [8,2,4,7], limit = 4

/// Output: 2

/// Explanation: All subarrays are:

/// [8] with maximum absolute diff |8-8| = 0 <= 4.

/// [8,2] with maximum absolute diff |8-2| = 6 > 4.

/// [8,2,4] with maximum absolute diff |8-2| = 6 > 4.

/// [8,2,4,7] with maximum absolute diff |8-2| = 6 > 4.

/// [2] with maximum absolute diff |2-2| = 0 <= 4.

/// [2,4] with maximum absolute diff |2-4| = 2 <= 4.

/// [2,4,7] with maximum absolute diff |2-7| = 5 > 4.

/// [4] with maximum absolute diff |4-4| = 0 <= 4.

/// [4,7] with maximum absolute diff |4-7| = 3 <= 4.

/// [7] with maximum absolute diff |7-7| = 0 <= 4.

/// Therefore, the size of the longest subarray is 2.

///

/// Example 2:

/// Input: nums = [10,1,2,4,7,2], limit = 5

/// Output: 4

/// Explanation: The subarray [2,4,7,2] is the longest since the maximum

/// absolute diff is |2-7| = 5 <= 5.

///

/// Example 3:

/// Input: nums = [4,2,2,2,4,4,2,2], limit = 0

/// Output: 3

///

/// Constraints:

/// 1. 1 <= nums.length <= 10^5

/// 2. 1 <= nums[i] <= 10^9

/// 3. 0 <= limit <= 10^9

/// </summary>

int LeetCodeArray::longestSubarray(vector<int>& nums, int limit)

{

deque<int> min\_list;

deque<int> max\_list;

int first = 0;

int last = 0;

int result = 0;

min\_list.push\_back(nums[0]);

max\_list.push\_back(nums[0]);

while (last < (int)nums.size())

{

if (max\_list.front() - min\_list.front() <= limit)

{

result = max(result, last - first + 1);

last++;

if (last < (int)nums.size())

{

while (!min\_list.empty() && min\_list.back() > nums[last]) min\_list.pop\_back();

while (!max\_list.empty() && max\_list.back() < nums[last]) max\_list.pop\_back();

min\_list.push\_back(nums[last]);

max\_list.push\_back(nums[last]);

}

}

else

{

if (!min\_list.empty() && min\_list.front() == nums[first]) min\_list.pop\_front();

if (!max\_list.empty() && max\_list.front() == nums[first]) max\_list.pop\_front();

first++;

}

}

return result;

}

# Advanced Problems

## 239. Sliding Window Maximum

Hard

You are given an array of integers nums, there is a sliding window of size k which is moving from the very left of the array to the very right. You can only see the k numbers in the window. Each time the sliding window moves right by one position.

Return *the max sliding window*.

**Example 1:**

**Input:** nums = [1,3,-1,-3,5,3,6,7], k = 3

**Output:** [3,3,5,5,6,7]

**Explanation:**

Window position Max

--------------- -----

[1 3 -1] -3 5 3 6 7 **3**

1 [3 -1 -3] 5 3 6 7 **3**

1 3 [-1 -3 5] 3 6 7  **5**

1 3 -1 [-3 5 3] 6 7 **5**

1 3 -1 -3 [5 3 6] 7 **6**

1 3 -1 -3 5 [3 6 7] **7**

**Example 2:**

**Input:** nums = [1], k = 1

**Output:** [1]

**Example 3:**

**Input:** nums = [1,-1], k = 1

**Output:** [1,-1]

**Example 4:**

**Input:** nums = [9,11], k = 2

**Output:** [11]

**Example 5:**

**Input:** nums = [4,-2], k = 2

**Output:** [4]

**Constraints:**

1 <= nums.length <= 105

-104 <= nums[i] <= 104

1 <= k <= nums.length

### Analysis:

Keep monotone descrease stack in a slide window queue, for this purpose you need to use deque, which you can pop up from both ends. If there is no deque in the programming language, you may need to implement your double linked list.

/// <summary>

/// Leet code #239. Sliding Window Maximum

/// Given an array nums, there is a sliding window of size k which is moving

/// from the very left of the array to the very right.

/// You can only see the k numbers in the window. Each time the sliding window

/// moves right by one position.

/// For example,

/// Given nums = [1,3,-1,-3,5,3,6,7], and k = 3.

/// Window position Max

/// --------------- -----

/// [1 3 -1] -3 5 3 6 7 3

/// 1 [3 -1 -3] 5 3 6 7 3

/// 1 3 [-1 -3 5] 3 6 7 5

/// 1 3 -1 [-3 5 3] 6 7 5

/// 1 3 -1 -3 [5 3 6] 7 6

/// 1 3 -1 -3 5 [3 6 7] 7

/// Therefore, return the max sliding window as [3,3,5,5,6,7].

/// Note:

/// You may assume k is always valid, ie: 1 ¡Ü k ¡Ü input array's size for

/// non-empty array.

/// Follow up:

/// Could you solve it in linear time?

/// Hint:

/// 1.How about using a data structure such as deque (double-ended queue)?

/// 2.The queue size need not be the same as the window¡¯s size.

/// 3.Remove redundant elements and the queue should store only elements

/// that need to be considered.

/// </summary>

vector<int> LeetCodeStack::maxSlidingWindow(vector<int>& nums, int k)

{

vector<int> result;

deque<int> max\_window;

for (size\_t i = 0; i < nums.size(); i++)

{

if (max\_window.empty())

{

max\_window.push\_back(nums[i]);

}

else

{

if (max\_window.size() == k) max\_window.pop\_front();

size\_t count = 0;

while (!max\_window.empty() && max\_window.back() < nums[i])

{

max\_window.pop\_back();

count++;

}

for (size\_t j = 0; j < count; j++)

{

max\_window.push\_back(nums[i]);

}

max\_window.push\_back(nums[i]);

}

if (max\_window.size() == k)

{

result.push\_back(max\_window.front());

}

}

return result;

}

**2030. Smallest K-Length Subsequence With Occurrences of a Letter**

Hard

You are given a string s, an integer k, a letter letter, and an integer repetition.

Return *the****lexicographically smallest****subsequence of* s*of length* k *that has the letter* letter *appear****at least*** repetition *times*. The test cases are generated so that the letter appears in s **at least** repetition times.

A **subsequence** is a string that can be derived from another string by deleting some or no characters without changing the order of the remaining characters.

A string a is **lexicographically smaller** than a string b if in the first position where a and b differ, string a has a letter that appears earlier in the alphabet than the corresponding letter in b.

**Example 1:**

**Input:** s = "leet", k = 3, letter = "e", repetition = 1

**Output:** "eet"

**Explanation:** There are four subsequences of length 3 that have the letter 'e' appear at least 1 time:

- "lee" (from "**lee**t")

- "let" (from "**le**e**t**")

- "let" (from "**l**e**et**")

- "eet" (from "l**eet**")

The lexicographically smallest subsequence among them is "eet".

**Example 2:**

![example-2](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAVMAAABDCAIAAACuiHEMAAAABGdBTUEAALGPC/xhBQAAACBjSFJNAAB6JgAAgIQAAPoAAACA6AAAdTAAAOpgAAA6mAAAF3CculE8AAAABmJLR0QA/wD/AP+gvaeTAAAAB3RJTUUH5QkOAR4LJcO5swAAAAFvck5UAc+id5oAAAxdSURBVHja7Z17cFNVHsd/NzdJ0yZpSNImfT+opBSpFArVtri8H4IgAivD4gPUXRcURJcZHERHx8eOOqOCoKKgIywwRVSgWHmJCgtIpUvl1ZbSktI2jzZJm6Z59+buH4UWmFk3p9ykafL7/HEHbtN+7/ec3+/87rnnZC6wCEcAwEm2JMhH9BgeHoN/pLqtInfOKdgVfNFCeAQ9hoHH4MPr7wsIH4qoBaiIigNFEWs+Z2A9RI8DCKz5nBEhtQIVw0MRaz5nYD1EjwMIrPmcESG1AhXDQxFrPmdgPUSPAMAzVn3++L+bZ0x79fm0YF428XX29wWEDxFSK1AxPBQx8zmje4MEKqLigFDEzOeMCKkVqBgeivwgS4Yx5CM3Yzn6++HdtXXaTk90TEL+kHFPjspJIBiLB0J18upKKw7tvdKgc7BCqTJ/8LjFo+5JFYSTR8plvbD55NGf9C1O3qCslHtnxwZakZPIwSd8nEFRFEkXMoYtZZt2tsgKNXl5cqHNdK60tpFOffjjqaPj/O3CImpBkLuP0KP36ob9W/dYxPma/EKFyNxyseyKllFP++jB+1PDxmPnuTV7vi53xxZoRuZJeE36M0eabB4QzJru/xO+ImpB8CMHaz5nEI3c/NoLu3fpxfNmPrc0ubsPCv8k37S0/Mj2przn0/zslRCvh/zq83tLW+kpE5etvisGAODusZPjNy099XNJQ+GqzPDwSJWfP1jukMyY8uyLmTEAACOL8o9/9EaVM2CKXEUOzvM5g2i2drWs2gjx94yX2IwdbcaONmNHu1h1Vyqvo1Kn9wVEMfgem366agbZyPndKQEAwKRnz3huzNjhYk9gFIPv8dqpax20Im9uWo/HmKFxCpoKnCJXkYM1nzNIRm5Xa6MdGOvx5SXHb/0BT+a0ApsKfoVOaNdDpk1nB1qpSr65ugiSZuQlBUox+B69bUYXK1Tf6jGgipxFDmY+Z5DN1roAhPEFq/Oy6FtOs7Qkk+dvxSiiFrBsUHe5kHmk/f3gAPYIAECzd+a0XyIHM58zSMJFoEgUQZWHl5I2LKvvURPa9ZCWq8XAdLY0+6DXI2OvM5tpcVqGOCw8CuRqEVVhbW1mIZXsDr/PilxFDs7zOYNktkZnTBkcy1jPbLlg6J2bMa2lFSdIng2F+Bw4ZUKmEqxndzc4bpzhGeu+Wbl3yw5dV7h4TL0/PZaxVJb0enScM1oYssWIfokcXNXjDML93t6r6/ZvLW2ls9JHTUqOo12G8rqzFU7FU9OXLkzw/04stPe0exs37P9ijyWmMKeoQEaZLZfKqrVM0rQPH/B/VS/kPbrOvfLd16ccsQWakbliXrPhzC96m5MhWtUjhJvIwcznDMJ1YADwthyo/GlffZ3W6gThoKzE4fNHTxqn9L/zQn6tG27ZyRMtVRdoxj85MieeIO1D3yPlsl748uTRI9d38oxZkmRce6JqGsE3dsifLHAQOZj5nIHfY0OPAwic53NGiM9IUREVb1bEms8ZWA/R4wACaz5nREitQMXwUMSazxlYD9HjAAJrPmdESK1AxfBQxMznmO5eDM4RPYaTxyAr4t0+gkQiWPMRJBLBzEeQSAQzH0EiEcx8BIlEMPMRJBLBzEeQSAQzH0EiEcx8BIlEMPMRJBLBzEeQSCRImU9RFB7xiMfQOeK+fQSJRIJa84MJKqIiKv6BItZ8BIlEsOajIipGoiLWfASJRLDmoyIqRqJiSNZ8bcnTz2zW3ng5mU89a93WFbmE7yRHkP7Bbai+2OxWZI3IGNTfl/JHBOldumRDjHzE/MWLzQAA9nP7dv8WBMXge+wvxc7qA3t+tWZNXVBI9Br7AeURFf1QDFLmkxmTDZ2+cCgAABjp49/+Zg28YvA99peitWrftu26B4b3LfMHhkdU9EMR5/moiIqRqMgH8LT8snX9jsP/aTR7QKLSjJn1zPKFObE9H3KVvfzg+6ep+1Z//+YUYV+VBsI46mk6unPL7iNntWZ3tDwrf/qiJx8tTCDoEnJFxmk2NLeYbS4vUFEiqTwhJVEeRTAWkyjaD635y7vl9uv/2//S5P3d/xIWrC19ezwdMI/eTqNeZ2q3e7xACUQShSo5SRkdII8AAOAx/rbry38dPl1rcLMKdd59sxctnjNcFsh+9DnMjc369k63jxKIpPHxUYRN1D+Rwwftd6+9XVKfVPTo0vviPPUHduzZvNat/OL1qSSN9X8J+bmTp2bLP17YWacqnD5/UrrIVvVj6da1lbWrN74+Nd7fdiBUZDqbamuNTr5MoZaLqK5Oq8lQX+NIGzok3u/xlURRPGbxy2/NYrtMP3+64XBb/hMvzdIIAABAkU0QMaQeOxou15k8AqlCHSeivJ3tZqO2xu7N1iREB6ZVGeOh1559t9ybOfGhxfOVXfUnfzj48arKa698tKJYEhhF1m2qq23o8AljFYkSgc/d0drY7mXJnp/1S+TwQd+oZ1iBaljBhOkaCXV/wUQ9o1Lf1Eyi4r+vz1zESlL7XPAh9Gv+5ZL3dlUr577/2bJcIQDAQ3PuT16xbOuW7RXjV4720ziRIttp0LbYBfFDctJiaQAAdYK8uarGoNO3K9MH+ZmLRIpyTcG9ANCs2w5HbKqcsYWjA92qrE3XaHLxFIOzM+WCbo8KfU2NTm9oV2XKA+HReviTT8od6Y9+sHFxdnc/zsx7729vlK7bOrF4WW5APFr1uo4uvnLwsAw5DQCQlCCtv6RtIwr3fokcHuSOH5dMOys+XzZn5p+fXvXO/vOtAon05rs/WeqwnGF3p0pJvNxOiM+dzv9wUAvZkyfEWQzXMYlzR6XyWisrrzKBUPTZTBY3xMjlUV3u63j4EmkU1WWzOfwOgxBvVXtbhwuiFKpBgp5fj4lLSU5USwT+RzqJov30sbM20ehH5mt6BmvZuIUzM/jmY0fPM/5qEnm0tdu8lChONagnY/iSGCFht/RL5PBBMnrlxs3FR348Xnnp4qWLJ7+pPHHw9LKN781L5vLhX2jX/LaGRjMwhm3LH9t2WwPFtrUCmw1+dQzRDZvL7QXWY7h8wXDbT2ivlwX/BEO8VX1ujxcoseiWG3uBRJUkCZAiY7zW7GLU6dm33NinaAaLqJ8N9U7I9U+YqB89Xi9QsSLRHQ3B/RI5fLAa6xptqslPvDiHArCfef+5l8p+//W8bV6y7PqnrI2XdDZWknonZT/E5/lUF4Aw5+HVj4y4bb8QrR7h9w4iEkUfsAA8sSpNJb7tz/OiJH4PuSHeqqgYAEXOIodvPbZ++brT0fnzHpuQLfMZTl9qBTo1bXBvkrtOfLoizJ/tixMSpVDVyU8pHpvV9zsdEkVBlJAGOwMiuULc93IR2q3KixIKgPW4nCz0evS5HXYPiMQxAu7n+bQ6PUFEX2yo6WQzest+k7bBxSoSkqID4ZEWCgTAul0uFmKC04+cRQ5PNmvVP5+akmI49NkHb7+1YVcFfc/cNW89o+F4nT+0Z6TCvMljlUxj6Za92t5Zvedq6VffVnUERpEXq5QJwGVqNrp8PSd9DmOTwdYVGMUbyCRxNDh0BjPxbxIriuWxInBZWtq9Pafcpms1l68YAtSq4oIJI4WuMyV7LntunHKe+vb7uq644olE927+X55ULhWwLlNLe0/gdNnsLsIBuV8iJyT37VurDxw8bwMAaDv33e6TzuzZC/6URAPQihHTJmr8Xp4hwX5m3Quvltbzs4pnTBqZSLfXlR89UtGR/tQ76xZm38mixv/Ga9Verje7qOhBCrkkimJcHRaLzRuVOGRokv93bX2g7dCav75b7kgeN3tqttRrNrZnzl05PSMwWkxHQ02dyc2PVcbFRoHXYbVY7Kw0WTPE/1U9QkHj/lee/bDcmznxoSm5yq6GMz+U/dqqfvDVD1cUcbpKfRNu05XqBqtPGKuQiwXg6bC02b0+4CsDt2+fm8gJUuaTDTG3fmOnF3rokq/WL0rwyx35oGavP7Bj275jZ7X6TpCos0ZMmL/k8XEZ/qc9uSLjaNXpTG2dLi8DdJRIKlMnJSsItrn0ceC2/L5z/aayyga9k5UnZGU/vPzNOZoAejQ2N5na7W4v8KKiZQp1UgLRnhNixZt38sjUw4pnLyHcyUOs6HOYm5r1bdd38sQlSZz1TZ1ygszvl8gJyZqPIEiAwX37qIiKkaiINR9BIhGs+aiIipGoiDUfQSIRrPmoiIqRqBjU9+oF8/1BqIiKqPgHiv8FHDzyXtYYRncAAAAldEVYdGRhdGU6Y3JlYXRlADIwMjEtMDktMTRUMDE6MzA6MTErMDA6MDC4yayFAAAAJXRFWHRkYXRlOm1vZGlmeQAyMDIxLTA5LTE0VDAxOjMwOjExKzAwOjAwyZQUOQAAAABJRU5ErkJggg==)

**Input:** s = "leetcode", k = 4, letter = "e", repetition = 2

**Output:** "ecde"

**Explanation:** "ecde" is the lexicographically smallest subsequence of length 4 that has the letter "e" appear at least 2 times.

**Example 3:**

**Input:** s = "bb", k = 2, letter = "b", repetition = 2

**Output:** "bb"

**Explanation:** "bb" is the only subsequence of length 2 that has the letter "b" appear at least 2 times.

**Constraints:**

* 1 <= repetition <= k <= s.length <= 5 \* 104
* s consists of lowercase English letters.
* letter is a lowercase English letter, and appears in s at least repetition times.

### Analysis:

Pop up decreasing order characters if we have more than k occurrence for that letter.

/// <summary>

/// Leet Code 2030. Smallest K-Length Subsequence With Occurrences

/// of a Letter

///

/// Hard

///

/// You are given a string s, an integer k, a letter letter, and an

/// integer repetition.

///

/// Return the lexicographically smallest subsequence of s of length

/// k that has the letter letter appear at least repetition times.

/// The test cases are generated so that the letter appears in s at

/// least repetition times.

///

/// A subsequence is a string that can be derived from another string

/// by deleting some or no characters without changing the order of

/// the remaining characters.

///

/// A string a is lexicographically smaller than a string b if in

/// the first position where a and b differ, string a has a letter

/// that appears earlier in the alphabet than the corresponding letter

/// in b.

///

/// Example 1:

/// Input: s = "leet", k = 3, letter = "e", repetition = 1

/// Output: "eet"

/// Explanation: There are four subsequences of length 3 that have

/// the letter 'e' appear at least 1 time:

/// - "lee" (from "leet")

/// - "let" (from "leet")

/// - "let" (from "leet")

/// - "eet" (from "leet")

/// The lexicographically smallest subsequence among them is "eet".

///

/// Example 2:

/// Input: s = "leetcode", k = 4, letter = "e", repetition = 2

/// Output: "ecde"

/// Explanation: "ecde" is the lexicographically smallest

/// subsequence of length 4 that has the letter "e" appear at

/// least 2 times.

///

/// Example 3:

/// Input: s = "bb", k = 2, letter = "b", repetition = 2

/// Output: "bb"

/// Explanation: "bb" is the only subsequence of length 2

/// that has the letter "b" appear at least 2 times.

///

/// Constraints:

/// 1. 1 <= repetition <= k <= s.length <= 5 \* 10^4

/// 2. s consists of lowercase English letters.

/// 3. letter is a lowercase English letter, and appears in s at

/// least repetition times.

/// </summary>

string LeetCodeStack::smallestSubsequence(string s, int k, char letter, int repetition)

{

vector<int> dp(s.size());

int count = 0;

for (int i = s.size() - 1; i >= 0; i--)

{

if (s[i] == letter)

{

count++;

}

dp[i] = count;

}

string result;

int letter\_count = 0;

for (size\_t i = 0; i < s.size(); i++)

{

if (!result.empty() && result.back() > s[i])

{

if ((result.size() + (s.size() - i) > k) &&

((letter\_count + dp[i] > repetition) ||

(letter\_count + dp[i] == repetition && result.back() != letter)))

{

if (result.back() == letter) letter\_count--;

result.pop\_back();

i--;

continue;

}

}

result.push\_back(s[i]);

if (s[i] == letter) letter\_count++;

}

string tail;

while (result.size() + tail.size() > k)

{

if (result.back() == letter)

{

if (letter\_count == repetition)

{

tail.push\_back(result.back());

}

else

{

letter\_count--;

}

}

result.pop\_back();

}

result.append(tail);

return result;

}

## 84. Largest Rectangle in Histogram

Hard

Given an array of integers heights representing the histogram's bar height where the width of each bar is 1, return *the area of the largest rectangle in the histogram*.

**Example 1:**

![A picture containing text, clock
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**Input:** heights = [2,1,5,6,2,3]

**Output:** 10

**Explanation:** The above is a histogram where width of each bar is 1.

The largest rectangle is shown in the red area, which has an area = 10 units.

**Example 2:**

![A picture containing text, clock, sign, clipart

Description automatically generated](data:image/jpeg;base64,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)

**Input:** heights = [2,4]

**Output:** 4

**Constraints:**

* 1 <= heights.length <= 105
* 0 <= heights[i] <= 104

### Analysis:

If a bar is higher than previous, push to stack, if the bar is lower than previous one, keep pop up all bars higher than this one and calculate area, then push the new bar. In the end pop up all bars and calculate result.

/// <summary>

/// Leet Code 84. Largest Rectangle in Histogram

///

/// Hard

///

/// Given an array of integers heights representing the histogram's bar

/// height where the width of each bar is 1, return the area of the

/// largest rectangle in the histogram.

///

/// Example 1:

/// Input: heights = [2,1,5,6,2,3]

/// Output: 10

/// Explanation: The above is a histogram where width of each bar is 1.

/// The largest rectangle is shown in the red area, which has an

/// area = 10 units.

///

/// Example 2:

/// Input: heights = [2,4]

/// Output: 4

///

/// Constraints:

/// 1. 1 <= heights.length <= 10^5

/// 2. 0 <= heights[i] <= 10^4

/// </summary>

int LeetCodeStack::largestRectangleArea(vector<int>& heights)

{

int max\_area = 0;

stack<pair<int, int>> height\_stack;

for (size\_t i = 0; i <= heights.size(); i++)

{

int height = (i == heights.size()) ? 0 : heights[i];

if (height\_stack.empty() || (height >= height\_stack.top().second))

{

height\_stack.push(make\_pair(i, height));

}

else

{

int end = height\_stack.top().first;

pair<int, int> pair;

while ((!height\_stack.empty()) &&

(height < height\_stack.top().second))

{

pair = height\_stack.top();

height\_stack.pop();

max\_area = max(max\_area, (end - pair.first + 1) \* pair.second);

}

height\_stack.push(make\_pair(pair.first, height));

height\_stack.push(make\_pair(i, height));

}

}

return max\_area;

}

## 1425. Constrained Subsequence Sum

Hard

Given an integer array nums and an integer k, return the maximum sum of a **non-empty** subsequence of that array such that for every two **consecutive** integers in the subsequence, nums[i] and nums[j], where i < j, the condition j - i <= k is satisfied.

A *subsequence* of an array is obtained by deleting some number of elements (can be zero) from the array, leaving the remaining elements in their original order.

**Example 1:**

**Input:** nums = [10,2,-10,5,20], k = 2

**Output:** 37

**Explanation:** The subsequence is [10, 2, 5, 20].

**Example 2:**

**Input:** nums = [-1,-2,-3], k = 1

**Output:** -1

**Explanation:** The subsequence must be non-empty, so we choose the largest number.

**Example 3:**

**Input:** nums = [10,-2,-10,-5,20], k = 2

**Output:** 23

**Explanation:** The subsequence is [10, -2, -5, 20].

**Constraints:**

* 1 <= k <= nums.length <= 105
* -104 <= nums[i] <= 104

### Analysis:

The target is to get maximum sub-sequence sum but keep the gap is less than k, so at each scanning position, we just care all previous answer which is within range K, if we can not get a positive one, we can start a sequence again. Keep the accumulated sum in decreasing order with end index, because if later you get a greater result later, you do not need previous one. You can also discard all negative accumulated sum if you want.

/// <summary>

/// Leet code #1425. Constrained Subset Sum

///

/// Hard

///

/// Given an integer array nums and an integer k, return the maximum sum

/// of a non-empty subset of that array such that for every two

/// consecutive integers in the subset, nums[i] and nums[j], where i < j,

/// the condition j - i <= k is satisfied.

///

/// A subset of an array is obtained by deleting some number of elements

/// (can be zero) from the array, leaving the remaining elements in their

/// original order.

/// Example 1:

///

/// Input: nums = [10,2,-10,5,20], k = 2

/// Output: 37

/// Explanation: The subset is [10, 2, 5, 20].

/// Example 2:

///

/// Input: nums = [-1,-2,-3], k = 1

/// Output: -1

/// Explanation: The subset must be non-empty, so we choose the largest

/// number.

///

/// Example 3:

///

/// Input: nums = [10,-2,-10,-5,20], k = 2

/// Output: 23

/// Explanation: The subset is [10, -2, -5, 20].

///

/// Constraints:

/// 1. 1 <= k <= nums.length <= 10^5

/// 2. -10^4 <= nums[i] <= 10^4

/// </summary>

int LeetCodeStack::constrainedSubsetSum(vector<int>& nums, int k)

{

deque<pair<int, int>> sum\_chain;

int result = INT\_MIN;

for (size\_t i = 0; i < nums.size(); i++)

{

int sum;

if (sum\_chain.empty())

{

sum = nums[i];

}

else

{

if ((int)i - sum\_chain.front().first > k) sum\_chain.pop\_front();

sum = max(nums[i], nums[i] + sum\_chain.front().second);

while (!sum\_chain.empty() && sum >= sum\_chain.back().second)

{

sum\_chain.pop\_back();

}

}

sum\_chain.push\_back(make\_pair(i, sum));

result = max(sum, result);

}

return result;

}

## 862. Shortest Subarray with Sum at Least K

Hard

Given an integer array nums and an integer k, return *the length of the shortest non-empty****subarray****of*nums*with a sum of at least*k. If there is no such **subarray**, return -1.

A **subarray** is a **contiguous** part of an array.

**Example 1:**

**Input:** nums = [1], k = 1

**Output:** 1

**Example 2:**

**Input:** nums = [1,2], k = 4

**Output:** -1

**Example 3:**

**Input:** nums = [2,-1,2], k = 3

**Output:** 3

**Constraints:**

* 1 <= nums.length <= 105
* -105 <= nums[i] <= 105
* 1 <= k <= 109

### Analysis:

The target is to get maximum sub-sequence sum but keep the gap is less than k, so at each scanning position, we just care all previous answer which is within range K, if we can not get a positive one, we can start a sequence again. Keep the accumulated sum in decreasing order with end index, because if later you get a greater result later, you do not need previous one. You can also discard all negative accumulated sum if you want.

/// <summary>

/// Leet code #862. Shortest Subarray with Sum at Least K

///

/// Return the length of the shortest, non-empty, contiguous subarray of A

/// with sum at least K.

///

/// If there is no non-empty subarray with sum at least K, return -1.

///

/// Example 1:

/// Input: A = [1], K = 1

/// Output: 1

///

/// Example 2:

/// Input: A = [1,2], K = 4

/// Output: -1

///

/// Example 3:

/// Input: A = [2,-1,2], K = 3

/// Output: 3

///

/// Note:

/// 1. 1 <= A.length <= 50000

/// 2. -10 ^ 5 <= A[i] <= 10 ^ 5

/// 3. 1 <= K <= 10 ^ 9

/// </summary>

int LeetCodeStack::shortestSubarray(vector<int>& nums, int k)

{

int result = INT\_MAX;

deque<pair<long long, int>> window;

long long sum = 0;

window.push\_back(make\_pair(0, -1));

for (int i = 0; i < (int)nums.size(); i++)

{

if (nums[i] >= k) return 1;

sum += nums[i];

while (!window.empty() && sum <= window.back().first)

{

window.pop\_back();

}

while (!window.empty() && sum - window.front().first >= k)

{

result = min(result, i - window.front().second);

window.pop\_front();

}

window.push\_back(make\_pair(sum, i));

}

if (result == INT\_MAX) return -1;

return result;

}