Q. 1)

Write down a general regular expression to match the following:

(a) Words with any punctuation in them, e.g., h@te or v|c0din

(I suppose the single punctuation only appears once and it does not appear at the beginning or the end of a word. Then the regular expression can be the following one.)

[[:alnum:]]+[[:punct:]][[:alnum:]]+

(b) An IP address (Four sets of 1 to 3 digits separated by periods, e.g., 100.12.162.0)

[[:digit:]]{1,3}\\.[[:digit:]]{1,3}\\.[[:digit:]]{1,3}\\.[[:digit:]]{1,3}$

(c) An email address that ends with .com, .edu, .net, .org, or .gov

[[:alnum:]]+@[[:alnum:]]+\\.(com|edu|net|org|gov)$

Q. 2)

Carry out the following exercises on the State of the Union speeches database (available in moodle).

(a) Use readLines() to read in the speeches (available as a text file in moodle) where the return value is: character vector with one element/character string per line in the file

> con = file("C:/Documents/GSLIS/490 Introduction to Data Science/Data and Code/stateoftheunion1790-2012.txt", open = "r")

> allText = readLines(con = con)

> class(allText)

[1] "character"

> length(allText)

[1] 169641

(b) Use regular expressions to find \*\*\*

# Return the indices of lines.

# I leave out the last line in the text: \*\*\* END OF COMPLETE ADDRESSES \*\*\*

# Actually this line of text is not we are concerned about.

# If you want to keep the last line, then the code can be modified into grep("\\\*\\\*\\\*",allText)

> asterisk.index = grep("^[\*]{3}$",allText)

(c) Use \*\*\* to identify the date of the speech.

# Each date appears four lines after the "\*\*\*".

> date.index = asterisk.index+4

> date = allText[date.index]

> head(date)

[1] "January 8, 1790" "December 8, 1790" "October 25, 1791" "November 6, 1792"

[5] "December 3, 1793" "November 19, 1794"

(d) Use regular expressions to extract the year.

# I did not convert the type of the vector from character into numeric.

# If numeric vector is needed, then you can add as.numeric() to the year vector.

> year.index = regexpr("[[:digit:]]{4}", date)

> year = substring(date, year.index, nchar(date))

> head(year)

[1] "1790" "1790" "1791" "1792" "1793" "1794"

(e) Use regular expressions to extract the month.

> month.index = regexpr(" [[:digit:]]{1,2}, ", date)

> month = substring(date, 1, month.index-1)

> head(month)

[1] "January" "December" "October" "November" "December" "November"

(f) Use \*\*\* to extract the name of the president State of the union speeches.

# Each name of president appears 3 lines after the "\*\*\*".

> president.index = asterisk.index+3

> president = allText[president.index]

> head(president)

[1] "George Washington" "George Washington" "George Washington" "George Washington"

[5] "George Washington" "George Washington"

(g) Use regular expressions and R to return the number of speeches in the dataset, and the number of presidents that gave speeches.

> numberOfSpeeches = length(grep("^[\*]{3}$",allText))

> numberOfSpeeches

[1] 222

> numberOfPresidents = length(unique(president))

> numberOfPresidents

[1] 41

(h) Chop the speeches up into a list there is one element for each speech. Each element is a character vector. Check: does your number of list elements match your answer above?

# Since all the texts are separated by line, they are not a whole. So I did not use strsplit() function.

# There are 169641 lines in the text file. So 169641 elements in the allText vector.

# There are 222 elements of the asterisk.index vector. So there should be 222 speeches in all.

listOfSpeeches = list()

for (i in 1:222) {

listOfSpeeches[[i]] = character()

}

asterisk.index[223] = 169641

for (j in 1:222) {

for (i in (asterisk.index[j]+2):(asterisk.index[j+1]-2)) {

listOfSpeeches[[j]] = append(listOfSpeeches[[j]], allText[i])

}

}

> length(listOfSpeeches)

[1] 222

> class(listOfSpeeches[[1]])

[1] "character"

> head(listOfSpeeches[[2]])

[1] "State of the Union Address"

[2] "George Washington"

[3] "December 8, 1790"

[4] ""

[5] "Fellow-Citizens of the Senate and House of Representatives:"

[6]

# Each element in the list is a character vector of lines of text in that speech.

# I delete the \*\*\* from each speech text information.

# I am going to create a function to achieve from (i) to (m).

(i) Eliminate apostrophes, numbers, and the phrase: (Applause.)

(j) Make all the characters lower case.

(k) Split the sentences up where there are blanks and punctuation to create “words”.

(l) Drop any empty words that resulted from this split.

(m) Create a word vector for each speech.

install.packages("Rstem")

library("Rstem", lib.loc="C:/Program Files for operation/R-3.3.1/library")

speechToWords = function(lines){

# lines is a character vector of lines for each speech

# Use gsub to eliminate apostrophes and numbers

s1=gsub("'","",lines)

s2=gsub("[[:digit:]]+","",s1)

# Drop the phrase (Applause.)

# I think the exact phrase with parentheses should be eliminated. But the word applause inside

# the sentences should not be removed.

s3=gsub("\\(Applause\\.\\)","",s2)

# Turn characters to lower case.

s4=tolower(s3)

# Use strsplit to split the text up by blanks and punctuation

s5=strsplit(s4,"[[:blank:]]|[[:punct:]]")

# Unlist the return value

s6=unlist(s5)

# Drop any empty words

s7=s6[s6!=""]

# Use wordStem() to stem the words

# s8=wordStem(s7)

# But the results are not correct such as words like januari and georg. So I give up using stem.

# return a character vector of all words in the speech

return(s7)

}

# Create a list of words. Each character vector of each speech consists of only one element.

# The element is a string of all the text of that speech.

listOfWords = list()

for (i in 1:222) {

listOfWords[[i]] = character()

}

for (i in 1:222) {

listOfWords[[i]] = paste(listOfSpeeches[[i]], sep=" ", collapse = " ")

}

# Create a word vector for each speech.

speechWords = lapply(listOfWords, speechToWords)

> length(speechWords)

[1] 222

> head(speechWords[[1]])

[1] "state" "of" "the" "union" "address" "george"

# For each speech, the vector contains all the words with duplicates in the speech text.

# I did not remove the duplicates here because the following tasks will deal with this problem.

(n) Normalize the word vectors to get term frequencies.

# Stemming was not correct when using wordStem(). So I give up it.

# Unlist the return value and use unique() to get the bag of words.

# Alphabetize the bag of words, and name it uniqueWords.

> uniqueWords= sort(unique(unlist(speechWords)))

> length(uniqueWords)

[1] 23102

> tempVector = rep(0, length(uniqueWords))

> names(tempVector) = uniqueWords

> wordVectors = lapply(speechWords, function(x){

+ tempVector[names(table(x))]=table(x)

+ return(tempVector)

+ })

> length(wordVectors[[1]])

[1] 23102

# Convert the list from the lapply function into a matrix

> wordMatrix = matrix(unlist(wordVectors), ncol = length(wordVectors))

> dim(wordMatrix)

[1] 23102 222

> rownames(wordMatrix) = uniqueWords

# So each column represents each speech. There are 23102 unique words in total.

# The value of each cell is the term frequency for that word in that speech.

(o) (5 points) Carry out some exploratory analysis of the data and term frequencies. For example, find the number of sentences, extract the long words, and the political party. Plot and interpret the term frequencies. What are your observations?

# I would like to pick Barack Obama and George Washington's speeches and compare

# how their frequent terms differ.

which(president=="George Washington")

# [1] 1 2 3 4 5 6 7 8

which(president=="Barack Obama")

# [1] 219 220 221 222

washingtonWords = wordMatrix[,1:8]

washingtonWords = apply(washingtonWords, 1, sum)

washingtonTopwords = matrix(nrow = 50, ncol = 2)

washingtonTopwords[,2] = head(sort(washingtonWords, decreasing = TRUE), 50)

washingtonTopwords[,1] = names(head(sort(washingtonWords, decreasing = TRUE), 50))

> washingtonTopwords

[,1] [,2]

[1,] "the" "1553"

[2,] "of" "1106"

[3,] "to" "669"

[4,] "and" "517"

[5,] "in" "292"

[6,] "a" "288"

[7,] "be" "243"

[8,] "which" "222"

[9,] "that" "197"

[10,] "with" "176"

[11,] "for" "169"

[12,] "have" "167"

[13,] "it" "157"

[14,] "by" "152"

[15,] "our" "152"

[16,] "will" "146"

[17,] "been" "135"

[18,] "as" "128"

[19,] "is" "124"

[20,] "not" "110"

[21,] "i" "107"

[22,] "their" "99"

[23,] "states" "94"

[24,] "on" "93"

[25,] "united" "86"

[26,] "an" "82"

[27,] "from" "80"

[28,] "has" "80"

[29,] "may" "69"

[30,] "you" "69"

[31,] "this" "68"

[32,] "are" "60"

[33,] "them" "58"

[34,] "public" "54"

[35,] "at" "51"

[36,] "can" "51"

[37,] "government" "47"

[38,] "your" "47"

[39,] "but" "46"

[40,] "more" "45"

[41,] "or" "44"

[42,] "were" "44"

[43,] "citizens" "41"

[44,] "made" "41"

[45,] "all" "40"

[46,] "such" "39"

[47,] "they" "39"

[48,] "some" "38"

[49,] "upon" "38"

[50,] "my" "37"

obamaWords = wordMatrix[,219:222]

obamaWords = apply(obamaWords, 1, sum)

obamaTopwords = matrix(nrow = 50, ncol = 2)

obamaTopwords[,2] = head(sort(obamaWords, decreasing = TRUE), 50)

obamaTopwords[,1] = names(head(sort(obamaWords, decreasing = TRUE), 50))

> obamaTopwords

[,1] [,2]

[1,] "the" "1258"

[2,] "and" "908"

[3,] "to" "893"

[4,] "of" "697"

[5,] "a" "572"

[6,] "that" "556"

[7,] "we" "488"

[8,] "our" "440"

[9,] "in" "437"

[10,] "for" "289"

[11,] "will" "260"

[12,] "i" "250"

[13,] "is" "243"

[14,] "this" "241"

[15,] "it" "207"

[16,] "on" "185"

[17,] "are" "170"

[18,] "have" "170"

[19,] "but" "161"

[20,] "with" "156"

[21,] "more" "150"

[22,] "not" "133"

[23,] "as" "130"

[24,] "be" "130"

[25,] "their" "128"

[26,] "who" "123"

[27,] "from" "122"

[28,] "or" "121"

[29,] "they" "119"

[30,] "you" "119"

[31,] "can" "116"

[32,] "now" "113"

[33,] "people" "105"

[34,] "by" "104"

[35,] "new" "104"

[36,] "all" "98"

[37,] "american" "97"

[38,] "do" "95"

[39,] "its" "95"

[40,] "jobs" "95"

[41,] "so" "95"

[42,] "has" "90"

[43,] "thats" "89"

[44,] "because" "85"

[45,] "america" "84"

[46,] "us" "83"

[47,] "no" "80"

[48,] "years" "77"

[49,] "what" "75"

[50,] "americans" "74"

# From the two matrices of Washington and Obama top words, we can see that

# apart from the stop words there are some differences between them.

# Washington spoke more words like "united", "sates", "public", "government" and "citizens".

# But Obama spoke more words like "american", "america", "americans", "people", "jobs" and "years".

# We can find that the statement for the country related words has changed from "United States"

# to "American". Maybe "U.S." could not be reflected for this term frequency comparison.

# Also we can find during George Washington period, the public, government and citizens are

# usually been mentioned. But during Barack Obama period, things about people and jobs

# have more concerns.

# I am interested in the term frequency of "jobs" and "job" over the time.

which(rownames(wordMatrix)=="job")

# [1] 11416

which(rownames(wordMatrix)=="jobs")

# [1] 11420

wordMatrix[11416,]

wordMatrix[11420,]

frequency.job = wordMatrix[11416,] + wordMatrix[11420,]

plot(year, frequency.job, type = "l", main = "Frequency of job & jobs", xlab = "year", ylab = "frequency (times)")

![](data:image/png;base64,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)

# From the graph we can see that the word "job" has never been mentioned in speeches before 1900.

# Right after 1900, "job" appeared in speeches of presidents. Then there was a peak around 1948.

# After that, there were fluctuations but generally the frequency was rising. Most recently,

# the word "job" was quite frequently used in the speech. The graph of the frequency generally

# reflects that job demands are increasing and the employment is getting more concerns.