Python 学习笔记（未按知识点顺序排列）
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# 运行Python程序的方法

* 新建一个XXX.py文件，并在里面输入代码。
* 进入命令控制台(cmd)，切换到XXX.py文件所在的目录下.
* 输入：python XXX.py

# 输入和输出

## 输出

* 单个字符串输出：print ‘XXXX’
* 多个字符串输出：print ‘XXX’,’xxx’,’XXX’(每次遇到“,”号都会输出一个空格)

## 输入

* 如果用input()输入的话，输入字符串要加引号
* raw\_input( )函数可以让用户输入（任何输入全部看成字符串）：

name = raw\_input( )

name = raw\_input(‘please enter your name: ‘ )

# 文件的读写

## 读文件

* 一个简单的示例

f=file(‘data.txt’)

data=f.read

print data

f.close()

* 读取文件内容的方法还有
  + readline() #读取一行内容
  + readlines() #把内容按行读取至一个list中

## 写文件

* python默认是以只读模式打开文件。如果想要写入内容，在打开文件的时候需要指定打开模式为写入：

f = file('output.txt', 'w')

* 以这种模式打开文件，原来文件中的内容会被你新写入的内容覆盖掉，如果文件不存在，会自动创建文件。
* 不加参数时，file为你默认为'r'，reading，只读模式，文件必须存在，否则引发异常。
* 另外还有一种模式是'a'，appending。它也是一种写入模式，但你写入的内容不会覆盖之前的内容，而是添加到文件中。
* 打开文件还有一种方法，就是open()，用法和file()是一致的。
* 示例：

data = 'I will be in a file.\n So cool!'

out = file('output.txt', 'w')

out.write(data)

out.close()

## 一个详细的例子

* 文档数据：

刘备 23 35 44 47 51  
关羽 60 77 68  
张飞 97 99 89 91  
诸葛亮 100

* 读文件：

f = file(‘aa.txt’)

* 取得文件的数据，因为每一行都是一条学生成绩的记录，所以用readlines，把每一行分开，便于之后的数据处理：

lines = f.readlines()

* 关闭文件

f.close()

* 对每一条数据进行处理。按照空格，把姓名、每次的成绩分割开：

for line in lines:

data = line.split()

* 对于每一条数据，都新建一个字符串，把学生的名字和算好的总成绩保存进去。最后再把这些字符串一起保存到文件中：

sum = 0  
for score in data[1:]:  
　sum += int(score)  
result = '%s\t: %d\n' % (data[0], sum)

# 随机数random

* 示例：

from random import \*

a = randint(1,100)

# Python变量在内存中的变化

a = 'ABC'

b = a

a = 'XYZ'

print b
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执行b = a，解释器创建了变量b，并把b指向a指向的字符串'ABC'：
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执行a = 'XYZ'，解释器创建了字符串'XYZ'，并把a的指向改为'XYZ'，但b并没有更改：

![py-var-code-3](data:image/png;base64,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)

所以，最后打印变量b的结果自然是'ABC'了。

# 常量

* 在Python中，通常用全部大写的变量名表示常量

PI=3.14444444

但事实上PI仍然是一个变量，Python根本没有任何机制保证PI不会被改变，所以，用全部大写的变量名表示常量只是一个习惯上的用法，如果你一定要改变变量PI的值，也没人能拦住你。

# list[ ]的用法

* 列表是有序的集合，可以随时添加和删除其中的元素
* list中的元素的数据类型也可以不同
* list中的元素也可以是另一个list
* 生成一个列表：

classmate = [‘a’,’b’,’c’]

* 获取列表元素的个数：

len(classmates)

* 访问列表元素靠索引：

classmates[0]

* 访问列表最后一个元素：

classmates[-1]

* 按倒序访问列表元素：

classmates[-2] 访问倒数第2个元素

* 往list中追加元素到末尾

classmates.append(‘xxx’)

* 往list中追加元素到指定的位置

classmates.insert(1,’XXXX’) classmates[1]=’XXXX’

* 删除list末尾的元素：

classmates.pop()

* 删除指定位置的元素：

classmates.pop(i) //会返回该位置上的值。

# tuple( )的用法

* tuple一旦初始化就不能修改
* 他没有append(),insert()这样的方法
* tuple的一个陷阱：

当你定义一个tuple时，在定义的时候，tuple的元素就必须被确定下来。

* t=(1,2), t=()表示定义了一个空的元组。

但当你定义t=(1)是，会产生歧义，因为他还可以表示数学公式中的小括号。所以为了消除歧义，采用以下方法：

* t=(1,)
* 有一点很重要：

tuple所谓的“不变”是说，tuple的每个元素，指向永远不变。即指向'a'，就不能改成指向'b'，指向一个list，就不能改成指向其他对象，但指向的这个list本身是可变的！

要创建一个内容也不变的tuple怎么做？那就必须保证tuple的每一个元素本身也不能变。

# 条件判断和循环

## 判断：

* elif是else if的缩写，完全可以有多个elif，所以if语句的完整形式就是：

if <条件判断1>:

<执行1>

elif <条件判断2>:

<执行2>

elif <条件判断3>:

<执行3>

else:

<执行4>

* if判断条件还可以简写，比如写：

if x:

print 'True'

* 只要x是非零数值、非空字符串、非空list等，就判断为True，否则为False。

## 循环：

* Python的循环有两种，一种是for...in循环，依次把list或tuple中的每个元素迭代出来，看例子：

names = ['Michael', 'Bob', 'Tracy']

for name in names:

print name

执行这段代码，会依次打印names的每一个元素

### range()函数

如果要计算1-100的整数之和，从1写到100有点困难，幸好Python提供一个range()函数，可以生成一个整数序列，比如range(5)生成的序列是从0开始**小于5**的整数：

# \_\_name\_\_属性

* 由于函数也是一个对象，而且函数对象可以被赋值给变量，所以，通过变量也能调用该函数。

>>> def now():

... print '2013-12-25'

...

>>> f = now

>>> f()

2013-12-25

* 函数对象有一个\_\_name\_\_属性，可以拿到函数的名字：

>>> now.\_\_name\_\_

'now'

>>> f.\_\_name\_\_

'now'

# 装饰器

* 现在，假设我们要增强now()函数的功能，比如，在函数调用前后自动打印日志，但又不希望修改now()函数的定义，这种在代码运行期间动态增加功能的方式，称之为“装饰器”（Decorator）。本质上，decorator就是一个返回函数的高阶函数。所以，我们要定义一个能打印日志的decorator，可以定义如下：

def log(func):

def wrapper(\*args, \*\*kw):

print 'call %s():' % func.\_\_name\_\_

return func(\*args, \*\*kw)

return wrapper

* 观察上面的log，因为它是一个decorator，所以接受一个函数作为参数，并返回一个函数。我们要借助Python的@语法，把decorator置于函数的定义处：

@log

def now():

print '2013-12-25'

* 调用now()函数，不仅会运行now()函数本身，还会在运行now()函数前打印一行日志：

>>> now()

call now():

2013-12-25

* 把@log放到now()函数的定义处，相当于执行了语句：

now = log(now)

* 由于log()是一个decorator，返回一个函数，所以，原来的now()函数仍然存在，只是现在同名的now变量指向了新的函数，于是调用now()将执行新函数，即在log()函数中返回的wrapper()函数。
* wrapper()函数的参数定义是(\*args, \*\*kw)，因此，wrapper()函数可以接受任意参数的调用。在wrapper()函数内，首先打印日志，再紧接着调用原始函数。
* 一个完整的decorator的写法如下：

import functools

def log(func):

@functools.wraps(func)

def wrapper(\*args, \*\*kw):

print 'call %s():' % func.\_\_name\_\_

return func(\*args, \*\*kw)

return wrapper

* 或者针对带参数的decorator：

import functools

def log(text):

def decorator(func):

@functools.wraps(func)

def wrapper(\*args, \*\*kw):

print '%s %s():' % (text, func.\_\_name\_\_)

return func(\*args, \*\*kw)

return wrapper

return decorator

# 图形界面

# 使用模块

* 一个例子：

#!/usr/bin/env python

# -\*- coding: utf-8 -\*-

* + 第1行和第2行是标准注释，第1行注释可以让这个hello.py文件直接在Unix/Linux/Mac上运行，第2行注释表示.py文件本身使用标准UTF-8编码；

' a test module '

* + 第3行是一个字符串，表示模块的文档注释，任何模块代码的第一个字符串都被视为模块的文档注释；

\_\_author\_\_ = 'Michael Liao'

* + 第4行使用\_\_author\_\_变量把作者写进去，这样当你公开源代码后别人就可以瞻仰你的大名；

import sys

* + 使用sys模块的第一步，就是导入该模块：
  + sys模块有一个argv变量，用list存储了命令行的所有参数。argv至少有一个元素，因为第一个参数永远是该.py文件的名称，例如：

运行python hello.py获得的sys.argv就是['hello.py']；

运行python hello.py Michael获得的sys.argv就是['hello.py', 'Michael]。

def test():

args = sys.argv

if len(args)==1:

print 'Hello, world!'

elif len(args)==2:

print 'Hello, %s!' % args[1]

else:

print 'Too many arguments!'

if \_\_name\_\_=='\_\_main\_\_':

test()

* 当我们在命令行运行hello模块文件时，Python解释器把一个特殊变量\_\_name\_\_置为\_\_main\_\_，而如果在其他地方导入该hello模块时，if判断将失败，因此，这种if测试可以让一个模块通过命令行运行时执行一些额外的代码，最常见的就是运行测试。
* 如果启动Python交互环境，再导入hello模块：

$ python

Python 2.7.5 (default, Aug 25 2013, 00:04:04)

[GCC 4.2.1 Compatible Apple LLVM 5.0 (clang-500.0.68)] on darwin

Type "help", "copyright", "credits" or "license" for more information.

>>> import hello

>>>

导入时，没有打印Hello, word!，因为没有执行test()函数。

调用hello.test()时，才能打印出Hello, word!：

>>> hello.test()

Hello, world!

# 别名

* 导入模块时，还可以使用别名，这样，可以在运行时根据当前环境选择最合适的模块。比如Python标准库一般会提供StringIO和cStringIO两个库，这两个库的接口和功能是一样的，但是cStringIO是C写的，速度更快，所以，你会经常看到这样的写法：

try:

import cStringIO as StringIO

except ImportError: # 导入失败会捕获到ImportError

import StringIO

这样就可以优先导入cStringIO。如果有些平台不提供cStringIO，还可以降级使用StringIO。导入cStringIO时，用import ... as ...指定了别名StringIO，因此，后续代码引用StringIO即可正常工作。

还有类似simplejson这样的库，在Python 2.6之前是独立的第三方库，从2.6开始内置，所以，会有这样的写法：

try:

import json # python >= 2.6

except ImportError:

import simplejson as json # python <= 2.5

由于Python是动态语言，函数签名一致接口就一样，因此，无论导入哪个模块后续代码都能正常工作。

# 作用域

* 在一个模块中，我们可能会定义很多函数和变量，但有的函数和变量我们希望给别人使用，有的函数和变量我们希望仅仅在模块内部使用。在Python中，是通过\_前缀来实现的。
* 正常的函数和变量名是公开的（public），可以被直接引用，比如：abc，x123，PI等；

类似\_\_xxx\_\_这样的变量是特殊变量，可以被直接引用，但是有特殊用途，比如上面的\_\_author\_\_，\_\_name\_\_就是特殊变量，hello模块定义的文档注释也可以用特殊变量\_\_doc\_\_访问，我们自己的变量一般不要用这种变量名；

类似\_xxx和\_\_xxx这样的函数或变量就是非公开的（private），不应该被直接引用，比如\_abc，\_\_abc等；

之所以我们说，private函数和变量“不应该”被直接引用，而不是“不能”被直接引用，是因为Python并没有一种方法可以完全限制访问private函数或变量，但是，从编程习惯上不应该引用private函数或变量。

private函数或变量不应该被别人引用，那它们有什么用呢？请看例子：

def \_private\_1(name):

return 'Hello, %s' % name

def \_private\_2(name):

return 'Hi, %s' % name

def greeting(name):

if len(name) > 3:

return \_private\_1(name)

else:

return \_private\_2(name)

* 我们在模块里公开greeting()函数，而把内部逻辑用private函数隐藏起来了，这样，调用greeting()函数不用关心内部的private函数细节，这也是一种非常有用的代码封装和抽象的方法，即：

外部不需要引用的函数全部定义成private，只有外部需要引用的函数才定义public。

# Glob全局变量

* global---将变量定义为全局变量。可以通过定义为全局变量，实现在函数内部改变变量值。
* 一个global语句可以同时定义多个变量，如 global x, y, z
* 示例程序：

>>> def func():

... global x

... print 'x is ', x

... x = 2

... print 'Change local x to ', x

...

>>> x = 50

>>> func()

x is 50

Change local x to 2