**Javascript and java are completely different, both in concept and design**

In HTML, JavaScript code must be inserted between <script> and </script> tags.

A JavaScript function is a block of JavaScript code, that can be executed when "called" for.

For example, a function can be called when an **event** occurs, like when the user clicks a button.

**What is JavaScript (JS)? Why and When to use it?**

* JS is programming language of html and web
* Ví dụ : gắn sự kiện đúp chuột cho 1 phần tử nào đó
* Nên làm thành 1 file .js để dễ thao tác

**How many way to add JS into site?**

* **Dùng trực tiếp :** bằng cách sử dụng tag **<script></script> giữa tag <head> hoặc <body> ( thường dùng trong thẻ <head> hơn )**
* External : dùng thẻ .js như .css
* **Câu lệnh :** <script src="myScript.js"></script>

**Understand JS syntax? The operator? Loop?**

* **Js syntax** : cú pháp của JS, tổng hợp lại các quy tắc mà chương trình xây dựng
  + Ví dụ :
  + var x, y, z;        // Khai báo biến  
    x = 5; y = 6;      // Gán giá trị  
    z = x + y;         // Tính giá trị
  + **The JavaScript syntax defines two types of values**: Fixed values and variable values. ( giá trị cố định và giá trị biến )
    - **Fixed values**( cố đinh) : các số được viết có hoặc ko số thập phân
      * **Number** : 10.05 , 1001
      * **String**(Chuỗi là văn bản được viết trong dấu ngoặc kép hoặc đơn ) : “Hung” , ‘hung’
    - variable values : keyword “ var”
      * ví dụ :
      * var x;  
        x = 6;
* **The operator : sử dụng toán tử số học ( + - \* / ) để tính toán giá trị**
  + **Ví dụ 1 :**
  + <script>
  + document.getElementById("demo").innerHTML = 5 \* 10;
  + </script>
  + **Ví dụ 2 :**
  + <script>
  + var x;
  + x = 5;
  + document.getElementById("demo").innerHTML = x \* 10;
  + </script>
  + **Ví dụ 3 :**
  + <script>
  + document.getElementById("demo").innerHTML = "John" + " " + "Doe";
  + </script>
* **Loop : Vòng lặp** 
  + if you want to run the same code over and over again, each time with a different value.
  + **Ví dụ** :
    - Thay vì :
    - text += cars[0] + "<br>";   
      text += cars[1] + "<br>";   
      text += cars[2] + "<br>";   
      text += cars[3] + "<br>";   
      text += cars[4] + "<br>";   
      text += cars[5] + "<br>";
    - Vòng lặp :
    - var i;  
      for (i = 0; i < cars.length; i++) {   
        text += cars[i] + "<br>";  
      }
  + **Các loại vòng lặp** :
    - **For** : lặp thông qua code nhiều lần
    - **For/in** : lặp thông qua các thuộc tính của một đối tượng
    - **For/of** : lặp thông qua các giá trị của một đối tượng lặp
    - **While** : lặp thông qua code khi một điều kiện dc set true
      * **Ví dụ** :
      * while (i < 10) {  
          text += "The number is " + i;  
          i++;  
        }
    - **Do/while** : thực thi trước mã khối 1 lần trước khi kiểm tra xem dk có đúng ko, sau đó nó sẽ lặp lại vòng lặp miễn là đúng ( nếu ko đúng ddkien trong vòng while thì chỉ in ra biến trong “do”
      * **Ví dụ** : <script>
      * var text = ""
      * var i = 0;
      * do {
      * text += "<br>The number is " + i;
      * i++;
      * }
      * while (i < 10);
      * document.getElementById("demo").innerHTML = text;
      * </script>
    - **ví dụ :**
    - for (*statement 1*;*statement 2*;*statement 3*) {  
        // *code block to be executed*  
      }
    - <script>
    - var text = "";
    - var i;
    - for (i = 0; i < 5; i++) {
    - text += "The number is " + i + "<br>";
    - }
    - document.getElementById("demo").innerHTML = text;
    - </script>
    - **Kết quả :**
    - The number is 0  
      The number is 1  
      The number is 2  
      The number is 3  
      The number is 4
    - *statement 1 thực thi 1 lần trước khi câu lệnh khối mã thực thi*
    - *statement 2 định danh điều kiện cho mã khối*
    - *statement 3 thực thi ( mọi lúc) sau khi mã khối dc thực thi*
    - *so sánh while và for*
      * *for bắt buộc phải có 3 satement*
      * *while chỉ cần có statement điều kiện là dc*
      * var cars = ["BMW", "Volvo", "Saab", "Ford"];  
        var i = 0;  
        var text = "";
      * for (;cars[i];) {  
          text += cars[i] + "<br>";  
          i++;  
        }
      * hoặc
      * while (cars[i]) {  
          text += cars[i] + "<br>";  
          i++;  
        }

**How many data type in JS?**

**Kieur dữ liệu**

* **String** : cho chuoix dạng chữ
* **Number** : dạng số decimals hoặc ko decimals
* **Boolean** : sẽ chỉ có 2 giá trị true hoặc false
* Undefined : 1 biến ko có giá trị sẽ cho giá trị undefined
* Null : có nghĩa là giá trị rỗng hoặc giá trị không tồn tại, nó có thể được sử dụng để gán cho một biến như là một đại diện không có giá trị.
* 3 kiểu đối tượng chính ( object, array, regex)
* **Ví** **dụ** :
* <script>
* var x = 5;
* var y = 5;
* var z = 6;
* document.getElementById("demo").innerHTML =
* (x == y) + "<br>" + (x == z);
* </script>
* **Kết** **quả** :
* true  
  false
* **Arrays**( **mảng**) : được phân tách bằng dấu phảy, bên trong là các giá trị
* **Ví** **dụ** : tạo mảng cars
* var cars = ["Saab", "Volvo", "BMW"];
* JS objects ( đối tượng js) : viết bằng {}
* Ví dụ :
* <script>
* var person = {
* firstName : "John",
* lastName : "Doe",
* age : 50,
* eyeColor : "blue"
* };
* document.getElementById("demo").innerHTML =
* person.firstName + " is " + person.age + " years old.";
* </script>
* **Kết quả :**
* John is 50 years old.
* =>
* typeof "John"              // Returns "string"   
  typeof 3.14                // Returns "number"  
  typeof true                // Returns "boolean"  
  typeof false               // Returns "boolean"  
  typeof x                   // Returns "undefined" (if x has no value)

**Different between undefined and null ?**

* typeof undefined           // undefined  
  typeof null                // object  
    
  null === undefined         // false  
  null == undefined          // true
* equal in value but different in type

**How to convert data type of variable?( chuyển đổi loại dữ liệu của biến)**

**Hiểu ngầm : được gọi là ép kiểu dữ liệu cho 1 biến, vì JS nhận nhiều giá trị ko mog muốn nên sẽ luôn cố gắng chuyển đổi các giá trị thay vì từ chối nó.**

**Hiểu chi tiết : Các biến JS có thẻ chuyển đổi thành 1 biến mới hoặc 1 dạng dữ liệu khác**

* **chuyển từ numbers to string : số sang chuỗi, có thể sử dụng với các loại số, chữ , biến, biểu thức . VD:**
* **cú pháp String()**
* <https://www.w3schools.com/js/tryit.asp?filename=tryjs_number_string>
* **Chuyển từ booleans to string : kiểu booleans sang chuỗi :** String(false)      // returns "false"
* String(true)       // returns "true"
* **Chuyển từ Dates sang Strings : từ kiểu ngày sang chuỗi :**
* String(Date())  // returns "Thu Jul 17 2014 15:38:19 GMT+0200 (W. Europe Daylight Time)"
* Và 1 số loại method khác để chuyển dates to strings
* **Chuyển từ Strings to numbers :**
* **Ví dụ :** String chứa number (like “3.14”) convert to number (like 3.14) bằng cách Number("3.14")
* **Toán tử unary+ chuyển 1 biến sang 1 số :**
* Ví dụ : <https://www.w3schools.com/js/tryit.asp?filename=tryjs_typeof4>
* **Chuyển từ Booleans to numbers :**
* Number(false)     // returns 0  
  Number(true)      // returns 1
* **Chuyển từ Dates to number :**
* d = new Date();  
  Number(d)          // returns 14045680277
* **bảng chuyển đổi kiểu dữ liệu:** <https://www.w3schools.com/js/js_type_conversion.asp>

**How to define and call function in JS?**

**Gọi phương thức của js : là khối mã dc thiết kế để thực hiện nvu cụ thẻ**

* **một function là 1 khối mã lệnh sẽ được thực thi khi dc gọi tới. nếu có 1 vài dòng code cần sử dụng nhiều lần, tạo 1 function bao gồm các code muốn lặp lại và sau này chỉ cần gọi tên cái function đấy ra**

**tạo function : dùng từ khoá function functionname(){ code thực thi}**.

* **Ví dụ : gọi 1 function để perform 1 phép tính và trả về kết quả**
* **<script>**
* function myFunction(p1, p2) {
* return p1 \* p2;
* }
* document.getElementById("demo").innerHTML = myFunction(4, 3);
* **</script>**
* **🡪 kết quả : 12**
* **Cấu trúc :**
* function name(parameter1, parameter2, parameter3) {  
    // code to be executed  
  }

**Local and Global variable in JS? How to use it?**

**Local: biến cục bộ khai báo bên trong 1 khối lệnh và chỉ thực hiện bên trong khối lệnh**

**Ví dụ :** // code here can NOT use carName  
  
function myFunction() {  
  var carName = "Vox`lvo";  
  
  // code here CAN use carName  
  
}

Global : biến toàn cục : được khai báo bên ngoài khối lệnh, có thể htuwjc hiện bất cứ đâu.

Example

var carName = "Volvo";  
  
// code here can use carName  
  
function myFunction() {  
  
  // code here can also use carName   
  
}

**toàn bộ lệnh và chức năng đều có thể truy cập vào biến này**

**Build-in Object ( xây dựng đối tượng )**

**Dates ( ngày)**

**Có 4 cách tạo 1 đối tượng date mới**

* **new Date() :** tạo đối tượng date với thời gian hiện tại
* ví dụ : <https://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new>  
  - **new Date(year, month, day, hours, minutes, seconds, milliseconds)** : tạo đối tượng date với thời gian quy định  
  - **new Date(milliseconds) :** tạo một đối tượng date như thời gian cộng 0 + mili giây (JS lưu trữ ngày tháng bằng số một phần nghìn giây từ January 01, 1970, 00:00:00 UTC (Universal Time Coordinated).
* Ví dụ : <https://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_zero>  
  - **new Date(date string)** : tạo 1 đối tượng date từ 1 chuỗi date
* Ví dụ : <https://www.w3schools.com/js/tryit.asp?filename=tryjs_date_new_string>

**Array ( mảng) : sử dụng đẻ lưu trữ nhiều giá trị trong 1 biến :**

**Ví dụ :** var cars = ["Saab", "Volvo", "BMW"];

**String : ( chuỗi ) sử dụng để lưu trữ và thao tác văn bản**

**Chuỗi js là 0 hoặc nhiều kí tự dc viết bên trong dấu ngoặc kép**

var x = "John Doe";

**Number : js chỉ có 1 dạng số , số có thể viết dưới dạng số thập phân hoặc ko**

var x = 3.14;    // A number with decimals  
var y = 3;       // A number without decimals

**Is Javascript an OOP?**

**Đối tượng là 1 thực thể có trạng thái và hạnh vi, 1 đối tượng là 1 trường hợp của 1 lớp**

Javascript là một ngôn ngữ hỗ trợ cả **OOP**(hướng đối tượng) và **Functional Language**(ngôn ngữ chức năng)

Bốn tính chất của hướng đối tượng:  
– Tính đóng gói(**encapsulation**)  
– Tính trừu tượng(**abstraction**)  
– Tính đa hình(**polymorphism**)  
– Tính thừa kế(**inheritance**)

Xoay quanh các đối tượng, Tạo ra những class , các đối tượng kế thừa từ class và bên trong đối tượng sẽ là thuộc tính giá trị, hàm , ……..

In JavaScript, almost "everything" is an object.

* **Booleans** can be objects (if defined with the new keyword)
* **Numbers** can be objects (if defined with the new keyword)
* **Strings** can be objects (if defined with the new keyword)
* **Dates** are always objects
* **Maths** are always objects
* **Regular** **expressions** are always objects
* **Arrays** are always objects
* **Functions** are always objects
* **Objects** are always objects

All JavaScript values, except primitives, are objects.

**How to create new object in JS?**

* **object literal.( đối tượng bằng chữ)**
  + <script>
  + var person = {firstName:"John", lastName:"Doe", age:50, eyeColor:"blue"};
  + document.getElementById("demo").innerHTML =
  + person.firstName + " is " + person.age + " years old.";
  + </script>
  + 🡪 kết quả : John is 50 years old.
* **keyword new.**
  + **<script>**
  + var person = new Object();
  + person.firstName = "John";
  + person.lastName = "Doe";
  + person.age = 50;
  + person.eyeColor = "blue";
  + document.getElementById("demo").innerHTML =
  + person.firstName + " is " + person.age + " years old.";
  + **</script>**
* **Nên dùng cách đầu tiên**

**How to access object property? Đối tượng sở hữu**

* *objectName.propertyName*
* *ví dụ :*
* **var person = {**
* **firstName: "John",**
* **lastName : "Doe",**
* **id : 5566**
* **};**
* **// Display some data from the object:**
* **document.getElementById("demo").innerHTML =**
* **person.firstName + " " + person.lastName;**
* **🡪 KẾT QUẢ :** John Doe
* *objectName["propertyName"]*

**How to call method of object? ( gọi phương thức của một dối tượng)**

**Phương thức call() là phương thức được xác định trước , được sử dụng để gọi một phương thức với dối tượng chủ sở hữu như một tham số**

**Ví dụ : gọi phương thức fullName của person, sử dụng nó trên person1**

var person = {  
  **fullName**: function() {  
    return this.firstName + " " + this.lastName;  
  }  
}  
var person1 = {  
  firstName:"John",  
  lastName: "Doe"  
}  
var person2 = {  
  firstName:"Mary",  
  lastName: "Doe"  
}  
person.fullName.call(**person1**);

**kết quả trà về : John Doe**

**What is object prototype? When prototype is used?**

* **Prototype : thông thường tạo đối tượng thì phải có class, còn prototype thì ko cần class mà sẽ có thể tạo đối tượng luôn từ một nguyên mẫu**
* **Tạo đối tượng từ 1 đối tượng khác**
* Tất cả các đối tượng JavaScript kế thừa các thuộc tính và phương thức từ một nguyên mẫu.(prototype)
* Date objects inherit from Date.prototype
* Array objects inherit from Array.prototype
* Person objects inherit from Person.prototype

The Object.prototype is on the top of the prototype inheritance chain:

Date objects, Array objects, and Person objects inherit from Object.prototype

* Nguyên mẫu.(**prototype**) Khi một chức năng được tạo trong JavaScript, công cụ JavaScript sẽ thêm một thuộc tính nguyên mẫu vào chức năng. Thuộc tính nguyên mẫu này là một đối tượng (được gọi là đối tượng nguyên mẫu) có thuộc tính constructor theo mặc định. thuộc tính constructor trỏ lại chức năng mà đối tượng nguyên mẫu là thuộc tính
* **Dùng khi :**
* **The JavaScript prototype property allows you to add new properties to object constructors: thêm 1 thuộc tính vào đối tượng mà ko cần phải trong function**
* **<script>**
* function Person(first, last, age, eye) {
* this.firstName = first;
* this.lastName = last;
* this.age = age;
* this.eyeColor = eye;
* }
* Person.prototype.nationality = "English";
* var myFather = new Person("John", "Doe", 50, "blue");
* document.getElementById("demo").innerHTML =
* "The nationality of my father is " + myFather.nationality;
* **</script>**
* **🡪 KẾT QUẢ :** The nationality of my father is English
* **The JavaScript prototype property also allows you to add new methods to objects constructors: thêm 1 phương thức vào obj**
* **<script>**
* function Person(first, last, age, eye) {
* this.firstName = first;
* this.lastName = last;
* this.age = age;
* this.eyeColor = eye;
* }
* Person.prototype.name = function() {
* return this.firstName + " " + this.lastName
* };
* var myFather = new Person("John", "Doe", 50, "blue");
* document.getElementById("demo").innerHTML =
* "My father is " + myFather.name();
* **</script>**
* **🡪 kết quả :** My father is John Doe

**What is regex? When to use it?**

* Ví dụ như bạn có thể check chuỗi bao gồm chữ hoặc số, số lượng kí tự, vị trí của kí tự, chữ hoa, chữ thường, và nhiều hơn nữa.
* **Là một chuỗi các ký tự tạo thành một mẫu tìm kiếm, ktra, thay thế.**
* Ví dụ :
* **Cú pháp :** /pattern/modifiers; ( mẫu / bổ nghĩa)
* **Ví dụ :** var patt = /w3schools/i;
* **/w3schools/i**  is a REGEX
* **w3schools**  is a pattern (to be used in a search).
* **i**  is a modifier ( sửa đổi tìm kiếm ko phân biệt chữ hoa hay thường
* In JavaScript, regular expressions are often used with the two **string methods**: search() and replace().
* **Search : phương thức tìm kiếm 1 string cho giá trị dc chỉ định và trả về vị trí được tìm thấy . VD:**
* var n = str.search(/w3Schools/i);
* <https://www.w3schools.com/js/tryit.asp?filename=tryjs_regexp_string_search>
* **Repalce : trả về 1 string sửa đổi nơi mà pattern được thay thế :**
* **var txt = str.replace(/microsoft/i,"W3Schools"); // thay microsoft bằng w3s…**
* <https://www.w3schools.com/js/tryit.asp?filename=tryjs_regexp_string_replace>
* **Bracket( ngoặc vuông) : dùng để tìm 1 loạt các ký tự trong phạm vi**
* **Metacharacters** : là những ký tự với ý nghĩa đặc biệt như là tìm số \d, tìm khoảng trắng \s
* **Quantifiers** : xác định số lượng , ví dụ tìm string có chứa ít nhất 1 chữ n : n+ hay tìm string chứa từ 0 hoặc nhiều hơn n lần xuất hiện n\*
* **Modifiers** : là công cụ sửa đổi , thực hiện tìm kiếm toàn cục ko phân biệt chữ hoa hay thường \i , \g, \m

**JSON :**  **J**ava**S**cript **O**bject **N**otation. ( ký hiệu đối tương)

Là một chuỗi có cấu trúc :

var myJSON = '{"name":"John", "age":31, "city":"New York"}';

* Use the **JavaScript** function **JSON**.stringify() to **convert** it into a **string**.
  + **<script>**
  + **var obj = { name: "John", age: 30, city: "New York" };**
  + **var myJSON = JSON.stringify(obj);**
  + **document.getElementById("demo").innerHTML = myJSON;**
  + **</script>**
  + **🡪 kết quả :** {"name":"John","age":30,"city":"New York"}

**How to parse JSON String into js object?**

* **Khi nhận dữ liện từ web server thì dữ liệu sẽ là dạng chuỗi string**
* **Phân tích (parse) dữ liệu với** JSON.parse() và dữ liệu sẽ trở thành đối tượng js
* **Ví dụ :**
* **Nhận dữ liệu từ trang web đang có dạng string**
* '{ "name":"John", "age":30, "city":"New York"}'
* Sử dụng JSON.parse() để chuyển về object :
* var obj = JSON.parse('{ "name":"John", "age":30, "city":"New York"}');
* cụ thẻ :
* **<script>**
* **var txt = '{"name":"John", "age":30, "city":"New York"}'**
* **var obj = JSON.parse(txt);**
* **document.getElementById("demo").innerHTML = obj.name + ", " + obj.age;**
* **</script>**
* **🡪 kết quả : John,30**

**Dom and EVENT processing**

**What is Dom ? document object model : mô hình đối tượng tài liệu**

**Dùng để truy cập và thay đổi tất cả các yếu tố của tài liệu html**

**Khi trang web load, sẽ tự tạo ra 1 DOM**

**Có thể thay đổi, cập nhật, thêm mới hoặc gỡ bỏ nội dung, cấu trúc của các phần tử, thuộc tính, style**

**how many way to find element in DOM? ( tìm phần tử)**

**Tìm phần tử theo ID:** <https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementbyid>

**Tìm theo Tag name :**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementsbytagname2>

**Tìm theo Class Name : tìm tất cả các phần tử cùng class name**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_getelementsbyclassname>

**tìm theo CSS selector ví dụ p.intro**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_queryselectorall>

**tìm theo HTML collection object ( tập hợp đối tượng) sẽ in ra toàn bộ text trong phần value**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_form_elements>

**how to find child element ?**

**Thuộc tính con trả về 1 tập hợp các phần tử con**

**Ví dụ :var c = document.body.children;**

<https://www.w3schools.com/jsref/tryit.asp?filename=tryjsref_element_children>

Cú pháp element.children

**How to loop child elements ?**

**How to change content/atributes of elements? Ví dụ đổi màu, background của 1 phần tử:**

**Dùng cú pháp :** document.getElementById(*id*).style.*property*=*new style*

*document.getElementById("p2").style.color = "blue";*

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_change_style>

sử dụng bằng event onclick

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_color2>

**How to remove or insert element in DOM ?**

Thêm mới 1 phần tử DOM :

Tạo div, p1 p2 in ra màn hình

Trong js tạo 1 obj A bằng cú pháp document.createElement(“p”);

Sau đó tạo 1 text cho nó B : document.createTextNode(“text”)

Nối biến B vào A : A.appendChild(B);

Tạo obj cho thẻ div là C

Nối A vào C : C.appendChild(A);

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementcreate>

**Dùng insertBefore để dưa phần tử được appendchild lên đầu**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementcreate2>

**Remove element**

**Tạo 1 thẻ div, p**

**Sau đó dùng JS để tạo ra đối tượng tìm tới thẻ div và p ( getElement….)**

**Đặt tên obj cho div là a, obj cho p là b**

**a.removeChild(b);**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementremove>

**replace eleemtn**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_dom_elementreplace>

Dom event LISTENER

**What is event ? là 1 sự kiện thực thi cho 1 phần tử ví dụ : khi người dùng click vào 1 phần tử html thì sẽ có sự kiện gì xảy ra**

**Khi click vào chuột**

**Khi webpage load**

**Khi ảnh load**

**Khi chuột di chuyển qua phần tử**

**Khi người dùng vuốt 1 phím**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_event_onclick2>

**Listener ?**

**Phương thức addEventListener() đính kèm 1 trình xử lý sự kiện vào phần tử chỉ định và nó sẽ ko bị ghi đè vào các trình xử lý sự kiện hiện có**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_displaydate>

**có thể cho nhiều event xử lý vào 1 phần tử**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add_many2>

**có thể cho nhiều event xử lý vào của cùng 1 loại vào 1 phần tử, ví dụ như có 2 “click” event trong cùng 1 phần tử**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_add_many>

**sử dụng phương thức** removeEventListener()  để gỡ 1 sự kiện

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_addeventlistener_remove>

Nếu một phần tử DOM bị loại bỏ không có tham chiếu (không có tham chiếu trỏ đến nó) thì có - phần tử được chọn bởi trình thu gom rác cũng như bất kỳ trình xử lý / trình lắng nghe sự kiện nào liên quan đến nó.

Nghĩa là :

var a = document.createElement('div');

var b = document.createElement('p');

// Add event listeners to b etc...

a.appendChild(b);

a.removeChild(b);

b = null;

// A reference to 'b' no longer exists

// Therefore the element and any event listeners attached to it are removed.

Như này là sẽ mất cả listener do b=null ( rỗng ) – tham chiếu rỗng

Còn như này là vẫn còn do b vẫn còn tham chieus là “p”

|  |  |
| --- | --- |
|  | var a = document.createElement('div'); |
|  | var b = document.createElement('p'); |
|  | // Add event listeners to b etc... |
|  | a.appendChild(b); |
|  | a.removeChild(b); |
|  | // A reference to 'b' still exists |
|  | // Therefore the element and any associated event listeners are still retained. |

**Có 2 cách truyền sự kiện là bubblling và capturing : khi một sự kiện dc truyền vào phần tử thì sẽ có 2 cách truyền để tới dc sự kiện đó**

**Cý : event focus không có cơ chế**

**Bubbling :** ![https://viblo.asia/uploads/54bfcded-2130-4598-bc4b-b21f790d3b80.png](data:image/png;base64,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)

<style>

body \* {

margin: 10px;

border: 1px solid blue;

}

</style>

<form onclick="alert('form')">FORM

<div onclick="alert('div')">DIV

<p onclick="alert('p')">P</p>

</div>

</form>

**Giải thích : thẻ p kích hoạt event và arlert ra text**

**Tiếp tục bubbling lên thẻ div và arlert ra text div**

**Tiếp tục bubbling thẻ form**

**Các phần tử con sẽ “up through” đến phần tử cha( nổi bọt nước )**

**Capturing :** Theo tiêu chuẩn [Dom Events](http://www.w3.org/TR/DOM-Level-3-Events/) mô tả rất rõ 3 giai đoạn điều hướng của event

1. Capturing - Trigger event lần lượt từ DOM parent đến DOM đã đăng kí event
2. Target - Đây là phần từ DOM đăng kí event
3. Bubbling - ngược lại với capturing, sẽ trigger từ DOM đăng kí event bubbling đến DOM parent

**Capturing thì nuguwcoj lại sẽ thực hiện event lần lượt event từ thẻ cha ngoài cùng cho tới thẻ muốn trỏ tới**

**Event cho input :**

**Onblur : khi người dùng rời khỏi ô input thì sự kiên sẽ diễn ra ( ví dụ gõ text là dấu thường nhưng khi ấn ra ngoài sẽ thì text sẽ thành viết hoa )**

<https://www.w3schools.com/js/tryit.asp?filename=tryjs_events_onblur>

onchange : ???? giống hết blur

**Onfocus** : khi 1 input field dc ấn vào

**Onsubmit : khi người dùng click vào nút**

**Onselect**

**Onreset**

**Onkeydown**

**Onkeypress**

**onkeyup**