# 006. VÒNG SỐ NGUYÊN TỐ

Một vòng tròn chứa 2n vòng tròn nhỏ (Xem hình vẽ). Các vòng tròn nhỏ được đánh số từ 1 đến n theo chiều kim đồng hồ. Cần điền các số tự nhiên từ 1 đến 2n mỗi số vào một vòng tròn nhỏ sao cho tổng của hai số trên hai vòng tròn nhỏ liên tiếp là số nguyên tố. Số điền ở vòng tròn nhỏ 1 luôn là số 1.
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**Dữ liệu:** Vào từ file văn bản CIRCLE.INP chứa số nguyên dương n (1 < n < 10)

**Kết quả:** Ghi ra file văn bản CIRCLE.OUT:

* Dòng đầu tiên ghi số lượng các cách điền số tìm được (k).
* Dòng thứ i trong số k dòng tiếp theo ghi các số trong các vòng tròn nhỏ bắt đầu từ vòng tròn nhỏ 1 đọc theo thứ tự của các vòng tròn nhỏ

**Ví dụ:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| CIRCLE.INP | CIRCLE.OUT |  | CIRCLE.INP | CIRCLE.OUT |
| 3 | 2  1 4 3 2 5 6  1 6 5 2 3 4 |  | 4 | 4  1 2 3 8 5 6 7 4  1 2 5 8 3 4 7 6  1 4 7 6 5 8 3 2  1 6 7 4 3 8 5 2 |

**Ý tưởng** : Từ hình vẽ minh hoạ ta nhận thấy vòng tròn 1 có thể đi đến các vòng tròn có giá trị 4,6 Tương tự vòng tròn có giá trị 4 chỉ có thể đi đến vòng tròn giá trị 1 hoặc 3,.. Ta có thể xem như là đường đi giữa các đỉnh đồ thị.

Từ phân tích trên ta được đồ thị:
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* Ví dụ n = 3 , với 2n vòng tròn nhỏ ( đề bài ) thì ta được 6 đỉnh và bắt đầu từ đỉnh 1. Dễ dàng nhận thấy đồ thị này là đồ thị có hướng nên ta sẽ có được 2 chu trình :

Chu trình 1 : 1 4 3 2 5 6 1

Chu trình 2 : 1 6 5 2 3 4 1

* Tổng của 2 đỉnh kề nhau sẽ là 1 số nguyên tố :

+ Ví dụ đỉnh 1 và đỉnh 4 thì tổng của chúng bằng 5 là 1 số nguyên tố.

Dựa vào ý tưởng này ta xây dựng một ma trận kề có 2n \* 2n phần tử. Bài này ta sẽ lấy ví dụ **n = 3**

Bước 1 : Ta xây dựng một hàm kiểm tra số nguyên tố.

Code :

1. bool isPrime(int n) // Hàm kiểm tra các số nguyên tố.
2. {
4. if (n <= 1)
5. **return false;**
6. for (int i = 2; i < sqrt(n) ; i++)
7. if (n % i == 0)
8. return false;
10. **return true;**
11. }

Bước 2 : Khởi tạo ma trận 2n \* 2n với các giá trị mặc định là 0 .

Code :

int A[100][100];

void init(int n) // khởi tạo giá trị mặc định của chu trình

{

    for (int i = 1; i <= 2 \* n; i++)

    {

        for (int j = 1; j <= 2 \* n; j++)

        {

            A[i][j] = 0;

        }

    }

}

Kết quả sẽ được một ma trận sau đây.

**0 0 0 0 0 0**

**0 0 0 0 0 0**

**0 0 0 0 0 0**

**0 0 0 0 0 0**

**0 0 0 0 0 0**

**0 0 0 0 0 0**

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| j = 1  i = 1 | 1 | 2 | 3 | 4 | 5 | 6 |
| 1 | 0 | 0 | 0 | 0 | 0 | 0 |
| 2 | 0 | 0 | 0 | 0 | 0 | 0 |
| 3 | 0 | 0 | 0 | 0 | 0 | 0 |
| 4 | 0 | 0 | 0 | 0 | 0 | 0 |
| 5 | 0 | 0 | 0 | 0 | 0 | 0 |
| 6 | 0 | 0 | 0 | 0 | 0 | 0 |

Bước 3 : Xây dựng ma trận kề với điều kiện i + j sẽ là số nguyên tố.

Code :

void matran(int n) // khởi tạo ma trận kề

{

    for (int i = 1; i <= 2 \* n; i++)

    {

        for (int j = 1; j <= 2 \* n; j++)

        {

            int sum = i + j;

          if (isPrime(sum))

            {  cout<<"i = "<<i <<"j = "<<j<<endl;

                A[i][j] = 1;

            }

        }

    }

}

* Ví dụ i = 1 , j = 4 thì (i + j) = 5 sẽ là 1 số nguyên tố thì sẽ thay đổi giá trị của ma trận tại vị trí (i,j) từ 0 thành 1;
* Tương tự ta có :

i = 1 , j = 4

i = 1, j = 6

i = 2, j = 5

i = 4, j = 1

i = 5, j = 2

i = 6, j = 1

Ma trận sau khi đã được thay đổi giá trị :

**0 0 0 1 0 1**

**0 0 0 0 1 0**

**0 0 0 0 0 0**

**1 0 0 0 0 0**

**0 1 0 0 0 0**

**1 0 0 0 0 0**

Bước 4 : Từ ma trận kề với 2n đỉnh duyệt từ đỉnh 1 ta áp dụng chu trình Hamilton :

Mã giả :

void Hamilton( int k) {

*/\* Liệt kê các chu trình Hamilton của đồ thị bằng cách phát triển dãy đỉnh*

*(X[1], X[2],..., X[k-1] ) của đồ thị G = (V, E) \*/*

for y∈Ke(X[k-1]) {

if (k==n+1) and (y == v0) then

Ghinhan(X[1], X[2],..., X[n], v0);

else {

X[k]=y; chuaxet[y] = false;

Hamilton(k+1);

chuaxet[y] = true;

}

}

}

Code :

#define MAX 100

int C[MAX], B[MAX];

int A[100][100];

int d; // số lượng chu trình

int sodinh ; // số đỉnh = 2n;

void Result(void) // in chu trình

{

d++; // tăng biến đếm các chu trình có thể tìm được

    for (int i = sodinh; i > 0; i--)

        cout << B[i] << " ";

    cout << endl;

}

void Hamilton(int \*B, int \*C, int i) // duyệt chu trình Hamilton với tham số đầu vào là Ma trận kề A

{

    int j, k;

    for (j = 1; j <= sodinh; j++)

    {

        if (A[B[i - 1]][j] == 1 && C[j] == 0)

        {

            B[i] = j;

            C[j] = 1;

            if (i < sodinh)

                Hamilton(B, C, i + 1);

            else if (B[i] == B[0])

                Result();

            C[j] = 0;

        }

    }

}

=> Kết quả trả về sẽ là các chu trình xuất phát từ đỉnh có thể đi được trong đồ thị :

![](data:image/png;base64,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)

* Tương tự với 1 < n < 10 ta sẽ được số lượng cách điền vào vòng tròn là :

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| N = | 2 | 3 | 4 | 6 | 7 | 8 | 9 |
| Số cách = | 2 | 2 | 4 | 96 | 1024 | 2880 | 81024 |

Sau đây là mã nguồn của chương trình này :

* Cần tạo 2 file **CIRCLE.INP**  và **CIRCLE.OUT**
* Code :

1. #include <iostream>
2. #include <cstdio>
3. #include <cstdlib>
4. #include <algorithm>
5. **#include <cmath>**
6. #include <string>
7. #include <stdlib.h>
8. #include <fstream>
9. #include <sstream>
11. #define MAX 100
12. using namespace std;
14. int A[MAX][MAX];
15. **int C[MAX], B[MAX];**
16. int n;
17. int d; // số lượng chu trình
18. int sodinh; // số đỉnh = 2n;
19. string s;
21. string numberToString(unsigned int n)
22. {
23. stringstream ss;
24. ss << n;
25. **return ss.str();**
26. }
27. void readFile() // hàm đọc file
28. {
29. ifstream file;
30. **file.open("CIRCLE.INP");**
31. file >> n;
32. file.close();
33. }
35. **void writeFile()**
36. {
37. // dữ liệu về các chu trình đã được gán vào biến s ở trong hàm Result();
38. ofstream file("CIRCLE.OUT");
39. file << d; // in số lượng chu trình tìm thấy
40. **file << '\n';**
41. file << s; // in biến s
42. file.close();
43. }
45. **void init(int n) // khởi tạo giá trị mặc định của chu trình**
46. {
47. for (int i = 1; i <= 2 \* n; i++)
48. {
49. for (int j = 1; j <= 2 \* n; j++)
50. **{**
51. A[i][j] = 0;
52. }
53. }
54. }
56. bool isPrime(int n) // Hàm kiểm tra các số nguyên tố.
57. {
58. if (n <= 1)
59. return false;
60. **for (int i = 2; i <= sqrt(n); i++)**
61. if (n % i == 0)
62. return false;
64. return true;
65. **}**
67. void matran(int n) // khởi tạo ma trận kề
68. {
69. for (int i = 1; i <= 2 \* n; i++)
70. **{**
71. for (int j = 1; j <= 2 \* n; j++)
72. {
73. int sum = i + j;
74. int diff = abs(i - j);
75. **if (isPrime(sum))**
76. {
77. A[i][j] = 1;
78. }
79. }
80. **}**
81. }
83. void Result(void) // in chu trình
84. {
85. **d++;**
86. for (int i = sodinh; i > 0; i--)
87. {
88. cout << B[i] << " ";
89. string geek = numberToString(B[i]); // chuyen so thanh chu roi
90. **s.append(geek); // gan vao bien "s" de luu vao file**
91. s.append(" ");
92. }
93. s.append("**\n**");
94. // tăng biến đếm các chu trình có thể tìm được
95. **cout << endl;**
96. }
98. void Hamilton(int \*B, int \*C, int i) // duyệt chu trình Hamilton với tham số đầu vào là Ma trận kề A
99. {
100. **int j, k;**
101. for (j = 1; j <= sodinh; j++)
102. {
103. if (A[B[i - 1]][j] == 1 && C[j] == 0)
104. {
105. **B[i] = j;**
106. C[j] = 1;
107. if (i < sodinh)
108. Hamilton(B, C, i + 1);
109. else if (B[i] == B[0])
110. **Result();**
111. C[j] = 0;
112. }
113. }
114. }
116. int main()
117. {
118. B[0] = 1;
119. readFile();
120. **int i = 1; // xuất phát từ đỉnh 1**
121. d = 0; // gán biến đếm số lượng chu trình = 0 ;
122. init(n); // khởi tạo ma trận
123. matran(n); // tạo ma trận kề
124. sodinh = 2 \* n;
125. **Hamilton(B, C, i); // chuyển ma trận kề thành chu trình**
126. writeFile();
127. system("pause");
128. return 0 ;
129. }