# TASK 2: KRUSKAL’S ALGORITHM:

#include<iostream>

#include<string.h>

using namespace std;

class Graph

{

char vertices[10][10];

int cost[10][10], no, edges;

public:

Graph();

void creat\_graph();

void display();

int Position(char[]);

void kruskal\_algo();

};

/\* Initialzing adj matrix with 999 \*/

/\* 999 denotes infinite distance \*/

Graph::Graph()

{

no=0;

for(int i=0;i<10;i++)

for(int j=0;j<10;j++)

{

cost[i][j]=999;

}

}

/\* Taking inputs for creating graph \*/

void Graph::creat\_graph()

{

char ans,Start[10],End[10];

int wt,i,j;

cout<<"Enter the number of vertices: ";

cin>>no;

cout << "Enter the number of edges: ";

cin >> edges;

cout<<"\nEnter the vertices: ";

for(i=0;i<no;i++)

cin>>vertices[i];

for (int i = 0; i < edges; i++)

{

cout << "\nEnter Start and End vertex of the edge: ";

cin >> Start >> End;

cout << "Enter weight: ";

cin >> wt;

i = Position(Start);

j = Position(End);

cost[i][j] = cost[j][i] = wt;

}

}

/\* Displaying Cost matrix \*/

void Graph::display()

{

int i,j;

cout<<"\n\nCost matrix: ";

for(i=0;i<no;i++)

{

cout<<"\n";

for(j=0;j<no;j++)

cout<<"\t"<<cost[i][j];

}

}

/\* Retrieving position of vertices in 'vertices' array \*/

int Graph::Position(char key[10])

{

int i;

for(i=0;i<10;i++)

if(strcmp(vertices[i],key)==0)

return i;

return -1;

}

void Graph::kruskal\_algo()

{

int i,j,v[10]={0},x,y,Total\_cost=0,min,gr=1,flag=0,temp,d;

while(flag==0)

{

min=999;

for(i=0;i<no;i++)

{

for(j=0;j<no;j++)

{

if(cost[i][j]<min)

{

min=cost[i][j];

x=i;

y=j;

}

}

}

if(v[x]==0 && v[y]==0)

{

v[x]=v[y]=gr;

gr++;

}

else if(v[x]!=0 && v[y]==0)

v[y]=v[x];

else if(v[x]==0 && v[y]!=0)

v[x]=v[y];

else

{

if(v[x]!=v[y])

{

d=v[x];

for(i=0;i<no;i++)

{

if(v[i]==d)

v[i]=v[y];

}//end for

}

}

cost[x][y]=cost[y][x]=999;

Total\_cost=Total\_cost+min; /\* calculating cost of minimum spanning tree \*/

cout<<"\n\t"<<vertices[x]<<"\t\t"<<vertices[y]<<"\t\t"<<min;

temp=v[0]; flag=1;

for(i=0;i<no;i++)

{

if(temp!=v[i])

{

flag=0;

break;

}

}

}

cout<<"\nTotal cost of the tree= "<<Total\_cost;

}

int main()

{

Graph g;

g.creat\_graph();

g.display();

cout<<"\n\n\nMinimum Spanning tree using kruskal algo=>";

cout<<"\nSource vertex\tDestination vertex\tWeight\n";

g.kruskal\_algo();

return 0;

}

# OUTPUT:
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# TASK 3:

# PRIM’S ALGORITHM:

#include<iostream>

using namespace std;

class graph

{

public:

int graph[20][20], n, e;

void node();

void display();

void prims();

};

void graph::node()

{

int src, dest, cost;

cout << "Enter total vertices: "; //Taking input

cin >> n;

cout << "Enter total edges: ";

cin >> e;

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= n; j++)

{

graph[i][j] = 0; //Initialzing with zero

}

}

for (int i = 1; i <= e; i++)

{

cout << "Enter source, Destination and Cost: "; //Setting cost to their edges

cin >> src >> dest >> cost;

graph[src][dest] = cost;

graph[dest][src] = cost;

}

}

void graph::display() // Output Function

{

for (int i = 1; i <= n; i++)

{

for (int j = 1; j <= n; j++)

{

cout << " " << graph[i][j];

}

cout << endl;

}

}

void graph::prims()

{

int visited[20], min, src, dest, total = 0, m = 0;

int key[20], parent[20];

for (int i = 1; i <= n; i++)

{

key[i] = 99999; // Initialize key values as infinity

visited[i] = 0; // Mark all vertices as not visited

}

cout << "Source for finding Minimum Spanning Tree: "; //Stating point for algo

cin >> src;

key[src] = 0; // Make key value of the source vertex as 0 so that it is picked first

parent[src] = -1; // First node is always root of MST

for (int i = 1; i <= n - 1; i++)

{

// Pick the minimum key vertex from the set of vertices not yet included in MST

min = 99999;

for (int j = 1; j <= n; j++)

{

if (visited[j] == 0 && key[j] < min)

{

min = key[j];

m = j;

}

}

visited[m] = 1; // Add the picked vertex to the MST set

// Update key value and parent index of the adjacent vertices of the picked vertex

for (int j = 1; j <= n; j++)

{

if (graph[m][j] && visited[j] == 0 && graph[m][j] < key[j])

{

parent[j] = m;

key[j] = graph[m][j];

}

}

}

// Print the edges of the minimum spanning tree

for (int i = 1; i < n; i++)

{

cout << "Edge= " << parent[i] << "..." << i << " cost=" << graph[i][parent[i]] << endl;

total += graph[i][parent[i]];

}

cout << "Total cost of minimum spanning tree: " << total;

}

int main()

{

graph g;

g.node();

g.display();

g.prims();

return 0;

}

# OUTPUT:
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# TASK 4:

# BFS:

#include <iostream>

#include<queue>

using namespace std;

class Graph

{

private:

int Matrix[30][30];

int Vertices;

public:

Graph(int num)

{

if (num <= 30)

{

Vertices = num;

for (int i = 0; i <= Vertices; i++)

{

for (int j = 0; j <= Vertices; j++)

{

Matrix[i][j] = 0;

}

}

}

else

{

cout << "Size is exceeding" << endl;

}

}

void addEdge(int i, int j)

{

Matrix[i][j] = 1;

Matrix[j][i] = 1;

}

void removeEdge(int i, int j)

{

Matrix[i][j] = 0;

Matrix[j][i] = 0;

}

void print()

{

for (int i = 1; i <= Vertices; i++)

{

cout << i << ":" << " ";

for (int j = 1; j <= Vertices; j++)

{

if (Matrix[i][j] == 1)

{

cout << j << ",";

}

}

cout << endl;

}

}

void BFS(int start)

{

bool\* visited = new bool[Vertices + 1];

for (int i = 1; i <= Vertices; i++)

{

visited[i] = false;

}

queue<int> q;

visited[start] = true;

q.emplace(start);

while (!q.empty())

{

int v = q.front();

q.pop();

cout << v << " ";

for (int i = 1; i <= Vertices; i++)

{

if (Matrix[v][i] && !visited[i])

{

visited[i] = true;

q.emplace(i);

}

}

}

delete[] visited;

}

};

int main()

{

Graph g(5);

g.addEdge(1, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(1, 5);

g.addEdge(2, 1);

g.addEdge(2, 4);

g.addEdge(3, 1);

g.addEdge(3, 5);

g.addEdge(3, 4);

g.addEdge(4, 1);

g.addEdge(4, 2);

g.addEdge(4, 3);

g.addEdge(5, 1);

g.addEdge(5, 3);

g.print();

int vertex;

cout << "\nEnter vertex to start to start DFS from: " << endl;

cin >> vertex;

cout << "DFS starting from: " << vertex << endl;

g.BFS(vertex);

cout << endl;

system("pause");

return 0;

}

# OUTPUT:

![](data:image/png;base64,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)

# TASK 5:

# DFS:

#include <iostream>

#include<stack>

using namespace std;

class Graph

{

private:

int Matrix[30][30];

int Vertices;

public:

Graph(int num)

{

if (num <= 30)

{

Vertices = num;

for (int i = 0; i <= Vertices; i++)

{

for (int j = 0; j <= Vertices; j++)

{

Matrix[i][j] = 0;

}

}

}

else

{

cout << "Size is exceeding" << endl;

}

}

void addEdge(int i, int j)

{

Matrix[i][j] = 1;

Matrix[j][i] = 1;

}

void removeEdge(int i, int j)

{

Matrix[i][j] = 0;

Matrix[j][i] = 0;

}

void print()

{

for (int i = 1; i <= Vertices; i++)

{

cout << i << ":" << " ";

for (int j = 1; j <= Vertices; j++)

{

if (Matrix[i][j] == 1)

{

cout << j << ",";

}

}

cout << endl;

}

}

void DFS(int start)

{

bool\* visited = new bool[Vertices + 1];

for (int i = 1; i <= Vertices; i++)

{

visited[i] = false;

}

stack<int> s;

s.push(start);

while (!s.empty())

{

int v = s.top();

s.pop();

if (!visited[v])

{

visited[v] = true;

cout << v << " ";

for (int i = Vertices; i >= 1; i--)

{

if (Matrix[v][i] && !visited[i])

{

s.push(i);

}

}

}

}

delete[] visited;

}

};

int main()

{

Graph g(5);

g.addEdge(1, 2);

g.addEdge(1, 3);

g.addEdge(1, 4);

g.addEdge(1, 5);

g.addEdge(2, 1);

g.addEdge(2, 4);

g.addEdge(3, 1);

g.addEdge(3, 5);

g.addEdge(3, 4);

g.addEdge(4, 1);

g.addEdge(4, 2);

g.addEdge(4, 3);

g.addEdge(5, 1);

g.addEdge(5, 3);

g.print();

int vertex;

cout << "\nEnter vertex to start to start DFS from: " << endl;

cin >> vertex;

cout << "DFS starting from: " << vertex << endl;

g.DFS(vertex);

cout << endl;

system("pause");

return 0;

}

# OUTPUT:
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