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数据结构与算法 课程实验报告

|  |  |  |  |
| --- | --- | --- | --- |
| 学号：202400460042 | 姓名：江李阳 | | 班级：1班 |
| 实验题目：使用线性表结构实现多项式求和运算、将两个正序的有序链表合并成一个逆序的有序链表; 将两个正序的有序链表（数值为整数，从小到大排列）合并成一个逆序的有序链表（数值从大到小排列） | | | |
| 实验学时：2 | | 实验日期：2025.5.9 | |
| 实验目的：理解线性表数据结构的基本原理与特性，深入理解线性表原理，掌握顺序储存与链式储存特性，熟悉其在实际运算中的运用，锻炼算法设计与编程能力。对比理解顺序表和链表这两种线性表的时间开销和空间开销的差别，明确各自的优缺点和应用场景。 | | | |
| 硬件环境：内存：16384MB 处理器：13th Gen intel(R) Core(TM) i5-13500HX (20 CPUs),~2.5GHz | | | |
| 软件环境：windows系统，visual studio | | | |
| 实验步骤与内容：  分析问题(必做)：  题目要求实现两个多项式的加法运算，由于各个多项式由一个个前后的单项式组成，因此考虑使用线性结构储存多项式。每个单项式由次数和系数构成，线性表中每个元素要能储存这两部分信息。  简化问题模块为：储存多项式->输入多项式信息->求和运算->输出和多项式信息  顺序表：   1. 储存：使用整型数组，由于数组的下标从0开始递增至n-1,类似多项式中的单项式的次数特点。因此通过数组中的标储存单项式的次数，对应的数值储存系数，当不存在这个系数的项时，令系数为0即可。通过传入未知数的最大次数n开辟大小为n+1的整型数组（对应下标0~n,下标0即次数0，对应常数项）。 2. 运算：   构建和多项式，长度根据两个相加的多项式的最高次数来确定开辟的和多项式的大小。从最低次数位开始遍历数组并相加，得到和多项式的对应次数项的系数。多出的部分直接把系数赋值给和多项式即可。   1. 输入和输出：   多项式类包括储存多项式的数组arr和记录数组长度的整型变量len,含参最高次数n构造函数为arr开辟大小为n+1的数组并提示输入系数。  输出函数遍历多项式，把系数不为零的项的系数和次数分别输出。   1. 代码实现：   根据以上模块化思路编写代码，分别实现构造Arr类，输入多项式，多项式求和，输出多项式并测试输入样例。  链表：   1. 储存：   将多项式中的每个单项式视为一个节点Node，Node类中有属性int型系数coefficient、无符号整型（unsigned int，因为次数总是非负的）次数frequency以及后继节点next。多项式用类Linkedlist储存，属性有头节点Node型指针head。   1. 运算：   分别将从两个多项式头节点开始往后读取多项式的每一项。由于是按次数从高到低输入的，因此如果两个多项式的最高次数相等，就直接将系数相加，同步地往后读取，否则就直接将次数高的那一项的系数赋给和多项式，并往后读取这个次数较高的多项式的项，直到出现两个多项式有项次数相同时，开始同步运算求和并同步往后读取。当其中某个多项式读完，开始出现nullptr时，直接将另一个还有项的多项式赋给和多项式，直至两个多项式都读完为nullptr。其中在系数相加时做了验证，只有当系数和不为0时才将这一项计入和多项式。   1. 输入输出：   利用节点Node的含参数coefficient、frequency的构造函数创建节点，Linkedlist类中封装initiallist（）函数，提示输入多项式的项数n,再循环n次调用Node含参构造函数，完成时提示多项式输入成功。其中为了每次在链表末尾插入节点，封装一个返回尾节点的gettail()函数。输出则遍历链表，分系数和次数输出每个节点的信息，直至到尾节点。   1. 代码实现;   分别完成以上模块的代码。核心部分为求和add（）函数，按两个多项式最高次数区分。调试并验证测试输入样例。  总结比较：  1.顺序表实现的时间开销是O(max(m,n)),m、n分别是两个待求和多项式的最高次数+1(因为在相加部分先遍历了一遍较短的多项式，再对较长的多项式的多出部分遍历，总的时间开销是O(max(m,n))),空间开销是O(max(m,n))  2.链表实现的时间开销是O((p+q)^2),空间开销是O(p+q),p、q分别是两个多项式的项数。  对比可知为保证数组能存下多项式。根据多项式的最大次数n，开辟n+1的空间(次数最多从0~n)，这样能保证存下，但由于部分次数项不存在，用0来存储系数，导致了空间浪费。而链表在储存多项式时，不会提前开辟空间，而是根据输入动态添加，且和多项式的某项系数为0时不会将这一项存入，保证了空间充分利用。但在存入数据时，每次都要遍历一遍链表找到尾节点，再在尾节点后面添加数据，导致时间开销较大。  分析问题(选做)：  题目要求将两个正序的有序链表（数值为整数，从小到大排列）合并成一个逆序的有序链表（数值从大到小排列），这里的解决问题分为两步：连接整合，排序。  简化模板为：整合->排序   1. 整合：   直接将一个链表的尾节点与另一个链表的头节点相连即可，尾节点的获取通过gettail()函数遍历链表获得。   1. 排序：   参考了数组的冒泡排序法，通过两边循环链表，挨个比较链表中相邻的而两个节点的数据的大小，判断是否需要交换值，因为只有一个数据，因此只交换值，不交换节点。每次内层循环减少遍历的节点个数。   1. 代码实现：   按照上述思路编写代码，其中核心部分尾冒泡排序，每次外层循环都声明了一个布尔变量swap，用于标记是否发生了交换，如果循环遍历一次都未发生交换，说明这个链表已经有序，直接退出循环，减少遍历次数。  最后测试代码功能。  总结：这里的关键在于使用了冒泡排序法，时间开销为O(n^2)，如果充分利用已知两个链表已将排好序的特点，可以进一步优化，降低时间开销，但这样算法就不具有通用性了。 | | | |
| 结论分析与体会：本次实验加深了我对线性结构中数组和链表的用法和特点有了进一步的理解，在实际问题中对比两者的优缺点。同时我还初步利用模块化思想，在面对较复杂的问题时，把它看成是一个个简单功能的模块的结合，通过逐个解决这些模块达到最终解决问题的方法，把问题简单化，在问题解读和具体代码实现两个方面都得到了便利。通过编写代码还锻炼了我的实践能力，为日后解决更复杂的问题打下基础。同时理解了算法的时间开销和空间开销之间的相互转换关系，如为了获得链表的尾节点通过遍历链表会增大时间开销，但通过维护一个尾节点就可以把这个时间开销降为O(1),但会增加空间开销，在实际问题中应做好取舍，合适的算法对高效解决问题有很大决定性作用。 | | | |