# 实验一

### Problem A

### 二分查找

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

给定一个单调递增的整数序列，问某个整数是否在序列中。

输入：

第一行为一个整数n，表示序列中整数的个数；第二行为n（n不超过10000）个整数；第三行为一个整数m（m不超过50000），表示查询的个数；接下来m行每行一个整数k。

输出：

每个查询的输出占一行，如果k在序列中，输出Yes，否则输出No。

输入样例：

5  
1 3 4 7 11  
3  
3  
6  
9

输出样例：

Yes  
No  
No

来源：

#include<stdio.h>

#include<stdlib.h>

void binarysearch(int n,int k,int a[])

{

int left=0;

int right=n-1;

int r=0;

while(left<=right)

{

int middle=(left+right)/2;

if(k==a[middle]) r=1;

if(k>a[middle]) left=middle+1;

else right=middle-1;

}

if(r==1) printf("Yes\n");

else printf("No\n");

}

int main()

{

int i,n,m,a[10000],b[50000];

scanf("%d",&n);

for(i=0;i<n;i++)

scanf("%d",&a[i]);

scanf("%d",&m);

for(i=0;i<m;i++)

scanf("%d",&b[i]);

for(i=0;i<m;i++)

binarysearch(n,b[i],a);

return 0;

}

### Problem B

### 归并排序

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

给定一个数列，用归并排序算法把它排成升序。

输入：

第一行是一个整数n（n不大于10000），表示要排序的数的个数；  
下面一行是用空格隔开的n个整数。

输出：

输出排序后的数列，每个数字占一行。

输入样例：

5  
3 2 1 4 5

输出样例：

1  
2  
3  
4  
5

#include<stdio.h>

// 一个递归函数

void mergesort(int \*num,int start,int end);

// 这个函数用来将两个排好序的数组进行合并

void merge(int \*num,int start,int middle,int end);int main()

{

// 测试数组

int num[10000];

int i,n;

// 排序之前

scanf("%d",&n);

for (i = 0; i < n; i++) {

scanf("%d",&num[i]);

}

// 进行合并排序

mergesort(num,0,n-1);

// 排序之后

for (i=0; i<n; i++)

{

printf("%d\n",num[i]);

}

return 0;}

//这个函数用来将问题细分

void mergesort(int \*num,int start,int end){

int middle;

if(start<end)

{

middle=(start+end)/2;

// 归并的基本思想

// 排左边

mergesort(num,start,middle);

// 排右边

mergesort(num,middle+1,end);

// 合并

merge(num,start,middle,end);

}

}

//这个函数用于将两个已排好序的子序列合并

void merge(int \*num,int start,int middle,int end)

{

int n1=middle-start+1;

int n2=end-middle;

// 动态分配内存，声明两个数组容纳左右两边的数组

int \*L=new int[n1+1];

int \*R=new int[n2+1];

int i,j=0,k;

//将新建的两个数组赋值

for (i=0; i<n1; i++)

{

\*(L+i)=\*(num+start+i);

}

// 哨兵元素

\*(L+n1)=1000000;

for (i=0; i<n2; i++)

{

\*(R+i)=\*(num+middle+i+1);

}

\*(R+n2)=1000000;

i=0;

// 进行合并

for (k=start; k<=end; k++)

{

if(L[i]<=R[j])

{

num[k]=L[i];

i++;

}

else

{

num[k]=R[j];

j++;

}

}

delete [] L;

delete [] R;

}

### Problem C

### 快速排序

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

给定一个数列，用快速排序算法把它排成升序。

输入：

第一行是一个整数n，表示要排序的数的个数；下面一行是用空格隔开的n个整数。

输出：

输出排序后的数列，每个数字占一行。

输入样例：

5  
3 2 1 4 5

输出样例：

1  
2  
3  
4  
5

#include<stdio.h>

#include<stdlib.h>

void QuickSort(int A[],int n,int left,int right)

{

int i,j,t;

if(left<right){

i=left;

j=right+1;

while(1){

while(i+1<n&&A[++i]<A[left]);

while(j-1>-1&&A[--j]>A[left]);

if(i>=j) break;

t=A[i];

A[i]=A[j];

A[j]=t;

}

t=A[left],A[left]=A[j],A[j]=t;

QuickSort(A,n,left,j-1);

QuickSort(A,n,j+1,right);

}

}

int main()

{

int i,n,A[10000];

scanf("%d",&n);

for(i=0;i<n;i++)

scanf("%d",&A[i]);

QuickSort(A,n,0,n-1);

for(i=0;i<n;i++)

printf("%d\n",A[i]);

return 0;

}

### Problem D

### 走迷宫

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

判断是否能从迷宫的入口到达出口

输入：

先输入两个整数表示迷宫的行数m和列数n，再输入口和出口的坐标，最后分m行输入迷宫，其中1表示墙，0表示空格每个数字之间都有空格。

输出：

若能到达，则输出"Yes"，否则输出"No"，结果占一行。

输入样例：

3 3  
0 0  
2 2  
0 0 0  
1 1 0  
0 1 0

输出样例：

Yes

#include <stdio.h>

#include <stdlib.h>

typedef struct MNode{

int row;

int col;

struct MNode \* next;

} Node,\* PNode;

PNode head = NULL,tail = NULL;

int dir[4][2] = {{-1,0},{0,1},{1,0},{0,-1}};

int maxRow ,maxCol ;

int i,j,inrow ,incol ,outrow ,outcol ;

int \*\*mmap;

void removeItem(){

PNode tmp = head;

head = head->next;

free(tmp);

}

int haveItem(){

if(head==NULL) return 0;

return 1;

}

void addItem(int row,int col){

PNode newPoint = (PNode)malloc(sizeof(Node));

newPoint->row = row;

newPoint->col = col;

newPoint->next = NULL;

tail->next = newPoint;

tail = newPoint;

}

int isCan(int row,int col)

{

if(row<0||col<0||row>=maxRow||col>=maxCol) return 0;

if(mmap[row][col]!=0) return 0;

return 1;

}

int main()

{

scanf("%d%d%d%d%d%d",&maxRow,&maxCol,&inrow,&incol,&outrow,&outcol);

mmap = (int \*\*)malloc(sizeof(int\*)\*maxRow);

for(i = 0;i<maxRow;i++){

mmap[i] = (int\*)malloc(sizeof(int)\*maxCol);

}

for(i = 0;i<maxRow;i++)

for(j = 0;j<maxCol;j++){

scanf("%d",&mmap[i][j]);

}

head = (PNode)malloc(sizeof(Node));

head->row = inrow;

head->col = incol;

head->next = NULL;

tail = head;

for(;haveItem();){

if(head->row==outrow&&head->col == outcol){

printf("Yes\n");

for(;haveItem();){

removeItem();//free more

}

return 0;

}

for(i = 0;i<4;i++){

if(isCan(head->row+dir[i][0],head->col+dir[i][1])){

addItem(head->row+dir[i][0],head->col+dir[i][1]);

}

}

mmap[head->row][head->col] = 2;

removeItem();

}

printf("No\n");

return 0;

}

### Problem E

### 穷举n位二进制数

#### 时限：100ms 内存限制：10000K 总时限：300ms

描述：

输入一个小于20的正整数n，要求按从小到大的顺序输出所有的n位二进制数，每个数占一行。

输入：

输入一个小于20的正整数n。

输出：

按从小到大的顺序输出所有的n位二进制数，每个数占一行。

输入样例：

3

输出样例：

000  
001  
010  
011  
100  
101  
110  
111

#include <iostream>

using namespace std;

int n,c[20];

void Search(int m)

{

int i;

if(m==n)

{

for(i=0;i<n;i++)

cout<<c[i];

cout<<endl;

}

else

{

c[m]=0;Search(m+1);

c[m]=1;Search(m+1);

}

}

int main()

{

int m=0;

cin>>n;

Search(m);

return 0;

}

### Problem F

### 循环赛日程表

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

用分治算法生成循环赛日程表（1到2的n次方个人）

输入：

一个整数n

输出：

循环赛日程表（1到2的n次方个人）

输入样例：

3

输出样例：

1 2 3 4 5 6 7 8  
2 1 4 3 6 5 8 7  
3 4 1 2 7 8 5 6  
4 3 2 1 8 7 6 5  
5 6 7 8 1 2 3 4  
6 5 8 7 2 1 4 3  
7 8 5 6 3 4 1 2  
8 7 6 5 4 3 2 1

#include <stdio.h>

#include <stdlib.h>

int change(int \*\*arr,int row,int n){

int i,j;

if(n==1){

return 0;

}

change(arr,row,n/2);

change(arr,row+n/2,n/2);

//方格转换

for(i = 0;i<n/2;i++){

for(j = 0;j<n/2;j++){

arr[row+i][n/2+j] = arr[row+n/2+i][j];

arr[row+n/2+i][n/2+j] = arr[row+i][j];

}

}

return 0;

}

int main()

{

int i,j,input,n = 1,\*\*arr;

scanf("%d",&input);

for(i = 0;i<input;i++){

n \*= 2;

}

arr = (int\*\*)malloc(sizeof(int\*)\*n);

for(i = 0;i<n;i++){

arr[i] = (int\*)malloc(sizeof(int)\*n);

arr[i][0] = i+1;

}

change(arr,0,n);

for(i = 0;i<n;i++){

for(j = 0;j<n;j++){

if(j==n-1) printf("%d\n",arr[i][j]);

else printf("%d ",arr[i][j]);

}

}

return 0;

}

# 实验二

### Problem A

### 0-1背包问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

需对容量为c 的背包进行装载。从n 个物品中选取装入背包的物品，每件物品i 的重量为wi ，价值为pi 。对于可行的背包装载，背包中物品的总重量不能超过背包的容量，最佳装载是指所装入的物品价值最高。

输入：

多个测例，每个测例的输入占三行。第一行两个整数：n（n<=10）和c，第二行n个整数分别是w1到wn，第三行n个整数分别是p1到pn。  
n 和 c 都等于零标志输入结束。

输出：

每个测例的输出占一行，输出一个整数，即最佳装载的总价值。

输入样例：

1 2  
1  
1  
2 3  
2 2  
3 4  
0 0

输出样例：

1  
4

#include <stdio.h>

void readdata();

void search(int);

void checkmax();

int c,n; //c： 背包容量；n：物品数

int w[100], v[100]; //w[i]、v[i]：第i件物品的重量和价值

int a[100], max; //a数组存放当前解各物品选取情况；max：记录最大价值

//a[i]=0表示不选第i件物品，a[i]=1表示选第i件物品

int main()

{

while(1){

max=0;

scanf("%d%d",&n,&c);

if(n==0&&c==0)

break;

readdata(); //读入数据

search(0);

printf("%d\n",max);

}

return 0;

}

void search(int m)

{

if(m>=n)

checkmax(); //检查当前解是否是可行解，若是则把它的价值与max比较

else

{

a[m]=0; //不选第m件物品

search(m+1); //递归搜索下一件物品

a[m]=1; //不选第m件物品

search(m+1); //递归搜索下一件物品

}

}

void checkmax()

{

int i, weight=0, value=0;

for(i=0;i<n;i++)

{

if(a[i]==1) //如果选取了该物品

{

weight = weight + w[i]; //累加重量

value = value + v[i]; //累加价值

}

}

if(weight<=c) //若为可行解

if(value>max) //且价值大于max

max=value; //替换max

}

void readdata()

{

int i;

for(i=0;i<n;i++)

scanf("%d",&w[i]);

for(i=0;i<n;i++)

scanf("%d",&v[i]);//读入第i件物品重量和价值

}

### Problem B

### 装载问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

有两艘船，载重量分别是c1、 c2，n个集装箱，重量是wi (i=1…n)，且所有集装箱的总重量不超过c1+c2。确定是否有可能将所有集装箱全部装入两艘船。

输入：

多个测例，每个测例的输入占两行。第一行一次是c1、c2和n（n<=10）；第二行n个整数表示wi (i=1…n)。n等于0标志输入结束。

输出：

对于每个测例在单独的一行内输出Yes或No。

输入样例：

7 8 2  
8 7  
7 9 2  
8 8  
0 0 0

输出样例：

Yes  
No

#include <stdio.h>

void readdata();

void search(int);

void checkmax();

int c1,c2,n;

int w[100];

int a[100], max;

int main()

{

int wei,i;

while(1){

max=0,wei=0;

scanf("%d%d%d",&c1,&c2,&n);

if(c1==0&&c2==0&&n==0)

break;

readdata();

for(i=0;i<n;i++)

wei=wei+w[i];

search(0);

if((wei-max)<=c2)

printf("Yes\n");

else printf("No\n");

}

return 0;

}

void search(int m)

{

if(m>=n)

checkmax();

else

{

a[m]=0;

search(m+1);

a[m]=1;

search(m+1);

}

}

void checkmax()

{

int i, weight=0;

for(i=0;i<n;i++)

{

if(a[i]==1)

{

weight = weight + w[i];

}

}

if(weight<=c1)

if(weight>max)

max=weight;

}

void readdata()

{

int i;

for(i=0;i<n;i++)

scanf("%d",&w[i]);

}

### Problem C

### 堡垒问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

城堡是一个4×4的方格，为了保卫城堡，现需要在某些格子里修建一些堡垒。城堡中的某些格子是墙，其余格子都是空格，堡垒只能建在空格里，每个堡垒都可以向上下左右四个方向射击，如果两个堡垒在同一行或同一列，且中间没有墙相隔，则两个堡垒都会把对方打掉。问对于给定的一种状态，最多能够修建几个堡垒。

输入：

每个测例以一个整数n（1<=n<=4）开始，表示城堡的大小。接下来是n行字符每行n个，‘X’表示该位置是墙，‘.’表示该位置是空格。n等于0标志输入结束。

输出：

每个测例在单独的一行输出一个整数：最多修建堡垒的个数。

输入样例：

4  
.X..  
....  
XX..  
....  
2  
XX  
.X  
3  
.X.  
X.X  
.X.  
3  
...  
.XX  
.XX  
4  
....  
....  
....  
....  
0

输出样例：

5  
1  
5  
2  
4

### Problem D

### 8皇后问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

输出8皇后问题所有结果。

输入：

没有输入。

输出：

每个结果第一行是No n：的形式，n表示输出的是第几个结果；下面8行，每行8个字符，‘A’表示皇后，‘.’表示空格。不同的结果中，先输出第一个皇后位置靠前的结果；第一个皇后位置相同，先输出第二个皇后位置靠前的结果；依次类推。

输入样例：

输出样例：

输出的前几行：  
No 1:  
A.......  
....A...  
.......A  
.....A..  
..A.....  
......A.  
.A......  
...A....  
No 2:  
A.......  
.....A..  
.......A  
..A.....  
......A.  
...A....  
.A......  
....A...

#include <stdio.h>

#include <math.h>

void search(int);

void printresult(); //打印结果

int canplace(int,int); //判断该位置能否放置皇后

void place(int,int); //在该位置能否放置皇后

void takeout(int,int); //把该位置放置皇后去掉

int a[8],num=0; //a[i]存放第i个皇后的位置

int main()

{

search(0); //递归搜索

}

void search(int m)

{

int i;

if(m>=8){

num++;

printf("No %d:\n",num);//当已经找出一组解时

printresult();

}

//输出当前结果

else

{

for(i=0;i<8;i++) //对当前行0到7列的每一个位置

{

if(canplace(m,i)) //判断第m个格子是否能放堡垒

{

place(m,i); //在(m,i)格子上放置一个皇后

search(m+1); //递归搜索下一行

takeout(m,i); //把(m,i)格子上的皇后去掉

}

}

}

}

int canplace(int row, int col)

{

int i;

for(i=0;i<row;i++)

if(abs(i-row)==abs(a[i]-col)||a[i]==col)

return(0);

return(1);

}

void place(int row, int col)

{

a[row]=col;

}

void takeout(int row, int col)

{

a[row]=-1;

}

void printresult()

{

int i,j;

for(i=0;i<8;i++)

{

for(j=0;j<8;j++)

if(a[i]==j)

printf("A");

else

printf(".");

printf("\n");

}

}

### Problem E

### 素数环问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

把1到20这重新排列，使得排列后的序列A满足：  
a. 任意相邻两个数之和是素数  
b. 不存在满足条件a的序列B使得：A和B的前k（0 <= k <= 19）项相同且B的第k+1项比A的第k+1项小。

输入：

没有输入。

输出：

输出A，两个数字之间用一个空格隔开，第一个数字前面和最后一个数字后面没有空格。

输入样例：

输出样例：

#include<stdio.h>

void search(int t);

int c[41]={0,1,1,0,1,0,1,0,0,0,1,0,1,0,0,0,1,0,1,0,0,0,1,0,0,0,0,0,1,0,1,0,0,0,0,0,1,0,0,0,1};

int a[20],b[20],s=0;

int main()

{

int i;

for(i=0;i<20;i++)

b[i]=0;

a[0]=1;

b[0]=1;

search(1);

return 0;

}

void search(int t)

{

if(s==1)

return ;

int i;

if(t>19)

{

for(i=0;i<19;i++)

printf("%d ",a[i]);

printf("%d\n",a[19]);

s=1;

}

else if(t!=19)

{

for(i=0;i<20;i++)

{

if(b[i]==0&&c[a[t-1]+i]==1)

{

b[i]=1;

a[t]=i+1;

search(t+1);

b[i]=0;

}

}

}

else

{

for(i=0;i<20;i++)

{

if(b[i]==0&&c[a[t-1]+i]==1&&c[1+i]==1)

{

b[i]=1;

a[t]=i+1;

search(t+1);

b[i]=0;

}

}

}

}

### Problem F

### 迷宫问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

给一个20×20的迷宫、起点坐标和终点坐标，问从起点是否能到达终点。

输入：

多个测例。输入的第一行是一个整数n，表示测例的个数。接下来是n个测例，每个测例占21行，第一行四个整数x1，y1，x2，y2是起止点的位置（坐标从零开始），（x1，y1）是起点，（x2，y2）是终点。下面20行每行20个字符，’.’表示空格；’X’表示墙。

输出：

每个测例的输出占一行，输出Yes或No。

输入样例：

2  
0 0 19 19  
....................  
XXXXXXXXXXXXXXXXXXXX  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
....................  
0 0 19 19  
....................  
XXXXXXXXXXXXXXXXXXX.  
....................  
.XXXXXXXXXXXXXXXXXXX  
....................  
XXXXXXXXXXXXXXXXXXX.  
....................  
.XXXXXXXXXXXXXXXXXXX  
....................  
XXXXXXXXXXXXXXXXXXX.  
....................  
.XXXXXXXXXXXXXXXXXXX  
....................  
XXXXXXXXXXXXXXXXXXX.  
XXXXXXXXXXXXXXXXXXX.  
XXXXXXXXXXXXXXXXXXX.  
XXXXXXXXXXXXXXXXXXX.  
....................  
.XXXXXXXXXXXXXXXXXXX  
....................

输出样例：

No  
Yes

#include<stdio.h>

int han(char A[][100],int i,int j,int e,int f, int \*fi)

{

int ii=i,ji=j;

if(ii==e&&ji==f&&A[ii][ji]!='X')

(\*fi)=1;

else if(A[ii][ji]=='.'){

A[ii][ji]='X';

han(A,ii+1,ji,e,f,fi);

han(A,ii-1,ji,e,f,fi);

han(A,ii,ji+1,e,f,fi);

han(A,ii,ji-1,e,f,fi);

}

return 0;

}

int main()

{

int b[1000],a,bi,c,k,l,m,n,o,pan=0;

char B[100][100];

int col=0;

scanf("%d\n",&a);

for(bi=0;bi<a;bi++){

col=0;

scanf("%d %d ",&c,&k);

scanf("%d %d\n",&l,&m);

for(n=0;n<20;n++)

for(o=0;o<21;o++)

scanf("%c",&B[n][o]);

/\*if(B[c][k]=='X'&&c==l&&k==m)

b[pan]=1;\*/

han(B,c,k,l,m,&col);

if(col==1)

b[pan]=1;

else b[pan]=0;

pan++;

}

for(bi=0;bi<a;bi++)

{

if(b[bi]==1)

printf("Yes\n");

else printf("No\n");

}

return 0;

}

### Problem G

### 踩气球

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

六一儿童节，小朋友们做踩气球游戏，气球的编号是1～100，两位小朋友各踩了一些气球，要求他们报出自己所踩气球的编号的乘积。现在需要你编一个程序来判断他们的胜负，判断的规则是这样的：如果两人都说了真话，数字大的人赢；如果两人都说了假话，数字大的人赢；如果报小数字的人说的是真话而报大数字的人说谎，则报小数字的人赢（注意：只要所报的小数字是有可能的，即认为此人说了真话）。

输入：

输入为两个数字，0 0表示结束；

输出：

输出为获胜的数字。

输入样例：

36 62

49 343

0 0

输出样例：

62

49

#include <iostream>

#include <algorithm>

using namespace std;

bool fa, fb;

void dfs(int a, int b, int k)

{

if(b == 1)

{

fb = true;

if(a == 1)

fa = true;

}

if(k == 1 || (fa&&fb))

return;

if(a % k == 0)

dfs(a/k, b, k-1);

if(b% k == 0)

dfs(a, b/k, k-1);

dfs(a, b, k-1);

}

int main()

{

int a, b;

while(cin >> a >> b && (a != 0 && b != 0))

{

if(a < b)

swap(a, b);

fa = fb = 0;

dfs(a, b, 100);

if(!fa && fb)

cout << b << endl;

else

cout << a << endl;

}

return 0;

}

### Problem H

### 字母转换

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

通过栈交换字母顺序。给定两个字符串，要求所有的进栈和出栈序列（i表示进栈，o表示出栈），使得字符串2在求得的进出栈序列的操作下，变成字符串1。输出结果需满足字典序。例如TROT 到 TORT:  
[  
i i i i o o o o  
i o i i o o i o  
]

输入：

给定两个字符串，第一个字符串是源字符串，第二个字符是目标目标字符串。

输出：

所有的进栈和出栈序列,输出结果需满足字典序

输入样例：

madam

adamm

bahama

bahama

long

short

eric

rice

输出样例：

[

i i i i o o o i o o

i i i i o o o o i o

i i o i o i o i o o

i i o i o i o o i o

]

[

i o i i i o o i i o o o

i o i i i o o o i o i o

i o i o i o i i i o o o

i o i o i o i o i o i o

]

[

]

[

i i o i o i o o

]

### Problem I

### 农场灌溉问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

一农场由图所示的十一种小方块组成，蓝色线条为灌溉渠。若相邻两块的灌溉渠相连则只需一口水井灌溉。  
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输入：

给出若干由字母表示的最大不超过50×50具体由(m，n)表示，的农场图

输出：

编程求出最小需要打的井数。每个测例的输出占一行。当M=N=-1时结束程序。

输入样例：

2 2

DK

HF

3 3

ADC

FJK

IHE

-1 -1

输出样例：

2

3

#include <iostream>

using namespace std;

int m, n;

struct Maze

{

char ch; //农场类型

int visited; //访问标记

int left, right, up, down; //连通线

}maze[100][100];

int dir[4][2] = {{1,0}, {-1,0}, {0,-1}, {0,1}}; //上下左右四个方向

bool Place(int x, int y, int nx, int ny)

{

//未越界且没有被访问过

if(nx>0 && nx<=m && ny>0 && ny<=n && !maze[nx][ny].visited)

{

//向左

if(nx==x && ny==y-1 && maze[x][y].left && maze[nx][ny].right)

return true;

//向下

if(nx==x+1 && ny==y && maze[x][y].down && maze[nx][ny].up)

return true;

//向右

if(nx==x && ny==y+1 && maze[x][y].right && maze[nx][ny].left)

return true;

//向上

if(nx==x-1 && ny==y && maze[x][y].up && maze[nx][ny].down)

return true;

}

return 0;

}

void dfs(int x, int y)

{

maze[x][y].visited = 1; //当前点已访问

for(int i = 0; i < 4; i++)

{

int nx = x+dir[i][0];

int ny = y+dir[i][1];

//将所有可连通的区域全部标记

if(Place(x, y, nx, ny))

dfs(nx, ny);

}

}

int main()

{

while(cin >> m >> n && (m!=-1 || n!=-1))

{

int cnt = 0;

for(int i = 1; i <= m; i++)

for(int j = 1; j <= n; j++)

{

cin >> maze[i][j].ch;

//初始化

maze[i][j].visited = 0;

maze[i][j].down = 0;

maze[i][j].up = 0;

maze[i][j].right = 0;

maze[i][j].left = 0;

switch(maze[i][j].ch)

{

case'A': maze[i][j].left=1;

maze[i][j].up=1;

break;

case'B': maze[i][j].right=1;

maze[i][j].up=1;

break;

case'C': maze[i][j].left=1;

maze[i][j].down=1;

break;

case'D': maze[i][j].right=1;

maze[i][j].down=1;

break;

case'E': maze[i][j].up=1;

maze[i][j].down=1;

break;

case'F': maze[i][j].left=1;

maze[i][j].right=1;

break;

case'G': maze[i][j].left=1;

maze[i][j].right=1;

maze[i][j].up=1;

break;

case'H': maze[i][j].left=1;

maze[i][j].up=1;

maze[i][j].down=1;

break;

case'I': maze[i][j].left=1;

maze[i][j].right=1;

maze[i][j].down=1;

break;

case'J': maze[i][j].right=1;

maze[i][j].up=1;

maze[i][j].down=1;

break;

case'K': maze[i][j].left=1;

maze[i][j].right=1;

maze[i][j].up=1;

maze[i][j].down=1;

break;

}

}

//连同区域的个数

for(int i = 1; i <= m; i++)

for(int j = 1; j <= n; j++)

{

if(maze[i][j].visited == 0) //未被访问过

{

dfs(i, j);

cnt ++;

}

}

cout << cnt << endl;

}

return 0;

}

### Problem J

### 求图像的周长

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

给一个用 . 和X表示的图形，图形在上、下、左、右、左上、左下、右上、右下8个方向都被看作是连通的，并且图像中间不会出现空洞，求这个图形的边长。  
![http://www.noj.cn/images/2.jpg](data:image/jpeg;base64,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)

输入：

首先给出m、n、x、y四个正整数，下面给出m×n的图形，x、y表示点击的位置，全0表示结束。

输出：

点击的图形的周长。

输入样例：

2 2 2 2

XX

XX

6 4 2 3

.XXX

.XXX

.XXX

...X

..X.

X...

0 0 0 0

输出样例：

8

18

#include <iostream>

#include <cstring>

#include <queue>

#include <algorithm>

using namespace std;

char maze[50][50]; //地图

int visited[50][50]; //访问标记

int m, n;

int cnt; //计数

int dx[8] = {0,1,1,1,0,-1,-1,-1}; //8联通

int dy[8] = {1,1,0,-1,-1,-1,0,1};

typedef struct Point

{

int x;

int y;

}point;

int main()

{

queue<point> q;

point s;

while(cin >> m >> n >> s.x >> s.y && (s.x!=0||s.y!=0||n!=0||m!=0))

{

//初始化

cnt = 0;

memset(visited, 0, sizeof(visited));

while(!q.empty())

q.pop();

for(int i = 1; i <= m; i++)

for(int j = 1; j <= n; j++)

cin >> maze[i][j];

//第一列最后一列初始化为。

for(int i = 0; i <= m+1; i++)

{

maze[i][0] = '.';

maze[i][n+1] = '.';

}

//第一行最后一行初始化为。

for(int j = 0; j <= n+1; j++)

{

maze[0][j] = '.';

maze[m+1][j] = '.';

}

q.push(s); //放入初始结点

visited[s.x][s.y] = 1; //标记已访问

while(!q.empty())

{

s = q.front();

q.pop();

for(int i = 0; i < 8; i ++)

{

point temp;

temp.x = s.x + dx[i];

temp.y = s.y + dy[i];

if(temp.x>=1 && temp.x<=m && temp.y>=1 && temp.y<=n && //未越界

maze[temp.x][temp.y]=='X' && !visited[temp.x][temp.y]) //可达且未访问

{

q.push(temp);

visited[temp.x][temp.y] = 1;

}

}

}

//计算边长

for(int i = 1; i <= m; i++)

{

for(int j = 1; j <= n; j++)

{

if(visited[i][j])

{

if(maze[i-1][j] == '.')

cnt ++;

if(maze[i][j-1] == '.')

cnt ++;

if(maze[i+1][j] == '.')

cnt ++;

if(maze[i][j+1] == '.')

cnt ++;

}

}

}

cout << cnt << endl;

}

return 0;

}

# 实验三

### Problem A

### 最长公共子序列

#### 时限：1000ms 内存限制：200000K 总时限：3000ms

描述：

一个给定序列的子序列是在该序列中删去若干元素后得到的序列。确切地说，若给定序列X=<x1, x2,…, xm>，则另一序列Z=<z1, z2,…, zk>是X的子序列是指存在一个严格递增的下标序列 <i1, i2,…, ik>，使得对于所有j=1,2,…,k有：  
  
Xij ＝ Zj  
  
如果一个序列S即是A的子序列又是B的子序列，则称S是A、B的公共子序列。  
求A、B所有公共子序列中最长的序列的长度。

输入：

输入共两行，每行一个由字母和数字组成的字符串，代表序列A、B。A、B的长度不超过200个字符。

输出：

一个整数，表示最长各个子序列的长度。  
格式：printf("%d\n");

输入样例：

programming  
contest

输出样例：

2

#include<stdio.h>

#include<string.h>

int lcs\_length(char x[], char y[]);

int main()

{

char x[201],y[201];

int len;

scanf("%s%s",x,y);

len=lcs\_length(x,y);

printf("%d\n",len);

}

int lcs\_length(char x[], char y[] )

{

int m,n,i,j,l[201][201];

m=strlen(x);

n=strlen(y);

for(i=0;i<m+1;i++)

l[i][0]=0;

for(j=0;j<n+1;j++)

l[0][j]=0;

for(i=1;i<=m;i++)

for(j=1;j<=n;j++)

if(x[i-1]==y[j-1]) //i,j从1开始，但字符串是从0开始

l[i][j]=l[i-1][j-1]+1;

else if(l[i][j-1]>l[i-1][j])

l[i][j]=l[i][j-1];

else

l[i][j]=l[i-1][j];

return l[m][n];

}

### Problem B

### 防卫导弹

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

一种新型的防卫导弹可截击多个攻击导弹。它可以向前飞行，也可以用很快的速度向下飞行，可以毫无损伤地截击进攻导弹，但不可以向后或向上飞行。但有一个缺点，尽管它发射时可以达到任意高度，但它只能截击比它上次截击导弹时所处高度低或者高度相同的导弹。现对这种新型防卫导弹进行测试，在每一次测试中，发射一系列的测试导弹（这些导弹发射的间隔时间固定，飞行速度相同），该防卫导弹所能获得的信息包括各进攻导弹的高度，以及它们发射次序。现要求编一程序，求在每次测试中，该防卫导弹最多能截击的进攻导弹数量，一个导弹能被截击应满足下列两个条件之一：  
a)它是该次测试中第一个被防卫导弹截击的导弹；  
b)它是在上一次被截击导弹的发射后发射，且高度不大于上一次被截击导弹的高度的导弹。

输入：

多个测例。  
每个测例第一行是一个整数n（n不超过100），第二行n个整数表示导弹的高度（数字的顺序即发射的顺序）。  
n＝0表示输入结束。

输出：

每个测例77独的一行内输出截击导弹的最大数目。

输入样例：

5  
5 6 100 6 61  
 0

输出样例：

2

#include<stdio.h>

int h[100]={0};//靶弹高度

int n;//靶弹数量

int Fanwei()

{

int i,j;

int num[101]={0};//num[j]存放从j号靶弹开始截击,能截击的最大数量(包括j号靶弹)

int maxi,MAX;

num[n-1]=1;//从最后一枚靶弹开始截击，能截击的最大数量为1

for(i=n-2;i>=0;i--)//i=n-2,n-1.....2,1,0

{

maxi=0;//截击i号导弹后,能截击的最大数量(不包括i号靶弹)

for(j=i+1;j<n;j++)

if(h[i]>=h[j] &&num[j]>maxi)

maxi=num[j];

num[i]=maxi+1;//从i号靶弹开始截击,能截击的最大数量

}

for(i=0;i<n;i++)//取最大截击数量

if(num[i]>MAX)

MAX=num[i];

return(MAX);

}

int main()

{

int i;

scanf("%d",&n);//n个靶弹

while(n!=0)

{

for(int i=0;i<n;i++)

scanf("%d",&h[i]); //靶弹的高度

printf("%d\n",Fanwei());

for(i=0;i<100;i++) h[0]=0;//初始化，测试下一组数据

scanf("%d",&n);

}

return 0;

}

### Problem C

### 田忌赛马(tian ji racing)

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

田忌与齐王赛马，双方各有n匹马参赛（n<=100），每场比赛赌注为1两黄金，现已知齐王与田忌的每匹马的速度，并且齐王肯定是按马的速度从快到慢出场，现要你写一个程序帮助田忌计算他最好的结果是赢多少两黄金（输用负数表示）。  
Tian Ji and the king play horse racing, both sides have n horse (n is no more the 100), every game a bet of 1 gold, now known king and Tian Ji each horse's speed, and the king is definitely on the horse speed from fast to slow, we want you to write a program to help Tian Ji his best result is win the number gold (lost express with the negative number).

输入：

多个测例。  
每个测例三行：第一行一个整数n，表示双方各有n匹马；第二行n个整数分别表示田忌的n匹马的速度；第三行n个整数分别表示齐王的n匹马的速度。  
n＝0表示输入结束。  
A plurality of test cases.  
Each test case of three lines: the first line contains an integer n, said the two sides each have n horse; second lines of N integers n Tian Ji horse speed; third lines of N integers King n horse speed.  
N = 0 indicates the end of input.

输出：

每行一个整数，田忌最多能赢多少两黄金。  
how many gold the tian ji win

输入样例：

3  
92 83 71  
95 87 74  
2  
20 20  
20 20  
2  
20 19  
22 18  
3  
20 20 10  
20 20 10  
0

输出样例：

1  
0  
0  
0

#include <iostream>

#include <vector>

using namespace std;

void change(int &a, int &b)

{

int temp;

temp = a;

a = b;

b = temp;

}

void quickSort(int\* a, int l, int u)

{

int i, m;

if (l >= u) return;

m = l;

for (i = l + 1; i <= u; i++)

if (a[i] > a[l])

change(a[++m], a[i]);

change(a[l], a[m]);

quickSort(a, l, m - 1);

quickSort(a, m + 1, u);

}

int main()

{

vector<int> result;

vector<int> ra;

vector<int> rb;

int num;

int\* a;

int\* b;

while (cin>>num)

{

if (num == 0)

break;

a = new int[num];

b = new int[num];

for (int i = 0; i < num; i++)

cin>>a[i];

for (int i = 0; i < num; i++)

cin>>b[i];

quickSort(a, 0, num-1);

quickSort(b, 0, num-1);

int win = 0;

int fail = 0;

int draw = 0;

int ib = 0, jb = 0;

int ie = num - 1, je = num - 1;

while (ib <= ie)

{

if (a[ie] > b[je])

{

win++;

ie--;

je--;

}else if (a[ie] < b[je])

{

fail++;

ie--;

jb++;

}else

{

if (a[ib] > b[jb])

{

win++;

ib++;

jb++;

}else

{

if (a[ie] < b[jb])

fail++;

ie--;

jb++;

}

}

}

result.push\_back(1\*(win - fail));

}

for (size\_t i = 0; i != result.size(); i++)

{

cout<<result[i]<<endl;

}

return 0;

}

### Problem D

### 计算矩阵连乘积

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

在科学计算中经常要计算矩阵的乘积。矩阵A和B可乘的条件是矩阵A的列数等于矩阵B的行数。若A是一个p×q的矩阵，B是一个q×r的矩阵，则其乘积C=AB是一个p×r的矩阵。计算C=AB总共需要p×q×r次乘法。  
现在的问题是，给定n个矩阵{A1,A2,…,An}。其中Ai与Ai+1是可乘的，i=1,2,…,n-1。  
要求计算出这n个矩阵的连乘积A1A2…An最少需要多少次乘法。

输入：

输入数据的第一行是一个整树n（0 < n <= 10），表示矩阵的个数。  
接下来的n行每行两个整数p,q( 0 < p,q < 100)，分别表示一个矩阵的行数和列数。

输出：

输出一个整数：计算连乘积最少需要乘法的次数。

输入样例：

10   
1 2   
2 3   
3 4   
4 5   
5 6   
6 7   
7 8   
8 9   
9 10   
10 11

输出样例：

438

#include <iostream>

#include <vector>

using namespace std;

void change(int &a, int &b)

{

int temp;

temp = a;

a = b;

b = temp;

}

void quickSort(int\* a, int l, int u)

{

int i, m;

if (l >= u) return;

m = l;

for (i = l + 1; i <= u; i++)

if (a[i] > a[l])

change(a[++m], a[i]);

change(a[l], a[m]);

quickSort(a, l, m - 1);

quickSort(a, m + 1, u);

}

int main()

{

vector<int> result;

vector<int> ra;

vector<int> rb;

int num;

int\* a;

int\* b;

while (cin>>num)

{

if (num == 0)

break;

a = new int[num];

b = new int[num];

for (int i = 0; i < num; i++)

cin>>a[i];

for (int i = 0; i < num; i++)

cin>>b[i];

quickSort(a, 0, num-1);

quickSort(b, 0, num-1);

int win = 0;

int fail = 0;

int draw = 0;

int ib = 0, jb = 0;

int ie = num - 1, je = num - 1;

while (ib <= ie)

{

if (a[ie] > b[je])

{

win++;

ie--;

je--;

}else if (a[ie] < b[je])

{

fail++;

ie--;

jb++;

}else

{

if (a[ib] > b[jb])

{

win++;

ib++;

jb++;

}else

{

if (a[ie] < b[jb])

fail++;

ie--;

jb++;

}

}

}

result.push\_back(1\*(win - fail));

}

for (size\_t i = 0; i != result.size(); i++)

{

cout<<result[i]<<endl;

}

return 0;

}

### Problem E

### 石子合并

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

在一个圆形操场的四周摆放着n堆石子(n<= 100)，现要将石子有次序地合并成一堆。规定每次只能选取相邻的两堆合并成新的一堆,并将新的一堆的石子数,记为该次合并的得分。编一程序，读入石子堆数n及每堆的石子数(<=20)。选择一种合并石子的方案,使得做n－1次合并,得分的总和最小；比如有4堆石子：4 4 5 9 则最佳合并方案如下：  
4 4 5 9 score: 0  
8 5 9 score: 8  
13 9 score: 8 + 13 = 21  
22 score: 8 + 13 + 22 = 43

输入：

可能有多组测试数据。 当输入n=0时结束! 第一行为石子堆数n(1<=n<=100)；第二行为n堆的石子每堆的石子数,每两个数之间用一个空格分隔。

输出：

合并的最小得分，每个结果一行。

输入样例：

4

4 4 5 9

0

输出样例：

43

#include<stdio.h>

#define N 100

/\*

\*求合并过程中

\*最少合并堆数目

\*\*/

int MatrixChain\_min(int p[N],int n)

{

//定义二维数组m[i][j]来记录i到j的合并过成中最少石子数目

//此处赋值为-1

int m[N][N];

for(int x=1;x<=n;x++)

for(int z=1;z<=n;z++)

{

m[x][z]=-1;

}

int min=0;

//当一个单独合并时，m[i][i]设为0，表示没有石子

for(int g = 1;g<=n;g++) m[g][g]=0;

//当相邻的两堆石子合并时，此时的m很容易可以看出是两者之和

for(int i=1;i<=n-1;i++)

{

int j=i+1;

m[i][j]=p[i]+p[j];

}

//当相邻的3堆以及到最后的n堆时，执行以下循环

for(int r=3; r<=n;r++)

for(int i=1;i<=n-r+1;i++)

{

int j = i+r-1; //j总是距离i r-1的距离

int sum=0;

//当i到j堆石子合并时最后里面的石子数求和得sum

for(int b=i;b<=j;b++)

sum+=p[b];

// 此时m[i][j]为i~j堆石子间以m[i][i]+m[i+1][j]+sum结果，这是其中一种可能，不一定是最优

//要与下面的情况相比较，唉，太详细了

m[i][j] = m[i+1][j]+sum;

//除上面一种组合情况外的其他组合情况

for(int k=i+1;k<j;k++)

{

int t=m[i][k]+m[k+1][j]+sum;

if(t<m[i][j])

m[i][j] = t;

}

}

//最终得到最优解

min=m[1][n];

return min;

}

/\*

\*求合并过程中

\*最多合并堆数目

\*\*/

int MatrixChain\_max(int p[N],int n)

{

int m[N][N];

for(int x=1;x<=n;x++)

for(int z=1;z<=n;z++)

{

m[x][z]=-1;

}

int max=0;

//一个独自组合时

for(int g = 1;g<=n;g++) m[g][g]=0;

//两个两两组合时

for(int i=1;i<=n-1;i++)

{

int j=i+1;

m[i][j]=p[i]+p[j];

}

for(int r=3; r<=n;r++)

for(int i=1;i<=n-r+1;i++)

{

int j = i+r-1;

int sum=0;

for(int b=i;b<=j;b++)

sum+=p[b];

m[i][j] = m[i+1][j]+sum;

for(int k=i+1;k<j;k++)

{

int t=m[i][k]+m[k+1][j]+sum;

if(t>m[i][j])

m[i][j] = t;

}

}

max=m[1][n];

return max;

}

int main()

{

int stone[N];

int min=0;

int max=0;

int n;

scanf("%d",&n);

while(n!=0)

{

for(int i=1;i<=n;i++)

scanf("%d",&stone[i]);

min= MatrixChain\_min(stone,n);

max= MatrixChain\_max(stone,n);

//因为题目要求圆的原因，要把所有情况都要考虑到，总共有n种情况。

for(int j=1;j<=n-1;j++)

{

int min\_cache=0;

int max\_cache=0;

int cache= stone[1];

for(int k=2;k<=n;k++)

{

stone[k-1]=stone[k];

}

stone[n]=cache;

min\_cache= MatrixChain\_min(stone,n);

max\_cache= MatrixChain\_max(stone,n);

if(min\_cache<min)

min=min\_cache;

if(max\_cache>max)

max=max\_cache;

}

printf("%d\n",min);

/\*printf("%d\n",max);\*/

scanf("%d",&n);

}

return 1;

}

### Problem F

### 旅游预算

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

一个旅行社需要估算乘汽车从某城市到另一城市的最小费用，沿路有若干加油站，每个加油站收费不一定相同。旅游预算有如下规则：若油箱的油过半，不停车加油，除非油箱中的油不可支持到下一站；每次加油时都加满；在一个加油站加油时，司机要花费2元买东西吃；司机不必为其他意外情况而准备额外的油；汽车开出时在起点加满油箱；计算精确到分（1元=100分）。编写程序估计实际行驶在某路线所需的最小费用。

输入：

第一行为起点到终点的距离（实数）第二行为三个实数，后跟一个整数，每两个数据间用一个空格隔开。其中第一个数为汽车油箱的容量（升），第二个数是每升汽油行驶的公里数，第三个数是在起点加满油箱的费用（精确到分），第四个数是加油站的数量。（〈=50）。接下去的每行包括两个实数，每个数据之间用一个空格分隔，其中第一个数是该加油站离起点的距离，第二个数是该加油站每升汽油的价格（元/升）。加油站按它们与起点的距离升序排列。所有的输入都有一定有解。

输出：

共两行，每行都有换行第一行为一个实数和一个整数，实数为旅行的最小费用，以元为单位，精确到分，整数表示途中加油的站的N。第二行是N个整数，表示N个加油的站的编号，按升序排列。数据间用一个空格分隔，最后一个数据后也输出空格，此外没有多余的空格。

输入样例：

516.3

15.7 22.1 20.87 3

125.4 1.259

297.9 1.129

345.2 0.999

输出样例：

38.09 1

2

#include<stdio.h>

struct gstation

{

int num;//number of gas station

double dis;// distance to the start

double fee;// cost of per L

} GS[51];

int count=0,n;

double b[1000]= {0}; //cost of one routine

double restv[51];//the rest of oil when arrived to NO.i station

double distance;

double volume,MilesPerL,cost1;

int a[51],c[51];//state of gas station

double min=100000;

void check()

{

int i;

for(i=1; i<=n; i++)

if(a[i]==1)

{

b[count]+=(volume-restv[i])\*GS[i].fee+2;

}

b[count]+=cost1;

if(b[count]<min)

{

min=b[count++];

for(i=1; i<=n; i++)

c[i]=a[i];

}

}

void search(int m)

{

if(m>n)

check();

else if(m<n)

{

if(restv[m]\*MilesPerL>=GS[m+1].dis-GS[m].dis)

{

a[m]=0;

restv[m+1]=restv[m]-(GS[m+1].dis-GS[m].dis)/MilesPerL;

search(m+1);

}

if(restv[m]\*MilesPerL<GS[m+1].dis-GS[m].dis ||restv[m]<=0.5\*volume) //attention: the rest of oil must be <= half of the volume!

{

a[m]=1;

restv[m+1]=volume-(GS[m+1].dis-GS[m].dis)/MilesPerL;

search(m+1);

}

}

else

{

if(restv[m]\*MilesPerL>=distance-GS[m].dis)

{

a[m]=0;

search(m+1);

}

else

{

a[m]=1;

search(m+1);

}

}

}

int main()

{

int i,j=0,flag=0;

scanf("%lf",&distance);

scanf("%lf %lf %lf %d",&volume,&MilesPerL,&cost1,&n);

for(i=1; i<=n; i++)

{

scanf("%lf %lf",&GS[i].dis,&GS[i].fee);

GS[i].num=i;

}

restv[1]=volume-GS[1].dis/MilesPerL;

search(1);

for(j=1; j<=n; j++)

if(c[j]==1) flag++;

printf("%.2lf %d\n",min,flag);

for(j=1; j<=n; j++)

if(c[j]==1)

printf("%d ",j); //printf("%d",c[n]);

printf("\n");

return 0;

}

### Problem G

### 花生米（二）

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

五一长假第二天，Tom和Jerry在仓库散步的时候又发现了一堆花生米（这个仓库还真奇怪）。这次Tom制定分花生米规则如下：   
       1、Tom和Jerry轮流从堆中取出k粒花生米吃掉，k可以是1，5，10中的任意一个数字；   
       2、为显示规则的公平性，Jerry可以选择先取或者后取。   
Jerry当然还是希望最后一粒花生米被Tom吃掉。请计算，Jerry为了达到目的应该先取还是后取。

输入：

本题有多个测例，每个测例的输入是一个整数n，n大于零小于等于1000，代表花生米的数量。  
n等于0表示输入结束，不需要处理。

输出：

每个测例在单独的一行内输出一个整数：Jerry先取输出1；Tom先取输出0。

输入样例：

1  
2  
3  
4  
0

输出样例：

0  
1  
0  
1

#include<stdio.h>

int List[1001]={0};//对取第i粒花生米的判断(List[0]不用)

void search()

{

int i;

for(int i=1;i<=10;i++)//1~10粒时每次人工判断得出规律

{ //可以看出;若List[i]=1,则必有List[i-1]=0，List[i-5]=0

if(i%2==0) List[i]=1;

else List[i]=0;

}

for(i=11;i<=1000;i++)

{

if(List[i-1]==1 &&List[i-5]==1 &List[i-10]==1)

List[i]=0;//如果取1,5,10粒后应由Jerry先取才会赢，则当前让Tom先取，不论Tom怎么取，Jerry都会赢

else

List[i]=1;//如果Tom先取Jerry会输，则Jerry先取Jerry会赢（为什么？），当前让Jerry先取

}

}

int main()

{

int n;

search();

scanf("%d",&n);//输入第一个测例

while(n)

{

printf("%d\n",List[n]);

scanf("%d",&n);

}

return 0;

}

### Problem H

### 花生米（三）

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

五一长假第三天，Tom和Jerry在仓库散步的时候又发现了一堆花生米（仓库，又见仓库……）。这次Tom制定分花生米规则如下：   
???????1、Tom和Jerry轮流从堆中取出k粒花生米吃掉；   
2、第一次取花生米的人只能取一粒，以后取花生米的数量不能超过前一个人取花生米数量的两倍；   
3、为显示规则的公平性，Jerry可以选择先取或者后取。   
Jerry当然还是希望最后一粒花生米被Tom吃掉。请计算，Jerry为了达到目的应该先取还是后取。

输入：

本题有多个测例，每个测例的输入是一个整数n，n大于零小于等于1000，代表花生米的数量。  
n等于0表示输入结束，不需要处理。

输出：

每个测例在单独的一行内输出一个整数：Jerry先取输出1；Tom先取输出0。

输入样例：

1  
2  
3  
4  
5  
0

输出样例：

0  
1  
0  
0  
1

#include<iostream>

using namespace std;

bool dp[1001][1001];

//dp[i][j]表示还剩i粒花生米，并且当前可以取j粒的时候,要使对方取走最后一粒，是否应该先取

int main()

{

int n;

cin>>n;

while(n!=0)

{

for(int i=2;i<=n;++i)

{

for(int j=1;j<i-1;++j)

{

bool flag=false;

for(int k=1;k<=j&&k<=i;++k)

if(!dp[i-k][2\*k])

{

flag=true;

break;

}

dp[i][j]=flag;

}

for(int j=i-1;j<=n;++j)

dp[i][j]=true;

}

cout<<dp[n][1]<<endl;

cin>>n;

}

}

### Problem I

### 花生米（四）

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

五一长假第四天，Tom逛了N个bbs，做了N^2个脑筋急转弯题，终于发现了每次吃完花生米嘴里都是苦味的原因：自己总会吃到最后一粒花生米。   
五一长假第五天，Tom和Jerry在仓库散步的时候发现了n堆花生米（这是什么仓库啊？！）。这次Tom制定分花生米规则如下：   
???????1、首先选出最苦的一粒花生米，放到一个瓶子里；   
???????2、Tom和Jerry轮流从任意一堆花生米中取出任意粒吃掉；   
???????3、如果Tom吃到最后一粒花生米（瓶子里的花生米除外），Jerry必须吃掉瓶子里的花生米；如果Jerry吃到最后一粒花生米（瓶子里的花生米除外），Tom自愿吃掉瓶子里的花生米；   
?????? 4、为显示规则的公平性，Jerry可以选择先取或者后取。   
Jerry当然希望瓶子里的花生米被Tom吃掉。请计算，Jerry为了达到目的应该先取还是后取。

输入：

本题有多个测例。  
每个测例的输入第一行是一个整数n，n大于零小于等于10，代表花生米的堆数（取出最苦花生米后）；接下来n行每行一个不超过100的正整数，分别代表一堆花生米的粒数（取出最苦花生米后）。  
n等于0表示输入结束，不需要处理。

输出：

每个测例在单独的一行内输出一个整数：Jerry先取输出1；Tom先取输出0。

输入样例：

2  
1  
1  
2  
1  
100  
0

输出样例：

0  
1

#include<stdio.h>

int num[10]={0};//每堆花生米数量

int n;//(0~10)

int search()//直接根据n的只判断Jerry取的先后次序(算法中没有循环)

{

int count=0;

if(n==1) return 1;//只有一堆花生米，Jerry取走该堆数量-1即可赢

else

{ for(int i=0;i<n;i++)

if(num[i]==1)//统计单粒堆的堆数

count++;

if(count==n)//n堆花生米，都是单粒堆

{

if(n%2==0)//由于n取0~10，与花生米(二)的前10粒算法相同

return 0;

else

return 1;

}

else//至少有一堆不是单粒堆

{

if(n==2)//只有2堆花生米

{

//若Jerry取完后两堆只剩下(1,1)(2,2)....(k,k),则Jerry必赢

//因为只要之后每次Tom取之后，Jerry取与Tom相同的数量就必赢

if(num[0]==num[1]) return 0;

else return 1;

}

else//多于2堆花生米

{ int L1,L2;//标记单粒堆和多粒堆数量的奇偶

if(count>0 &&count%2==0)//(有单粒堆)单粒堆的数量为偶数（注意都不大于10）

L1=0; //让对方先取，Jerry能取道最后一粒

else L1=1;

if((n-count)%2==0)//多粒堆的数量为偶数

L2=0;

else L2=1;

//////////////////////////////////////??????

if(L1==1 &&L2==1)//单粒堆数量和多粒堆数量均为奇数

return 1;

else

return 0;//单粒堆数量和多粒堆数量中有偶数，则让对方取数成(单粒堆数量和多粒堆数量)均奇，

//在对方取数成均奇之前Jerry则一直取数保持(单粒堆数量和多粒堆数量)非均奇

//////////////////////////////////////

}

}

}

}

int main()

{

scanf("%d",&n);//输入花生米堆数(0~10之间)

while(n)

{

for(int i=0;i<n;i++)

scanf("%d",&num[i]);//每堆花生米的数量num[i](0~100之间)（除去苦的那粒花生米 ）

int temp=search();

printf("%d\n",temp);

scanf("%d",&n);//下一轮测试

}

return 0;

}

### Problem J

### 花生米（五）

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

五一长假第六天，Tom在QQ上遇到了Kitty。呵呵，Kitty，在离散数学课上认识的PPMM……等等！Tom恍然大悟：自己这一生除了看帖不回之外最大的错误就是离散数学没学好！   
五一长假第七天，Tom和Jerry在仓库散步的时候发现了一堆花生米（仓库，呵呵，仓库…）。这次Tom制定分花生米规则如下：   
???????1、首先选出最苦的一粒花生米，放到一个瓶子里；   
???????2、把剩下的花生米做成花生酱，Tom和Jerry轮流取一些花生酱吃掉；   
???????3、第一个取的人只能取1.0克，以后取花生酱的数量不能少于两个人已经取过的总数量且不能超过两个人已经取过的总数量的三倍；   
?????? 4、不能按规则3取花生酱的人必须吃掉瓶子里的花生米；   
?????? 5、为显示规则的公平性，Jerry可以选择先取或者后取。   
Jerry当然希望瓶子里的花生米被Tom吃掉。请计算，Jerry为了达到目的应该先取还是后取。

输入：

本题有多个测例，每个测例的输入是一个浮点数w，w大于1.0小于等于1000.0，w最多只有一位小数，代表花生酱的数量，单位为克。  
w小于0表示输入结束，不需要处理。

输出：

每个测例在单独的一行内输出一个整数：Jerry先取输出1；Tom先取输出0。

输入样例：

1.5  
7.9  
-1

输出样例：

1  
0

# 实验四

### Problem A

### 电子老鼠闯迷宫

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

有一只电子老鼠被困在如下图所示的迷宫中。这是一个12\*12单元的正方形迷宫，黑色部分表示建筑物，白色部分是路。电子老鼠可以在路上向上、下、左、右行走，每一步走一个格子。现给定一个起点S和一个终点T，求出电子老鼠最少要几步从起点走到终点。  
![http://www.noj.cn/images/problemimages/mouse.bmp](data:image/png;base64,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)

输入：

本题包含一个测例。在测例的第一行有四个由空格分隔的整数，分别表示起点的坐标S（x.y）和终点的坐标T（x,y）。从第二行开始的12行中，每行有12个字符，描述迷宫的情况，其中'X'表示建筑物，'.'表示路.

输出：

输出一个整数，即电子老鼠走出迷宫至少需要的步数。

输入样例：

2 9 11 8  
XXXXXXXXXXXX  
X......X.XXX  
X.X.XX.....X  
X.X.XX.XXX.X  
X.X.....X..X  
X.XXXXXXXXXX  
X...X.X....X  
X.XXX...XXXX  
X.....X....X  
XXX.XXXX.X.X  
XXXXXXX..XXX  
XXXXXXXXXXXX

输出样例：

28

#include<queue>

#include<iostream>

#define N 12

using namespace std;

char map[N][N];

int mark[N][N];

int startX,startY,endX,endY;

int isCanMove(int x, int y, int& newX, int& newY, int direction) {

int tempX = x;

int tempY = y;

switch(direction) {

case 0:

tempX--;break;

case 1:

tempX++;break;

case 2:

tempY--;break;

case 3:

tempY++;break;

}

newX = tempX;

newY = tempY;

if(tempX < 0 || tempX >= N || tempY < 0 || tempY >= N) {

return 0;

}

if(map[tempX][tempY] == '.') {

return 1;

}

return 0;

}

int isUesed(int x, int y) {

if(mark[x][y] == 0) {

return 0;

}

return 1;

}

int isAim(int x, int y) {

if( x == (endX-1) && y == (endY-1)) {

return 1;

}

return 0;

}

int search(char map[N][N], int start\_node) {

int x;

int y;

int newX;

int newY;

int num = 0;

queue<int> not\_yet\_explored;

not\_yet\_explored.push(start\_node);

mark[startX - 1][startY - 1] = 1;

while(!not\_yet\_explored.empty()) {

int node\_to\_explored = not\_yet\_explored.front();

not\_yet\_explored.pop();

x = node\_to\_explored / N;

y = node\_to\_explored % N;

num = mark[x][y];

for(int i = 0;i < 4;i++) {

if(isCanMove(x, y, newX, newY, i)) {

if(isAim(newX, newY)) {

return num;

}

if(!isUesed(newX, newY)) {

mark[newX][newY] = num + 1;

not\_yet\_explored.push(newX\*N + newY);

}

}

}

}

}

int main() {

cin >> startX >> startY >> endX >> endY;

for(int i = 0;i < N;i++) {

for(int j = 0;j < N;j++) {

cin >> map[i][j];

}

}

for(int row = 0;row < N;row++) {

for(int col = 0;col < N;col++) {

if(map[row][col] == '.') {

mark[row][col] = 0;

} else {

mark[row][col] = -2;

}

}

}

cout << search(map, (startX-1)\*N + startY-1) << endl;

return 0;

}

### Problem B

### 跳马

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

在国际象棋中，马的走法与中车象棋类似，即俗话说的“马走日”，下图所示即国际象棋中马（K）在一步能到达的格子（其中黑色的格子是能到达的位置）。  
![http://www.noj.cn/images/problemimages/knightmove.bmp](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAJ8AAACiCAIAAADQnYjEAAAAAXNSR0IArs4c6QAAA+pJREFUeF7t3WFrGzEQhOG6//8/u1cM5kiTZgM70uzo9acUxN5oHqsXXK5+PJ/PX7xCG/gdui+29bcBdJPfB+iim9xA8t4e99+qHo9H8l6P2dvb9KOu6Fdo6fuGzPf37VX1uxDuu8knGl10kxtI3htnF93kBpL3xtlFN7mB5L1xdtFNbiB5b5xddJMbSN4bZxfd5AaS98bZRTe5geS9cXbRTW4geW+cXXSTG0jeG2cX3eQGkvfG2UU3uYHkvXF20U1uIHlvnF10kxtI3htnF93kBpL3xhOegbpfPuGp26vuOcyJk3U9X5N5wlNar8twfqtykVDkQFfRqstMdF0kFDnQVbTqMhNdFwlFDnQVrbrMRNdFQpEDXUWrLjPRdZFQ5EBX0arLTHRdJBQ50FW06jITXRcJRQ50Fa26zETXRUKRA11Fqy4z0XWRUORAV9Gqy0x0XSQUOdBVtOoyE10XCUUOdBWtusxE10VCkQNdRasuM9F1kVDkQFfRqstMdF0kFDl4BlDR6uaZG77lceKTeuMyX28rvuVx89ladnnuu8uq3nAhdDeUvuyS6C6resOF0N1Q+rJLorus6g0XQndD6csuie6yqjdcCN0NpS+7JLrLqt5woSN0rw/nPn1t6HvtJY/QfX9cfP1w/3lt1RuudoTuvdfrEF9/FP3zwAbA/17yLN2jaC/3s3TdzpY6D7rqhnfOP0v3dbt9/f18wuss3RNE73s8Tveo43uc7lHH9wjd94329YnVC/iEu+8Ruq+PqP59xZ/jI3TjFb/aILrJ9Oiim9xA8t44u+gmN5C8N85usi5PeAbq8i2P36PeH5X8fvVPVqg/JuNbHn+iMXYt992xdIXg6BZKGrsE3bF0heDoFkoauwTdsXSF4OgWShq7BN2xdIXg6BZKGrsE3bF0heDoFkoauwTdsXSF4OgWShq7BN2xdIXg6BZKGrsE3bF0heDoFkoauwTdsXSF4OgWShq7BN2xdIXg6BZKGrsE3bF0heDoFkoauwTdsXSF4OgWShq7BN2xdIXg6BZKGrsE3bF0heDoFkoau4QnPMfSfR18w3d46loU/Vfa0ucwRZmvkvkOT907zWsy910vj9406Pb26TUNXS+P3jTo9vbpNQ1dL4/eNOj29uk1DV0vj9406Pb26TUNXS+P3jTo9vbpNQ1dL4/eNOj29uk1DV0vj9406Pb26TUNXS+P3jTo9vbpNQ1dL4/eNOj29uk1DV0vj9406Pb26TUNXS+P3jTo9vbpNQ1dL4/eNOj29uk1DV0vj9406Pb26TUNXS+P3jQ8A9jbp8W0z58BtIhGiL4G+Ju5r0u/Sej6mfQl+gM5kKwRZiMRQgAAAABJRU5ErkJggg==)  
现有一200\*200大小的国际象棋棋盘，棋盘中仅有一个马，给定马的当前位置（S）和目标位置（T），求出马最少需要多少跳才能从当前位置到达目标位置。

输入：

本题包含多个测例。输入数据的第一行有一个整数N（1<=N<=1000），表示测例的个数，接下来的每一行有四个以空格分隔的整数，分别表示马当前位置及目标位置的横、纵坐标C（x,y）和G（x,y）。坐标由1开始。

输出：

对于每个测例，在单独的一行内输出一个整数，即马从当前位置跳到目标位置最少的跳数。

输入样例：

2  
1 1 2 1  
1 5 5 1

输出样例：

3  
4

#include <stdio.h>

int f[8]={-409,-407,-206,-202,202,206,407,409};

int step(int s,int e)

{

int map[42000]={0};

int d[42000]={0},ds[42000]={0};

int start,endd,x,y,i;

for(i=0;i<204;i++)

{

map[i]=1;

map[i+204]=1;

map[i\*204]=1;

map[i\*204+1]=1;

map[i\*204+203]=1;

map[i\*204+202]=1;

map[204\*202+i]=1;

map[204\*203+i]=1;

}

start=0;

endd=1;

d[start]=s;

map[s]=1;

ds[start]=0;

while(start<endd)

{

x=d[start];

y=ds[start];

if(x==e)

break;

for(i=0;i<8;i++)

{

if(map[x+f[i]]==0)

{

map[x+f[i]]=1;

d[endd]=x+f[i];

ds[endd]=y+1;

endd++;

}

}

start++;

}

return(y);

}

int main()

{

int n,a,b,c,d,i;

int e[100]={0};

scanf("%d",&n);

for(i=0;i<n;i++)

{

scanf("%d%d%d%d",&a,&b,&c,&d);

e[i]=step((a+1)\*204+b+1,(c+1)\*204+d+1);

}

for(i=0;i<n;i++)

{

printf("%d\n",e[i]);

}

return(0);

}

### Problem C

### 独轮车

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

独轮车的轮子上有红、黄、蓝、白、绿（依顺时针序）5种颜色，在一个如下图所示的20\*20的迷宫内每走一个格子，轮子上的颜色变化一次。独轮车只能向前推或在原地转向。每走一格或原地转向90度均消耗一个单位时间。现给定一个起点（S）和一个终点（T），求独轮车以轮子上的指定颜色到达终点所需的最短时间。  
![http://www.noj.cn/images/problemimages/wheel.bmp](data:image/png;base64,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)

输入：

本题包含一个测例。测例中分别用一个大写字母表示方向和轮子的颜色，其对应关系为：E-东、S-南、W-西、N-北；R-红、Y-黄、B-蓝、W-白、G-绿。在测试数据的第一行有以空格分隔的两个整数和两个大写字母，分别表示起点的坐标S（x,y）、轮子的颜色和开始的方向，第二行有以空格分隔的两个整数和一个大写字母，表示终点的坐标T（x,y）和到达终点时轮子的颜色，从第三行开始的20行每行内包含20个字符，表示迷宫的状态。其中'X'表示建筑物，'.'表示路.

输出：

在单独的一行内输出一个整数，即满足题目要求的最短时间。

输入样例：

3 4 R N  
15 17 Y  
XXXXXXXXXXXXXXXXXXXX  
X.X...XXXXXX......XX  
X.X.X.....X..XXXX..X  
X.XXXXXXX.XXXXXXXX.X  
X.X.XX....X........X  
X...XXXXX.X.XX.X.XXX  
X.X.XX....X.X..X.X.X  
X.X.X..XX...XXXX.XXX  
X.X.XX.XX.X....X.X.X  
X.X....XX.X.XX.X.X.X  
X.X.X.XXXXX.XX.X.XXX  
X.X.X.XXXXX....X...X  
X.X.......X.XX...X.X  
X.XXX.XXX.X.XXXXXXXX  
X.....XX.......X...X  
XXXXX....X.XXXXXXX.X  
X..XXXXXXX.XXX.XXX.X  
X.XX...........X...X  
X..X.XXXX.XXXX...XXX  
XXXXXXXXXXXXXXXXXXXX

输出样例：
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#include<stdio.h>

struct colornode

{

int row;//该状态的行

int col;//该状态的列

int color;//该状态的颜色(五种颜色，0-R,1-Y,2-B,3-W,4-G)

int direction;//该状态的方向(四个方向，0-W,1-S,2-E,3-N,西南东北)

int num;//该状态的最小步数

};

struct colornode s,t;//起点，终点

struct colornode open[2000];//队列

int head,tail,openlen=2000;

int direct[4][2]={{0,-1},{1,0},{0,1},{-1,0}};//向左，下，右，上四个方向转时，行列的增加值

int a[20][20]={0},n=20;//a数组表示迷宫，n为迷宫边长

int b[20][20][5][4] = {0};//b数组表示搜索时的所有状态，0为未访问,1为已访问

void readdata();

void init();

int search();

struct colornode moveahead(struct colornode u);//u向前走一格得到的结点v

struct colornode turntoleft(struct colornode u);//u向左转得到新结点v

struct colornode turntoright(struct colornode u);//u向右转得到新结点v

int islegal(struct colornode v);

int isaim(struct colornode v);

int used(struct colornode v);//判断该点是否是已经到达过的结点

void addtoopen(struct colornode v);//将节点v加入队列

struct colornode takeoutofopen();//从队列头取节点数据

///////////////////////////////////////////////////////////////////////////////////////////////////////

int main()

{

readdata();

init();

int number=search();

printf("%d\n",number);

return 0;

}

///////////////////////////////////////////////////////////////////////////////////////

int search()

{

struct colornode u,v;

while(head != tail)

{

u = takeoutofopen();//从队列头取数据

//////////////////////////////向前走可能到目标

v = moveahead(u);//向前走

if(islegal(v))

{

if(isaim(v))

return(v.num);

else if(!used(v))

addtoopen(v);

}

//////////////////////////////向左，向右转都不会到目标点

v=turntoleft(u);//左转

if(!used(v))

addtoopen(v);

/////////////////////////////

v=turntoright(u);//右转

if(!used(v))

addtoopen(v);

}

return 0;//起始点没有通路时

}

struct colornode turntoright(struct colornode u)

{

struct colornode v;

v=u;

v.direction = (u.direction+3)%4;//只要改变方向

v.num = u.num+1;

return(v);

}

struct colornode turntoleft(struct colornode u)

{

struct colornode v;

v=u;

v.direction = (u.direction+1)%4;//只要改变方向

v.num = u.num+1;

return(v);

}

int used(struct colornode v)

{

if(b[v.row][v.col][v.color][v.direction]==0)

return 0;

else

return 1;

}

int isaim(struct colornode v)

{

if(v.row==t.row &&v.col==t.col &&v.color==t.color)

return 1;

else

return 0;

}

int islegal(struct colornode v)

{

if(v.row>=0 &&v.row<n &&v.col>=0 &&v.col<n &&a[v.row][v.col]==0)

return 1;

else return 0;

}

struct colornode moveahead(struct colornode u)

{

struct colornode v;

v.row=u.row+direct[u.direction][0]; //由方向决定行列增减值

v.col=u.col+direct[u.direction][1];

v.color = (u.color+1)%5;//颜色循环

v.direction = u.direction;//直走方向不变

v.num = u.num+1;//新的位置步长加1

return(v);

}

struct colornode takeoutofopen()

{

struct colornode v;

v=open[head++];

head=head%openlen;

return v;

}

void addtoopen(struct colornode v)

{

open[tail++]=v;

tail = tail%openlen;

b[v.row][v.col][v.color][v.direction]=1;//走过的点状态记为1

}

//////////////////////////////////////////////////////////////////////

void readdata()

{

char str[50];

int Berow,Becol;

char Becolor,Bedir;

scanf("%d %d %c %c",&Berow,&Becol,&Becolor,&Bedir);//注意%c之前一定要加空格

s.row = (Berow-1);

s.col = (Becol-1);

switch(Becolor)

{ case 'R':s.color=0;break;//红色块压地，值为0

case 'Y':s.color=1;break;

case 'B':s.color=2;break;

case 'W':s.color=3;break;

case 'G':s.color=4;break;

};

switch(Bedir)

{ case 'W':s.direction=0;break;//向左，方向值为0

case 'S':s.direction=1;break;

case 'E':s.direction=2;break;

case 'N':s.direction=3;break;

};

int Enrow,Encol;

char Encolor;

scanf("%d %d %c",&Enrow,&Encol,&Encolor);//注意%c之前一定要加空格

t.row = (Enrow-1);

t.col = (Encol-1);

switch(Encolor)

{ case 'R':t.color=0;break;

case 'Y':t.color=1;break;

case 'B':t.color=2;break;

case 'W':t.color=3;break;

case 'G':t.color=4;break;

};

int i=0,j=0;

for(i=0;i<n;i++)

{

scanf("%s",str);//输入一行迷宫字符，再转换成迷宫数字

for(j=0;j<n;j++)

{ if(str[j]=='X') a[i][j]=1;//1表示墙

else a[i][j]=0;//0表示空格

}

}

}

void init()

{

int i=0,j=0,k=0,l=0;

for(i=0;i<n;i++)//行

for(j=0;j<n;j++)//列

for(k=0;k<5;k++)//颜色

for(l=0;l<4;l++)//方向

b[i][j][k][l]=0;//状态

head=0; tail=0;

s.num=0;//在初始状态走的步数为0

addtoopen(s);

}

### Problem D

### 六数码问题

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

现有一两行三列的表格如下：  
  
A B C  
D E F  
  
把1、2、3、4、5、6六个数字分别填入A、B、C、D、E、F格子中，每个格子一个数字且各不相同。每种不同的填法称为一种布局。如下：  
  
1 3 5  
2 4 6  
布局1  
  
2 5 6  
4 3 1  
布局2  
  
定义α变换如下：把A格中的数字放入B格，把B格中的数字放入E格，把E格中的数字放入D格，把D格中的数字放入A格。  
定义β变换如下：把B格中的数字放入C格，把C格中的数字放入F格，把F格中的数字放入E格，把E格中的数字放入B格。  
  
问：对于给定的布局，可否通过有限次的α变换和β变换变成下面的目标布局：  
  
1 2 3  
4 5 6  
目标布局

输入：

本题有多个测例，每行一个，以EOF为输入结束标志。每个测例的输入是1到6这六个数字的一个排列，空格隔开，表示初始布局ABCDEF格中依次填入的数字。

输出：

每个输出占一行。可以转换的，打印Yes；不可以转换的，打印No。

输入样例：

1 3 5 2 4 6  
2 5 6 4 3 1

输出样例：

No  
Yes

#include <stdio.h>

long turna(long n)

{

int m=0,i=1;

int a[7]={0};

while(n>0)

{

a[i]=n%10;

i++;

n=n/10;

}

m=a[3]\*100000+a[6]\*10000+a[4]\*1000+a[2]\*100+a[5]\*10+a[1];

return(m);

}

long turnb(long n)

{

int m=0,i=1;

int a[7]={0};

while(n>0)

{

a[i]=n%10;

i++;

n=n/10;

}

m=a[6]\*100000+a[2]\*10000+a[5]\*1000+a[3]\*100+a[1]\*10+a[4];

return(m);

}

int find(int a[10])

{

int t[66666]={0};

long n=0,m=1,i;

long d[10000]={0};

int s,e;

for(i=1;i<=6;i++)

{

n=n+a[i]\*m;

m=m\*10;

}

s=0;e=1;

t[n/10]=1;

d[s]=n;

i=0;

while(s<e)

{

n=d[s];

if(n==123456)

{

i=1;

break;

}

m=turna(n);

if(t[m/10]==0)

{

t[m/10]=1;

d[e]=m;

e++;

}

m=turnb(n);

if(t[m/10]==0)

{

t[m/10]=1;

d[e]=m;

e++;

}

s++;

}

return(i);

}

int main()

{

int a[10]={0};

while(scanf("%d%d%d%d%d%d",&a[6],&a[5],&a[4],&a[3],&a[2],&a[1])!=EOF)

{

if(find(a)==1)

printf("Yes\n");

else

printf("No\n");

}

return(0);

}

### Problem E

### 找倍数

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

对于每个输入的数字（如：2），则要求 给出一个由1，0构成的十进制整数，且该整数为输入数字的某个倍数，且是满足该条件的最小数（如2对应的10）。

输入：

数字n，n等于0时停止。

输出：

n的一个满足条件的最小倍数。

输入样例：

2  
0

输出样例：

10

#include<stdio.h>

#include<math.h>

int n,t,d,num[30];

void hjz(int m){

int i=0,j,x=0,a[30];

while(m!=0){

a[i]=m%2;

m=m/2;

i++;

}

d=i;

for(j=0;j<d;j++){

num[i-1]=a[j];

i--;

}

}

int check(){

int i,j,k,q;

k=0;

q=0;

for(i=0;i<d;i++){

k=num[i]+q\*10;

q=k%n;

}

if(q==0)

return 1;

else

return 0;

}

void search(int m){

int i;

hjz(m);

if(check()==1){

for(i=0;i<d;i++)

printf("%d",num[i]);

}

else

search(m+1);

}

int main()

{

scanf("%d",&n);

while(n!=0){

search(1);

printf("\n");

scanf("%d",&n);

}

return 0;

}

### Problem F

### 木乃伊迷宫

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

木乃伊地下宫殿是一个6行6列的迷宫。作为敢到木乃伊地下宫殿里去探险的你，有没有跟木乃伊抓迷藏的心理准备呵！游戏在木乃伊所在的迷宫里展开，任务就是尽快赶到出口。你一次只能走一步，而木乃伊可以走两步，但木乃伊是很笨的，他总是先尽量跟你达到同一列，如果已经是同一列了，他才会像你走来，有墙的地方人和木乃伊都不能过，你可以利用障碍物牵制住木乃伊。

输入：

先输入墙的数量n，然后在后续的n行里每行有3个数表示一堵墙，3个数分别为格子的行、列和墙的位置（0表示这个格子的下方是墙，1表示这个格子的右方是墙），再下来的3行每行2个数，分别表示木乃伊、人还有出口的位置。

输出：

    如果能安全逃生则输出Yes,否则输出No,答案占一行。

输入样例：

5  
0 0 0  
1 1 1  
1 4 1  
3 4 1  
4 3 0  
3 3  
3 1  
5 5

输出样例：

No

#include <iostream>

#include <math.h>

#include <queue>

int ma[6][6],rr=3,rc=1,mr=3,mc=3,cr=5,cc=5,s=0,f=0,num[6][6][6][6],b[4][2]={

0,1,

0,-1,

1,0,

-1,0

};

using namespace std;

struct mu{

int rrow;

int rcol;

int mrow;

int mcol;

};

int isGo(mu m,int i){

if(i==0){

if(ma[m.rrow][m.rcol]==2)

return 0;

}

if(i==2){

if(ma[m.rrow][m.rcol]==1){

return 0;

}

}

return 1;

}

mu go(mu m,int i){

m.rrow+=b[i][0];

m.rcol+=b[i][1];

return m;

}

mu mgo(mu m){

int n=2;

while(n!=0){

n--;

if(m.rcol>m.mcol){

if(ma[m.mrow][m.mcol]!=2)

m.mcol++;

}

else{

if(m.rcol<m.mcol){

m.mcol--;

}

else {

if(m.rcol==m.mcol){

if(m.mrow<m.rrow)

{ if(ma[m.mrow][m.mcol]!=1)

m.mrow++;

}

else{

if(m.mrow>m.rrow){

m.mrow--;

}

else{

if(m.mrow==m.rrow)

s=1;

}

}

}

}

}

}

return m;

}

int isAim(mu m){

if(m.rrow==cr && m.rcol==cc)

return 1;

else

return 0;

}

int iskeyi(mu m){

if(m.rrow<6 && m.rrow>=0 && m.rcol<6 && m.rcol>=0)

return 1;

else

return 0;

}

int isSafe(mu m){

if(m.mcol==m.rcol && m.mrow==m.rrow)

return 0;

else

return 1;

}

int isNew(mu m){

if(num[m.rrow][m.rcol][m.mrow][m.mcol]==1)

return 0;

else

return 1;

}

void fd(){

mu fir,m,newm;

queue<mu> que;

int i;

fir.rcol=rc;

fir.rrow=rr;

fir.mrow=mr;

fir.mcol=mc;

que.push(fir);

while(!que.empty()){

m=que.front();

que.pop();

for(i=0;i<4;i++){

if(isGo(m,i)==0)

continue;

newm=go(m,i);

if(isAim(newm)==1){

f=1;

return;

}

if(iskeyi(newm)==1){

newm=mgo(newm);

if(isSafe(newm)==1){

if(isNew(newm)==1){

num[newm.rrow][newm.rcol][newm.mrow][newm.mcol]=1;

que.push(newm);

}

}

}

}

}

}

int main()

{

int i,n,a,b,c;

cin>>n;

for(i=0;i<n;i++){

cin>>a>>b>>c;

if(c==0)

ma[a][b]=2;

else

ma[a][b]=1;

}

cin>>mr>>mc;

cin>>rr>>rc;

cin>>cr>>cc;

fd();

if(rr==cr && rc==cc)

f=1;

if(mr==rr && mc==rc)

f=0;

if(f==1)

cout<<"Yes"<<endl;

else

cout<<"No"<<endl;

return 0;

}

### Problem G

### polygon

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

在一个周长为10000的圆上等距分布着n个点，即这n个点是一个正n边形的顶点。现在要另加m个点到圆上，新加的m个点可以任意选择位置（可以与原有的点重合）。然后将这n+m个点中的一些点延圆周移动，最终使n+m个点均匀分布，即在一个正n+m边形的顶点上。输出最小总移动距离。![http://www.noj.cn/images/poly.jpg](data:image/jpeg;base64,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)

输入：

输入两个整数 n, m。 (2≤n≤1000, 1≤m≤1000).

输出：

输出最小总移动距离，保留4位小数。

输入样例：

sample input #1

2 1

sample input #2

2 3

sample input #3

3 1

sample input #4

10 10

输出样例：

sample output #1

1666.6667

sample output #2

1000.0

sample output #3

1666.6667

sample output #4

0.0

图对应前3个样例

#include <iostream>

#include <cmath>

#include <iomanip>

using namespace std;

int n, m;

double Min(double a, double b)

{

return (a < b ? a : b);

}

double FindSimilarOrEqual(double mod[], double ori[])

{

int begin = 0, end = n + m - 1, mid;

double sum = 0.0;

for (int i = 1; i < n; ++i)

{

while (begin <= end)

{

mid = (begin + end) / 2;

if (mod[mid] == ori[i])

break;

else if (mod[mid] > ori[i])

end = mid - 1;

else

begin = mid + 1;

}

if (begin > end)

sum += Min(fabs(mod[begin] - ori[i]), fabs(mod[end] - ori[i]));

begin = 0;

end = n + m - 1;

}

return sum;

}

int main(void)

{

int i;

double ori\_part, mod\_part;

cin >> n >> m;

double \*ori = new double[n];

double \*mod = new double[n + m];

ori\_part = 10000 / (double)n;

mod\_part = 10000 / (double)(n + m);

for (i = 0; i < n; ++i)

ori[i] = i \* ori\_part;

for (i = 0; i < n + m; ++i)

mod[i] = i \* mod\_part;

cout << setiosflags(ios::fixed) << setprecision(4);

cout << FindSimilarOrEqual(mod, ori) << endl;

delete []ori;

delete []mod;

return 0;

}

### Problem H

### 推箱子

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

绝大多数人都玩过推箱子的游戏，控制一个人将箱子推动到目标位置即获得胜利。现请你编写一个程序，判断将箱子推到目标位置至少需要多少步。

输入：

推箱子的平面区域为固定大小（10\*10），使用10行10列输入推箱子的初始局面。其中，0代表空格，1代表墙，2代表箱子，3代表目标位置，4代表人。  
注：游戏中只有一个箱子，一个目标位置，一个人。

输出：

输出将箱子推到目标位置的最小步数；若箱子不可能被推到目标位置，输出-1。

输入样例：

0000000000  
0000000300  
0100000000  
0100000000  
0101111100  
0000010000  
0000010000  
0020010040  
0000010000  
0000010000

输出样例：

34

### Problem I

### 特殊的二阶魔方

#### 时限：1000ms 内存限制：10000K 总时限：3000ms

描述：

魔方大家应该都玩过。现在有一个特殊的二阶魔方，它只有一面是白色，其余五个面全是黑色。玩这个魔方当然也有特殊的规则，玩家只能通过六种方式去改变它，底层向左转一格（称为DL），底层向右转一格（称为DR），右侧向上转一格（称为RU），右侧向下转一格（称为RD），内侧顺时针转一格（称为C），内侧逆时针转一格（称为CC）。现给一魔方的状态，请在最少的步骤内把魔方还原

输入：

按照上下左右前后的顺序给出各面的具体情况，0表示白色，1表示黑色。上下、左右、前后分别是以俯视图、左视图、正视图看到的

输出：

输出令一面全为白色的最小步数。

输入样例：

00  
00  
11  
11  
11  
11  
11  
11  
11  
11  
11  
11

输出样例：

0