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Introduction:

The COVID-19 pandemic first reached the United States in January of 2020, and rapidly spread throughout the country until it reached its first peak in March of 2020. In this project, we aim to find out if the number of national road incidents and car wreck fatalities changed between 2019 and 2020 when the pandemic began. Additionally, we want to know if the COVID-19 pandemic was a factor in affecting the number of driving incidents in 2020.
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Data Sets:

<https://www.nhtsa.gov/file-downloads?p=nhtsa/downloads/FARS/> <https://covidtracking.com/data/national>

Loading in all the necessary libraries:

knitr::opts\_chunk$set(echo = TRUE)  
library(tidyverse)

## -- Attaching packages --------------------------------------- tidyverse 1.3.1 --

## v ggplot2 3.3.5 v purrr 0.3.4  
## v tibble 3.1.6 v dplyr 1.0.8  
## v tidyr 1.2.0 v stringr 1.4.0  
## v readr 2.1.2 v forcats 0.5.1

## -- Conflicts ------------------------------------------ tidyverse\_conflicts() --  
## x dplyr::filter() masks stats::filter()  
## x dplyr::lag() masks stats::lag()

library(dplyr)  
library(ggplot2)  
library(reshape2)

##   
## Attaching package: 'reshape2'

## The following object is masked from 'package:tidyr':  
##   
## smiths

library(lubridate)

##   
## Attaching package: 'lubridate'

## The following objects are masked from 'package:base':  
##   
## date, intersect, setdiff, union

library(glmnet)

## Loading required package: Matrix

##   
## Attaching package: 'Matrix'

## The following objects are masked from 'package:tidyr':  
##   
## expand, pack, unpack

## Loaded glmnet 4.1-4

# The questions we would like to answer:

Do you think the car wreck fatality rate went up or down from 2019-2020? Did Covid have an impact on car wreck fatalities?

# Part 1: FARS (Fatality Analysis Reporting System) 2019-2020 Comparisons

Reading in the data:

# Load people dataset:

person2020 = read.csv("./person2020.csv")  
dat20=data.frame(person2020)  
  
  
person2019 = read.csv("./person2019.csv")  
dat19=data.frame(person2019)

# Total Car Wreck Deaths in 2020&2019:

table\_death\_count2020=table(dat20$DOA)  
  
total2020=table\_death\_count2020[2]+table\_death\_count2020[3]  
  
table\_death\_count2019=table(dat19$DOA)  
total2019=table\_death\_count2019[2]+table\_death\_count2019[3]  
  
df2019=data.frame(total2019)  
df2020=data.frame(total2020)  
  
counts= c(df2019$total2019, df2020$total2020)  
years = c('2019', '2020')  
  
df=data.frame(years, counts)  
  
ggplot(data=df, aes(x=years, y=counts))+geom\_bar(stat = "identity", width = .3,   
alpha=0.7, color="black")+ggtitle("Fatality Count per Year")
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percent\_increase = ((counts[2]-counts[1])/counts[1]) \* 100  
percent\_increase

## [1] 8.10333

# Breaking down deaths per Month:

n19=table(dat19$MONTHNAME)  
df19=data.frame(n19)  
  
n20=table(dat20$MONTHNAME)  
df20=data.frame(n20)  
  
sort\_by\_month<-factor(df19, levels = month.name)  
  
df\_month\_19=data.frame(sort\_by\_month)  
df\_month\_20=data.frame(sort\_by\_month)  
  
ggplot(data = df19, aes(x=Var1, y=Freq))+  
 geom\_point(stat = "identity")+geom\_line()+  
 ggtitle("DEATH COUNT PER MONTH 2019")+  
 scale\_x\_discrete(limits=month.name)

## geom\_path: Each group consists of only one observation. Do you need to adjust  
## the group aesthetic?
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ggplot(data = df20, aes(x=Var1, y=Freq))+geom\_point(stat = "identity")+  
 geom\_line()+ggtitle("DEATH COUNT PER MONTH 2020")+  
 scale\_x\_discrete(limits=month.name)

## geom\_path: Each group consists of only one observation. Do you need to adjust  
## the group aesthetic?
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combined\_df=rbind(df19, df20)  
  
ggplot(data = combined\_df, aes(x=Var1, y=Freq))+  
 geom\_point(data = df19, stat="identity")+  
 geom\_line()+geom\_point(data = df20, stat="identity")+  
 ggtitle("DEATH COUNT COMBINED")+  
 scale\_x\_discrete(limits=month.name)
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Apply filters for unknown data:

Age was inferred to be a factor in determining the differences between 2019 and 2020 car fatalities and road accidents. The graphs show the ages of drivers between the two years. # Age

age\_19<-data.frame(AGE=dat19$AGE[dat19$AGE<115])  
ggplot(data=age\_19, aes(x=AGE))+geom\_bar(width=.5)+ggtitle("AGE 2019")
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age\_f<-data.frame(AGE=dat20$AGE[dat20$AGE<115])  
ggplot(data=age\_f, aes(x=AGE))+geom\_bar(width=.5)+ggtitle("AGE 2020")
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# Speeding Violations:

Speeding violations were inferred to be another factor that could impact the number of road accidents and fatalities. The graph below shows the total number of speeding violations per year and the percentage change between 2019 and 2020.

v2020=read.csv("./violatn2019.CSV")  
v2019=read.csv("./violatn2020.CSV")  
  
  
#speeding codes  
viol\_df2019=data.frame(table(v2019$VIOLATION))  
speeding2019=viol\_df2019$Freq[20]+viol\_df2019$Freq[21]+viol\_df2019$Freq[22]  
+viol\_df2019$Freq[23]+viol\_df2019$Freq[24]+viol\_df2019$Freq[25]

## [1] 158

viol\_df2020=data.frame(table(v2020$MVIOLATN))  
speeding2020=viol\_df2020$Freq[20]+viol\_df2020$Freq[21]+viol\_df2020$Freq[22]  
+viol\_df2020$Freq[23]+viol\_df2020$Freq[24]+viol\_df2020$Freq[25]

## [1] 142

speeding\_counts= c(speeding2019, speeding2020)  
years = c('2019', '2020')  
  
df=data.frame(years, speeding\_counts)  
  
ggplot(data=df, aes(x=years, y=speeding\_counts))+geom\_bar(stat = "identity",   
width = .3)+ggtitle("Speeding Count per Year")
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percent\_speeding =   
 ((speeding\_counts[2]-speeding\_counts[1])/speeding\_counts[1]) \* 100  
percent\_speeding

## [1] -1.234568

From the observation above, we would be hesitant to say that speeding was a major factor of why the increase in fatalities, despite having personal connections say that there has been a noticeable increase of people speeding.

For example, here is an article relating speeding as a reason for more deaths: <https://www.thelongofirm.com/posts/colorado-car-accident-fatalities-increase-2020>

# Accidents related to Alcohol:

Alcohol-related incidents would have been another contributing factor towards road incidents and fatalities. The graph below shows the total number of alcohol-related deaths between 2019 and 2020.

alc\_df2019=data.frame(table(dat19$DRINKING))  
alc\_df2020=data.frame(table(dat20$DRINKING))  
  
counts= c(alc\_df2019$Freq[2], alc\_df2020$Freq[2])  
years = c('2019', '2020')  
  
df\_alc=data.frame(years, counts)  
  
ggplot(data = df\_alc, aes(x=years, y=counts))+geom\_bar(stat = "identity",   
width = .3)+ggtitle("Alcohol Related Death Count")
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percent\_alcohol = ((counts[2]-counts[1])/counts[1]) \* 100  
percent\_alcohol

## [1] 11.62142

# Ridge Regression Method (Math):

Ridge Regression is used to fit a model that has multicollinearity while trying to minimize the (RSS) sum of square residuals. Col-linearity in regression is the event of two or more variables being highly linearly related.

In terms of relationships between variables, our use case refers to the target or dependent variable as the number of car wrecks. The independent variable or predictor variable could be any of these; speeding, weather, age, covid cases, alcohol, drugs, etc.

\*least squares regression tries to find coefficient estimates that minimize the sum of squared residuals (RSS) (<https://www.statology.org/ridge-regression-in-r/>)

As the tuning parameter gets larger the value of the coefficients shrink towards 0.

# The Ridge Regession Esimator:

Another form in linear algebra.

Linear algebra plays a significant role in understanding the lambda value as well as the rank and matrix operations. Selecting a valid lambda value is crucial to getting the best fit for the model.

To put it simply we want to know which predictor

had the greatest affect on the dependent variable y.

# Part 2: FARS 2020 Comparison with COVID-19

# Cleaning and Reformatting Data:

The Covid-19 dataset taken from the Covid Tracking Project was reformatted to include the final positive case counts from each month between January and December 2020. Given that the original data set tracked cumulative daily counts, this was calculated by taking the total case counts on the last day of each month.

#This section gets the total count of covid-19 cases from January-December 2020  
dat <- read.csv('national-history.csv')  
  
#convert date to datetime  
dat<-dat %>%  
 mutate(date=as.Date(date))  
  
#cut to all entries between January 2020 - December 2020  
y\_2020 <- filter(dat, dat$date <= '2020-12-31' )  
  
#take the final case counts from each month  
# creates an identifier with which to group  
y\_2020$mon\_yr <- format(as.Date(y\_2020$date), '%Y-%m')  
#groups by created month identifier and then keeps only those rows with last(max) date  
cases <- y\_2020 %>% group\_by(mon\_yr) %>% filter(date == max(date))  
cases

## # A tibble: 12 x 18  
## # Groups: mon\_yr [12]  
## date death deathIncrease inIcuCumulative inIcuCurrently  
## <date> <int> <int> <int> <int>  
## 1 2020-12-31 336802 3297 37066 23097  
## 2 2020-11-30 259690 1037 30469 18807  
## 3 2020-10-31 222625 958 24375 9613  
## 4 2020-09-30 199080 1064 20390 6241  
## 5 2020-08-31 175751 380 17537 7054  
## 6 2020-07-31 145507 1324 14044 10471  
## 7 2020-06-30 120258 583 10669 7419  
## 8 2020-05-31 100783 654 8446 8373  
## 9 2020-04-30 59646 2153 4192 13982  
## 10 2020-03-31 4331 909 230 3487  
## 11 2020-02-29 5 1 NA NA  
## 12 2020-01-31 NA 0 NA NA  
## # ... with 13 more variables: hospitalizedIncrease <int>,  
## # hospitalizedCurrently <int>, hospitalizedCumulative <int>, negative <int>,  
## # negativeIncrease <int>, onVentilatorCumulative <int>,  
## # onVentilatorCurrently <int>, positive <int>, positiveIncrease <int>,  
## # states <int>, totalTestResults <int>, totalTestResultsIncrease <int>,  
## # mon\_yr <chr>

# Graphing and Displaying Reformatted Data:

In graphing the number of positive covid-19 cases, a log scale was added to better show the overall number of cases nationwide.

#graph the positive cases  
  
cases$logpositive = log(cases$positive)  
cases$monthnames <- months(as.Date(cases$date))  
cases$month<-factor(cases$monthnames, levels = month.name)  
  
ggplot(data = cases, aes(x = month, y = logpositive)) +  
 geom\_point() +  
 labs(x = "Month",  
 y = "Postive Cases (Log)",  
 title = "Positive Covid Cases in 2020 (Log form)") +   
 theme(axis.text.x=element\_text(angle=45,hjust=1))
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ggplot(data = cases, aes(x = month, y = positive)) +  
 geom\_point() +  
 labs(x = "Month",  
 y = "Postive Cases",  
 title = "Positive Covid Cases in 2020") +   
 theme(axis.text.x=element\_text(angle=45,hjust=1))

![](data:image/png;base64,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)

For additional comparison, a bar chart was added to reflect the total covid-19 case counts in both the normal and log scales.

#as a bar chart  
  
cases$logpositive = log(cases$positive)  
cases$monthnames <- months(as.Date(cases$date))  
cases$month<-factor(cases$monthnames, levels = month.name)  
  
ggplot(cases, aes(month)) + geom\_bar(aes(weight=positive), position="dodge", fill= 'lightblue') + theme(axis.text.x=element\_text(angle=45,hjust=1)) + labs(x = "Month",  
 y = "Postive Cases",  
 title = "Positive Covid Cases in 2020")
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ggplot(cases, aes(month)) + geom\_bar(aes(weight=logpositive), position="dodge", fill= 'lightblue') + theme(axis.text.x=element\_text(angle=45,hjust=1)) + labs(x = "Month",  
 y = "Postive Cases (log)",  
 title = "Positive Covid Cases in 2020 in Log Format")
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# Cleaning and Reformatting Road Incident Data:

Road accident data taken from FARS (Fatality Analysis Reporting System) 2020 was cleaned and reformatted to reflect aggregated data by month. The reformatted data was then merged with covid-19 data to show the following:

* month of the year
* total number of road incidents reported by FARS
* total positive covid-19 case counts
* the average age of individuals involved in FARS incidents
* total number of drinking violations
* total number of speeding violations

The following rmd blocks show the complete process of reformatting and merging the two data sets:

# 1. Read in FARS 2020 data set:

# total car wrecks in 2020  
car\_wrecks <- read.csv('person2020.csv')

# 2. Aggregate the total number of entries per month:

#counts of car wrecks by month  
df <- data.frame(aggregate(car\_wrecks, by=list(car\_wrecks$MONTHNAME), FUN=length))  
names(df) <- c('Month','Crashes')  
  
#stick it in a new data frame  
columns <- c('Month','Crashes')  
data2020 <- df[,columns]  
  
data2020

## Month Crashes  
## 1 April 4811  
## 2 August 8535  
## 3 December 7255  
## 4 February 5891  
## 5 January 6071  
## 6 July 8425  
## 7 June 8185  
## 8 March 5562  
## 9 May 6778  
## 10 November 7736  
## 11 October 8459  
## 12 September 8177

# 3. Merge (inner join) reformatted covid-19 data with FARS entry counts on month

Log scales were added for both covid-19 cases and crash data for scalable comparison.

#combine covid 2020 with car crashes 2020  
covid <- data.frame(cases$monthnames, cases$positive)  
names(covid) <- c("Month", "Cases")  
  
total <- merge(data2020, covid, by.x = "Month", by.y="Month")  
names(total) <- c("Month", "Crashes", "Cases") #naming them so we don't throw an error  
  
total$logCases <- log(total$Cases)  
total$logCrashes<-log(total$Crashes)  
total

## Month Crashes Cases logCases logCrashes  
## 1 April 4811 1073244 13.8861964 8.478660  
## 2 August 8535 5980439 15.6040045 9.051931  
## 3 December 7255 19864374 16.8044384 8.889446  
## 4 February 5891 18 2.8903718 8.681181  
## 5 January 6071 2 0.6931472 8.711279  
## 6 July 8425 4523226 15.3247360 9.038959  
## 7 June 8185 2623046 14.7798468 9.010058  
## 8 March 5562 196965 12.1907813 8.623713  
## 9 May 6778 1791449 14.3985353 8.821437  
## 10 November 7736 13541108 16.4212407 8.953640  
## 11 October 8459 9065117 16.0199443 9.042986  
## 12 September 8177 7173102 15.7858488 9.009081

# 4. Age was taken from the original FARS 2020 data set and aggregated by calculating the average age per month of individuals involved in each FARS incident. Entries reflecting unknown ages ‘999’ were dropped.

#Since our data set is split by month, we can get  
#average age each month  
  
car\_wrecks.age<-filter(car\_wrecks, AGE != 999)  
#car\_wrecks.age$AGE  
  
car\_wrecks.age <- car\_wrecks.age %>%  
 group\_by(MONTHNAME) %>%  
 summarise(result = mean(AGE) )  
  
names(car\_wrecks.age) <- c("Month", "Avg\_Age")  
  
car\_wrecks.age

## # A tibble: 12 x 2  
## Month Avg\_Age  
## <chr> <dbl>  
## 1 April 53.7  
## 2 August 50.6  
## 3 December 54.6  
## 4 February 48.0  
## 5 January 51.9  
## 6 July 52.5  
## 7 June 45.9  
## 8 March 52.4  
## 9 May 49.2  
## 10 November 58.5  
## 11 October 53.4  
## 12 September 52.8

# 5. Cleaned and reformatted age data was merged.

#join the age table on total  
total.a <- merge(total, car\_wrecks.age, by.x = "Month", by.y="Month")  
total.a

## Month Crashes Cases logCases logCrashes Avg\_Age  
## 1 April 4811 1073244 13.8861964 8.478660 53.74868  
## 2 August 8535 5980439 15.6040045 9.051931 50.62693  
## 3 December 7255 19864374 16.8044384 8.889446 54.57355  
## 4 February 5891 18 2.8903718 8.681181 48.01624  
## 5 January 6071 2 0.6931472 8.711279 51.89990  
## 6 July 8425 4523226 15.3247360 9.038959 52.47881  
## 7 June 8185 2623046 14.7798468 9.010058 45.86492  
## 8 March 5562 196965 12.1907813 8.623713 52.42142  
## 9 May 6778 1791449 14.3985353 8.821437 49.21146  
## 10 November 7736 13541108 16.4212407 8.953640 58.49599  
## 11 October 8459 9065117 16.0199443 9.042986 53.40945  
## 12 September 8177 7173102 15.7858488 9.009081 52.79774

#6. Drinking reports were calculated based on known reported drinking incidents, where the DRINKING column in the original FARS data set = 1. A sum for each month was calculated and inserted into a dataframe.

#here we aggregate Drinking reports  
car\_wrecks.drink<-filter(car\_wrecks, DRINKING==1)  
#car\_wrecks.drink  
  
car\_wrecks.drink <- car\_wrecks.drink %>%  
 group\_by(MONTHNAME) %>%  
 summarise(result = sum(DRINKING) )  
  
names(car\_wrecks.drink) <- c("Month", "drink\_counts")  
  
car\_wrecks.drink

## # A tibble: 12 x 2  
## Month drink\_counts  
## <chr> <int>  
## 1 April 468  
## 2 August 962  
## 3 December 689  
## 4 February 606  
## 5 January 615  
## 6 July 837  
## 7 June 897  
## 8 March 581  
## 9 May 729  
## 10 November 782  
## 11 October 798  
## 12 September 834

# 7. Drinking counts were merged into the data frame.

#merge drinking with total  
  
total.b <- merge(total.a, car\_wrecks.drink, by.x = "Month", by.y="Month")  
total.b

## Month Crashes Cases logCases logCrashes Avg\_Age drink\_counts  
## 1 April 4811 1073244 13.8861964 8.478660 53.74868 468  
## 2 August 8535 5980439 15.6040045 9.051931 50.62693 962  
## 3 December 7255 19864374 16.8044384 8.889446 54.57355 689  
## 4 February 5891 18 2.8903718 8.681181 48.01624 606  
## 5 January 6071 2 0.6931472 8.711279 51.89990 615  
## 6 July 8425 4523226 15.3247360 9.038959 52.47881 837  
## 7 June 8185 2623046 14.7798468 9.010058 45.86492 897  
## 8 March 5562 196965 12.1907813 8.623713 52.42142 581  
## 9 May 6778 1791449 14.3985353 8.821437 49.21146 729  
## 10 November 7736 13541108 16.4212407 8.953640 58.49599 782  
## 11 October 8459 9065117 16.0199443 9.042986 53.40945 798  
## 12 September 8177 7173102 15.7858488 9.009081 52.79774 834

#8. Speeding related incidents were manually taken from the FARS annual report. The following vector reflects the total speeding violation counts per month in 2020. A month vector was added and speeding related incidents transformed into a data frame. Dataframe total.c reflects the final data frame transformation with all our predictor variables.

#add speeding-related incidents  
#manually taken from page 19  
#Table 4. Monthly Traffic Fatalities, by Speeding Involvement,   
#Alcohol-Impaired Driving, and Passenger Vehicle Occupant Restraint Use, 2019 and 2020  
  
speeding <- c(733, 718, 735, 761, 1007, 1189, 1151, 1089, 1079, 999, 883, 914)  
month<-month.name  
  
car\_wrecks.speeding <- data.frame(month, speeding)  
names(car\_wrecks.speeding)<-c("Month", "Speeding")  
  
#merge into the main df  
  
total.c <- merge(total.b, car\_wrecks.speeding, by.x = "Month", by.y="Month")  
total.c

## Month Crashes Cases logCases logCrashes Avg\_Age drink\_counts  
## 1 April 4811 1073244 13.8861964 8.478660 53.74868 468  
## 2 August 8535 5980439 15.6040045 9.051931 50.62693 962  
## 3 December 7255 19864374 16.8044384 8.889446 54.57355 689  
## 4 February 5891 18 2.8903718 8.681181 48.01624 606  
## 5 January 6071 2 0.6931472 8.711279 51.89990 615  
## 6 July 8425 4523226 15.3247360 9.038959 52.47881 837  
## 7 June 8185 2623046 14.7798468 9.010058 45.86492 897  
## 8 March 5562 196965 12.1907813 8.623713 52.42142 581  
## 9 May 6778 1791449 14.3985353 8.821437 49.21146 729  
## 10 November 7736 13541108 16.4212407 8.953640 58.49599 782  
## 11 October 8459 9065117 16.0199443 9.042986 53.40945 798  
## 12 September 8177 7173102 15.7858488 9.009081 52.79774 834  
## Speeding  
## 1 761  
## 2 1089  
## 3 914  
## 4 718  
## 5 733  
## 6 1151  
## 7 1189  
## 8 735  
## 9 1007  
## 10 883  
## 11 999  
## 12 1079

The following graph shows the final monthly aggregates for each predictor in our data set.

#graph the totals  
total.c$logAge <- log(total.c$Avg\_Age)  
total.c$logDrinks <- log(total.c$drink\_counts)  
total.c$logSpeed <- log(total.c$Speeding)  
  
# Reshape data frame  
df\_reshaped <- data.frame(x = total.c$Month,  
 y = c(total.c$logCases, total.c$logCrashes,   
 total.c$logAge, total.c$logDrinks, total.c$logSpeed),  
 group = c(rep("Covid Cases", nrow(df)),  
 rep("Crashes", nrow(df)),  
 rep("Average Age", nrow(df)),  
 rep("Drinking Violations", nrow(df)),  
 rep("Speeding Violations", nrow(df))  
 ))  
  
df\_reshaped$x <- factor(df\_reshaped$x, levels = month.name)  
  
ggplot(df\_reshaped, aes(x, y, col = group)) + geom\_line(aes(group = group)) +   
 geom\_point(aes(group = group)) +   
 theme(axis.text.x=element\_text(angle=45,hjust=1)) + labs(x = "Month",  
 y = "Predictors",  
 title = "Counts of Predictor Variables on Car Accidents by Month in 2020 (Log Scale)")
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# Ridge Regression Analysis:

The ridge regression was performed using the final transformed data frame “total.c”. In this analysis, the response variable is defined as the total number of incidents per month reported by FARS. Columns ‘Cases’, ‘Avg\_Age’, ‘drink\_counts’, and ‘Speeding’ were formatted into an ‘x’ matrix. Using the glmnet package, a ridge regression model was fitted onto the x and y variables, and an optimal lambda value minimizing the mean squared error was chosen.

#begin ridge regression  
  
#define response variable and predictors  
y <- total.c$Crashes  
x<-data.matrix(total.c[,c('Cases','Avg\_Age','drink\_counts', 'Speeding')])  
  
#fit ridge regression model  
model <- glmnet(x, y, alpha = 0)  
#summary(model)  
  
#perform k-fold cross-validation to find optimal lambda value  
cv\_model <- cv.glmnet(x, y, alpha = 0)

## Warning: Option grouped=FALSE enforced in cv.glmnet, since < 3 observations per  
## fold

#find optimal lambda value that minimizes test MSE  
best\_lambda <- cv\_model$lambda.min  
best\_lambda

## [1] 479.2966

#produce plot of test MSE by lambda value  
plot(cv\_model)
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Based on the values of the coefficients of the best model, we can conclude that the number of positive covod-19 cases had very little to no effect on the overall number of FARS driving incidents in 2020. In fact it appears that the average age of drivers had the largest impact, followed by overall alcohol consumption and speeding incidents.

#coefficients of the best model  
best\_model <- glmnet(x, y, alpha = 0, lambda = best\_lambda)  
coef(best\_model)

## 5 x 1 sparse Matrix of class "dgCMatrix"  
## s0  
## (Intercept) 7.758772e+02  
## Cases 3.563755e-05  
## Avg\_Age 1.858331e+01  
## drink\_counts 4.065878e+00  
## Speeding 2.386681e+00

The model below shows the Ridge trace plot for each of the coefficients as the log lambda increases. As lambda increases, the coefficients trend towards 0.

#produce Ridge trace plot  
plot(model, xvar = "lambda")
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# Verifying our Model

To verify the accuracy of our model, we predicted some y-values using our best model and used these values to calculate the total sum of squares (sst) and the sum of squared errors (sse). From these values, we know that the R^2 value of our model is about 0.94. Thus, our model explains about 94% of the variation in our data.

#use fitted best model to make predictions  
y\_predicted <- predict(model, s = best\_lambda, newx = x)  
  
#find SST and SSE  
sst <- sum((y - mean(y))^2)  
sse <- sum((y\_predicted - y)^2)  
  
#find R-Squared  
rsq <- 1 - sse/sst  
rsq

## [1] 0.9177653

Because the original data sets had to be aggregated in order to run the model, there may have been some loss in the data when translating into the model. Many entries in the FARS data set had unknown values. Thus there may have been insufficient data for the Drinking, Age, and Speeding columns, and the coefficients for the best-fit Ridge regression model may not be representative of the true population values.

Finally, there may have been many other predictors not considered within this report that could have affected our conclusion. Nevertheless, the empirical evidence of the study seems to suggest that there were differences in the number of vehicle accidents and fatalities between 2019 and 2020, and that the COVID-19 pandemic did not appear to have a significant impact on the number of road incidents in 2020. The number of overall car wreck incidents went down from 2019-2020 however, the total number of car wreck fatalities increased.[2]
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