**CORE JAVA**

**Introduction To Java**

# Introduction to Java

## History

Java is a programming language created by James Gosling from Sun Microsystems (Sun) in 1991(OAK). The first publicly available version of Java (Java 1.0) was released in 1995.

Sun Microsystems was acquired by the Oracle Corporation in 2010. Oracle has now the seamanship for Java.

Over time new enhanced versions of Java have been released. The current version of Java is Java 1.7 which is also known as ***Java 7*.**

The ***Java platform*** allows software developers to write program code in other languages than the Java programming language which still runs on the Java virtual machine. The **Java platform** is usually associated with the **Java virtual machine and the Java core libraries.**

## Java and Open Source

In 2006 Sun started to make Java available under the GNU ***General Public License (GPL).*** Oracle continues this project called ***OpenJDK***.

## Java Runtime Environment vs. Java Development Kit

Java distribution typically comes in two flavors,

The ***Java runtime environment*** **(JRE)** consists of the **JVM** and the **Java class libraries**. Those contain the necessary functionality to start Java programs.

The ***Java Development Kit* (JDK)** additionally contains the development tools necessary to create Java programs. It consists of a **Java compiler**, the **Java virtual machine** and the **Java class libraries**.

JDK comes with a set of tools that are used for developing and running Java program.

* ***Appletviewer***: It is used for viewing the applet
* ***Javac***: It is a Java Compiler
* ***Java***: It is a java interpreter
* ***Javap***: Java di-assembler, which convert byte code into program description
* ***Javah***: It is for java C header files
* ***Javadoc***: It is for creating HTML document
* ***Jdb*** :It is Java debugger

## Java Virtual Machine

The ***Java virtual machine*** (JVM) is a software implementation of a computer that executes programs like a real machine.

The ***Java virtual machine*** is written specifically for a specific operating system, E.g., for Linux a special implementation is required as well as for Windows.
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Java programs are compiled by the Java compiler into ***byte code***. The ***Java virtual machine*** interprets this ***byte code*** and executes the Java program.

### JVM - Architecture

***Java virtual machine*** that includes the major subsystems and memory areas described in the specification.

* It has a ***class loader subsystem:*** a mechanism for loading types (classes and interfaces) given fully qualified names.
* It also has an ***execution engine***: a mechanism responsible for executing the instructions contained in the methods of loaded classes.

***Java virtual machine*** runs a program, it needs memory to store many things, including byte codes and other information it extracts from loaded class files, objects the program instantiates, parameters to methods, return values, local variables, and intermediate results of computations.
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Decisions about the structural details of the runtime data areas are left to the designers of individual implementations.

Implementations of the virtual machine can have very different memory constraints. Some implementations may have a lot of memory in which to work, others may have very little. Some implementations may be able to take advantage of virtual memory, others may not.

The abstract nature of the specification of the runtime data areas helps make it easier to implement the Java virtual machine on a wide variety of computers and devices.

Each instance of the Java virtual machine has **one** **method area** and **one heap**. These ***areas are shared by all threads running inside the virtual machine***.

* When the virtual machine loads a class file, it parses information about a type from the binary data contained in the class file. It places this type information into the ***method area***.
* As the program runs, the virtual machine places all objects the program instantiates onto the ***heap***.
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As each new thread comes into existence, it gets its own **pc register** (**program counter)** and **Java stack** .

### JVM - Heap Memory

***Heap Memory***, which is the storage for Java objects and class instances

***Heap is shared among all JVM threads***. The heap is the runtime data area from which memory for all class instances and arrays is allocated.

* JVM allocates heap memory from the OS and then manages the heap for the Java application.
* During object creation , JVM allocates area in heap memory to store it. An object in the heap that is referenced by any other object is "***Live***," and remains in the heap as long as it continues to be referenced.
* Objects that are no longer referenced are garbage and can be cleared out of the heap to reclaim the space they occupy.
* The JVM performs a ***garbage collection (GC)*** to remove these objects, reorganizing the objects remaining in the heap.
* The heap may be of a fixed size or may be expanded as required by the computation and may be contracted if a larger heap becomes unnecessary. The memory for the heap does not need to be contiguous.

The following exceptional condition is associated with the heap:

* If a computation requires more heap than can be made available by the automatic storage management system, the Java virtual machine throws an ***OutOfMemoryError***

**How Heap Works**

|  |  |
| --- | --- |
| > int x = 99;  > Counter c1;  > c1  null |  |
| > c1 = new Counter();  > c1  Counter@2f996f |  |
| > c1.incrementCount();  > Counter c2 = new Counter();  > c2  Counter@4a0ac5 |  |

#### Garbage Collector (GC) in Java

* As Discussed in Heap Section , Java application creates an object instance at run time, the **JVM** automatically allocates memory space for that object from the **heap**, which is a pool of memory set aside for your program to use.
* JVM automatically re-collects the memory which is not referred to by other objects.

Java **garbage collector** checks all object references and finds the objects which can be automatically released.

* No longer used objects can be occupied by **garbage collector**, before that we have to call ***finalized ()*** method to disconnect the non-java resources like files, fonts or any native methods.
* While the garbage collector relieves the memory, the programmer still need to ensure that he does not keep unneeded object references; otherwise the garbage collector cannot release the associated memory. Keeping unneeded object references are typically called **memory leaks.**
* This approach to memory handling is called **implicit memory management** because it doesn't require you to write any memory-handling code.

Traditional ***Hot Spot*** JVM algorithms divide the heap memory into :

* ***Young generation*** stores short-lived objects that are created and immediately garbage collected. When the young generation fills up, this causes a ***minor garbage collection***
* ***Old generation*** stores long surviving objects, which also called the tenured generation. When the old generation fills up, this causes a ***major garbage collection.***
* ***Permanent generation*** contains metadata required by the ***JVM*** to describe the classes and methods used in the application.

**Used Heap Memory: Live and Dead Objects**

* ***Live objects*** are accessible by the application and will not be a subject of garbage collection.
* ***Dead objects*** are those which will never be accessible by the application but have not been collected yet by the garbage collector.
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**Object Sizes in Memory Snapshots: Shallow and Retained Sizes**

* ***Shallow size*** of an object is the amount of allocated memory to store the object itself, not taking into account the referenced objects.
* ***Retained size*** represents the amount of memory that will be freed by the garbage collector when this object is collected.
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**Note:** Default, the maximum heap size is 64 Mb.

### JVM - Stack Memory

***Java stack :*** Itis composed of **stack frames (or frames).**

Each JVM thread has a private JVM stack, created at the same time as the thread. JVM stack stores frames. It holds ***local variables and partial results, and plays a part in method invocation and return.***

It contains the ***state of one Java method invocation***. When a thread invokes a method, the Java virtual machine pushes a new frame onto that thread's Java stack. When the method completes, the virtual machine pops and discards the frame for that method.

A thread's Java stack stores,

* ***The state of Java (not native) method invocation*** includes its local variables, the parameters with which it was invoked, its return value (if any), and intermediate calculations.
* ***The state of native method invocations*** is stored in an implementation-dependent way in **native method stacks**, as well as possibly in registers or other implementation-dependent memory areas.
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Threads one and two are executing ***Java methods***. Thread three is executing a ***native method***.

The "**top**" of each stack is shown at the bottom of the figure. Stack frames for currently executing methods are shown in a ***lighter shade***.

* Threads(One and Two)that are currently executing a Java method, the pc register indicates the next instruction to execute are shown in a ***lighter shade***.
* Thread three is currently executing a native method, the contents of its pc register the one shown in dark gray is undefined.

JVM stacks either to be of a fixed size or to dynamically expand and contract as required by the computation.

The following exceptional conditions are associated with ***Java virtual machine stacks***:

* If the computation in a thread requires a larger Java virtual machine stack than is permitted, the Java virtual machine throws a ***StackOverflowError***.
* If Java virtual machine stacks can be dynamically expanded, and expansion is attempted but if insufficient memory can be made available to create the initial Java virtual machine stack for a new thread, the Java virtual machine throws an ***OutOfMemoryError***.

**How Stack Works**

|  |  |
| --- | --- |
| > int x = 0; |  |
| > x = 5; |  |
| > double min = 0.5;  > boolean done = false; |  |

***Note: Variables are added in the order they are declared***

### Difference Between Heap And Stack Memory

|  |  |
| --- | --- |
| HEAP | STACK |
| It is used to Store Objects and Class Instances | It is used to Store local variables, method invocation and returns. |
| Objects Created in Heap are visible all threads | Variables stored in stacks are only visible to the owner thread |
| Size of Memory is More than Stack | Size of Memory is less compare to Heap |
| Heap is much slower than Stack | Stack is much faster than the heap. |
| If there is no memory left in stack for storing function call or local variable, JVM will throw *StackOverFlowError* | if there is no more heap space for creating object, JVM will throw ***OutOfMemoryError*** |

## Characteristics of Java

The target of Java is to write a program once and then run this program on multiple operating systems.

Java has the following properties:

* **Platform independent**: Java programs use the Java virtual machine as abstraction and do not access the operating system directly. This makes Java programs highly portable. A Java program (which is standard complaint and follows certain rules) can run unmodified on all supported platforms, e.g., Windows or Linux.

***It means write once, run anywhere.***

E.g. : Write code in windows and able to run in UNIX and LINUX.

JJVM

Byte Code (Class)

0’s and 1’s`

Low Level Language

JIT

Interprets

Compilation

**Note**: ***Byte code*** is highly optimized set of instruction.

* **Object-orientated programming language**: Except the primitive data types all elements in Java are objects.

**Note**: There are eight primitive data supported by Java such as ***byte, short, int, long, float, double, Boolean, char***

* **Strongly-typed programming language**: Java is strongly-typed, e.g., the types of the used variables must be pre-defined and conversion to other objects is relatively strict.
* **Interpreted and compiled language**: Java source code is transferred into the byte code format which does not depend on the target platform. These byte code instructions will be interpreted by the Java Virtual machine (JVM).

The JVM contains so called **Hotspot-Compiler** which translates performance critical byte code instructions into native code instructions as low level language (0’s and 1’s) .

* **Automatic Memory Management**: Java manages the memory allocation and de-allocation for creating new objects. The program does not have direct access to the memory.

The so-called ***Garbage Collector*** automatically deletes objects to which no active pointer exists.

## Features of Java

* **Simple**: To write coding in java is simple comparing with all other high language.
  + Even though java is case sensitive it follows hierarchy.
  + Class always starts with CAPS and proceeding with small letter.

E.g. **BufferedReader**

* + Method starts with small letter and proceeding with CAPS.

E.g. **readLine ()**

Java follows some hierarchy,

* + **Package**: Container of Class.
  + **Class**: Collection of member variables and functions/methods.
  + **Methods**: Set of instruction, to do some specified tasks.
* **Object Oriented:** Any system which supports, below properties that system is called Object Oriented Language (OOL).
  + **Encapsulation:** It is technique of making the fields in a class as a private and providing access to the fields via access methods.
  + **Inheritance:** It is the process of one class acquires the properties of another class.
  + **Polymorphism:** Ability of an Object to take more than one form.
* **Secure:** Java enables to develop virus-free, tamper-free systems. Authentication techniques are based on public-key encryption.
* **Robust:** Java makes an effort to eliminate error prone situations by emphasizing mainly on compile time error checking and runtime checking.
* **Architectural-Neutral:** Java is Hardware independent language.Java compiler generates an architecture-neutral object file format which makes the compiled code to be executable on many processors, with the presence of ***Java Runtime System***.

* **Interpreted:** Java byte code is translated on the fly to native machine instructions and is not stored anywhere. The development process is more rapid and analytical since the linking is an incremental and light weight process.
* **Portable:** Being architectural-neutral and having no implementation dependent aspects of the specification makes Java portable. Compiler in Java is written in ANSI C with a clean portability boundary which is a POSIX subset.

**Note:**

* + **ANSI C - A**merican **N**ational **S**tandards **I**nstitute (**ANSI**) for the **C** programming language. Software developers writing in C are encouraged to conform to the standards, as doing so aids ***portability between compilers***.

* + **POSIX** - **P**ortable **O**perating **S**ystem **I**nterface for maintaining ***compatibility***

***between operating systems***.

* **Multithreaded:** Java's multithreaded feature it is possible to write programs that can do many tasks simultaneously. This design feature allows developers to construct smoothly running interactive applications.

Specialized form of multitasking is very large an application is segregated into more than one part that can be run concurrently.

* **Distributed:** Java is designed for the distributed environment of the internet.
  + The Java distributed service such as,
    - **RMI**(Remote Method Invocation)
    - **CORBA**(Common Object Request Broker Architecture)
    - **EJB**(Enterprise Java Bean)
* **Dynamic:** Java is considered to be more dynamic than C or C++ since it is designed to adapt to an evolving environment.

* + Java programs can carry extensive amount of run-time information that can be used to verify and resolve accesses to objects on run-time.
  + **Dynamic Dispatching** is good example for this feature , based on base class reference we can create object for subclass.
* **High Performance:** With the use of ***Just-In-Time Compilers***, Java enables high performance.

**Note: Just-In-Time Compiler** helps in converting source code to ***byte code*** during compilation. ***Just-In-Compilation*** process is also known as ***Dynamic Translation.***

## Types of Project

* **Process Oriented:** Step by Step Process, line by line execution.

**Eg : C and VB**

* **Object Oriented:** Object-oriented programming (OOP) is a [programming paradigm](http://en.wikipedia.org/wiki/Programming_paradigm) that represents the concept of "[**objects**](http://en.wikipedia.org/wiki/Object_%28computer_science%29)" that have [data fields](http://en.wikipedia.org/wiki/Field_%28computer_science%29) (attributes that describe the object) and associated procedures known as [**methods**](http://en.wikipedia.org/wiki/Method_%28computer_science%29). Objects, which are usually [**instances**](http://en.wikipedia.org/wiki/Instance_%28computer_science%29) of [classes](http://en.wikipedia.org/wiki/Class_%28computer_science%29), are used to interact with one another to design applications and computer programs.

**Eg : C++, Java, C#, Python**

* **Aspect Oriented:** AOP includes programming methods and tools that support the modularization of concerns at the level of the source code, while "**Aspect-Oriented Software Development**" refers to a whole engineering discipline.
  + ***Aspect-oriented programming*** entails breaking down program logic into distinct parts (so-called *concerns*, cohesive areas of functionality).
  + For each and every activity we use different API’s.

**Eg**: **Spring**

## Development Process with Java

Java source files are written as plain text documents. The programmer typically writes Java source code in an ***Integrated Development Environment* (IDE)** for programming.

* An **IDE** supports the programmer in the task of writing code; at some point the programmer (or the **IDE**) calls the Java compiler (**javac**).
* Java compiler creates the ***byte code*** instructions. These instructions are stored in

(.**class files**) and can be executed by the ***Java Virtual Machine*(JVM).**

## Class path

**Class path** defines where the ***Java compiler*** and ***Java runtime*** look for **(*.class*)** files to load. These instructions can be used in the Java program.

If you are not in the directory in which the compiled class is stored, then the system will show an error message.

**Exception in thread "main" java.lang.NoClassDefFoundError: test/TestClass**

## Exercise: Write, Compile and Run a Java program

* Select or create a new directory which will be used for your Java development.
* Open a text editor which supports plain text Notepad / IDE and write the following source code.

**Example:**

**public class HelloWorld**

**{**

**public static void main(String[] args)**

**{**

**System.out.println("Hello World");**

**}**

**}**

**Output:** Hello World

* Save the source code in your ***javadir*** directory with the **HelloWorld.java** file name.

The name of a Java source file must always equal the class name (within the source code) and end with the .java extension.

In this example the file name must be HelloWorld.java, because the class is called **HelloWorld**.

* Compile your Java source file into a class file with the following command.

**javac HelloWorld.java**

* Afterwards list again the content of the directory with the ls or dir command. The directory contains now a file **HelloWorld.class**.

If you see this file, you have successfully compiled your first Java source code into byte code.

* Enter the following command to start your Java program.

**java HelloWorld**

* The system should write "**Hello World**" on the command line.

**Java Classes And Objects**

# Java Classes and Objects

**Object:** An entity that has ***state and behavior*** is known as an object.

* An object is an instance of a class.
* A software object's ***state is stored in fields*** and ***behavior is shown via methods***.
* **Example**: A dog has states - color, name, breed as well as behaviors -wagging, barking, and eating.

An object has three characteristics:

* **State:** It represents data (value) of an object.
* **Behavior:** It represents the behavior (functionality) of an object such as deposit, withdraw etc.
* **Identity:** Object identity is typically implemented via a ***unique ID***. The value of the ID is not visible to the external user. But, it is used internally by the JVM to identify each object uniquely.

**Example:** Pen is an object. Its name is Reynolds, color is white etc. known as its state. It is used to write, so writing is its behavior

**Class:** It is a group of objects that has common properties.

* It is a template or blueprint from which objects are created.
* It is a template or blue print that describes the behaviors/states that object of its type support.

A class in java can contain:

* ***Data member, Method, Constructor, Block , Class and Interface***

A class can contain any of the following variable types.

* **Local variables:** Variables defined inside methods, constructors or blocks are called local variables. The variable will be declared and initialized within the method and the variable will be destroyed when the method has completed.
* **Instance variables:** Instance variables are variables within a class but outside any method. These variables are instantiated when the class is loaded. Instance variables can be accessed from inside any method, constructor or blocks of that particular class.Instance variable doesn't get memory at compile time. It gets memory at runtime when object (instance) is created. That is why, it is known as instance variable.
* **Class variables:** Class variables are variables declared with in a class, outside any method, with the static keyword.

## Constructor

* It is a **special type of method** used to initialize the object.
* It creates instance of class.
* It is a method having same of class.
* It doesn’t return any values and it is automatically initialized.
* Constructor is **invoked at the time of object creation**. It constructs the values (i.e. provides data for the object that is why it is known as constructor).

To create instance of class and also creating an object constructor and methods differ from 3 aspects of signature

* **Access Modifiers** : Like methods constructor can have access modifiers.

***(Public, Private and Protected).***

* **Keywords** : Unlike methods constructor cannot be ***abstract, final, native and static****.*
* **Return Type** : Methods can have or no return type, constructor have no return type not even void.
* **Name** : Constructor has same name as class.

**Rules for creating constructor:**

There are basically two rules defined for the constructor.

* Constructor name must be same as its class name
* Constructor must have no explicit return type

### Creating Classes and Objects Using Constructor

Let’s say class name is “***Demo***”

🡪I’m declaring a reference variable of class Demo

**class Demo;**

🡪 Object creation – Calling default constructor for creating the object of class Demo

(new keyword followed by Demo() constructor)

**new Demo();**

🡪Now, I’m assigning the object to the reference

**class Demo = new Demo();**

There are three steps when creating an object from a class:

* **Declaration:** A variable declaration with a variable name with an object type.
* **Instantiation:** The ***'new'*** keyword is used to create the object.
* **Initialization:** The ***'new'*** keyword is followed by a call to a constructor. This call initializes the new object.

**Example 1: Creating an Object and Class without Instance Variable Initialization**

**class Student{**

**int id;//data member (also instance variable)**

**String name;//data member(also instance variable)**

**public static void main(String args[]){**

**Student s1=new Student();//creating an object of Student**

**System.out.println("ID :"+s1.id);**

**System.out.println("Name :"+s1.name);**

**}**

**}**

**Output**: **ID :0**

**Name :null**

**Note:** The ***new keyword*** is used to allocate memory at runtime.

**Example 2: Creating an Object and Class with Instance Variable Initialization**

**class Student{**

**int id =333;**

**String name=”RAM” ;**

**public static void main(String args[]){**

**Student s1=new Student();//creating an object of Student**

**System.out.println("ID :"+s1.id);**

**System.out.println("Name :"+s1.name);**

**}**

**}**

**Output**: **ID :333**

**Name :RAM**

In the above example, I have created a Student class that has two data members id and name. Then creating the object for the Student class by new keyword and printing the objects value

**Example 3: Creating Object and Class - Maintains the Records of Students**

**class Student{**

**int rollno;**

**String name;**

**void insertRecord(int r, String n){**

**rollno=r;**

**name=n;**

**}**

**void displayInformation(){**

**System.out.println(rollno+" "+name);**

**}**

**public static void main(String args[]){**

**Student s1=new Student();**

**Student s2=new Student();**

**s1.insertRecord(111,"Karan");**

**s2.insertRecord(222,"Aryan");**

**s1.displayInformation();**

**s2.displayInformation();**

**}**

**}**

**Output**: **111 Karan**

**222 Aryan**
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In the above figure, object gets the memory in Heap area and reference variable refers to the object allocated in the Heap memory area. Here, s1 and s2 both are reference variables that refer to the objects allocated in heap memory.

**Example 4: Creating Object and Class - To Calculate Area of Objects**

**class Rectangle{**

**int length;**

**int width;**

**void insert(int l,int w){**

**length=l;**

**width=w;**

**}**

**void calculateArea(){**

**System.out.println(length\*width);**

**}**

**public static void main(String args[]){**

**Rectangle r1=new Rectangle();**

**Rectangle r2=new Rectangle();**

**r1.insert(11,5);**

**r2.insert(3,15);**

**r1.calculateArea();**

**r2.calculateArea();**

**}**

**}**

**Output**: **55**

**45**

In the above example, Am creating and Instantiatingclasstwice. Also I can able to create multiple objects for single instantiation of class by replacing the constructor declaration in the above code.

**Rectangle r1=new Rectangle (), r2=new Rectangle (); //creating two objects**

**Anonymous object**

***Anonymous object*** means nameless. ***An object that has no reference is known as anonymous*** ***object***. If you have to use an object only once, anonymous object is a good approach.

**Example : Anonymous Object**

**class Calculation{**

**void fact(int n){**

**int fact=1;**

**for(int i=1;i<=n;i++){**

**fact=fact\*i;**

**}**

**System.out.println("Factorial is "+fact);**

**}**

**public static void main(String args[]){**

**new Calculation().fact(5);//calling method with anonymous object**

**}**

**}**

**Output**: **Factorial is 120**

### Accessing Instance Variables and Methods

Instance variables and methods are accessed via created objects. To access an instance variable the fully qualified path should be as follows

**/\* First create an object \*/**

**ObjectReference = new Constructor();**

**/\* Now call a variable as follows \*/**

**ObjectReference.variableName;**

**/\* Now you can call a class method as follows \*/**

**ObjectReference.MethodName();**

**Example** **: Accessing Instance Variables and Methods of a Class**

**public class Person{**

**int personAge;**

**String personName;**

**public void setPersonName(String personName) {**

**this.personName = personName;**

**}**

**public String getPersonName() {**

**System.out.println("Name:" + personName );**

**return personName;**

**}**

**public void setAge( int age ){**

**personAge = age;**

**}**

**public int getAge( ){**

**System.out.println("Age:" + personAge);**

**return personAge;**

**}**

**public static void main(String []args){**

**/\*Object creation\*/**

**Person person = new Person ();**

**person.setPersonName("RAM"); //Call class method to set person’s name**

**person.getPersonName(); //Call class method to get person’s name**

**person.setAge(25); //Call class method to set person’s age**

**person.getAge(); //Call class method to get person’s age**

**/\* Access instance variable as follows \*/**

**System.out.println("Inst Variable personName :" + person.personName);**

**System.out.println("Inst Variable personage :" + person.personAge);**

**}**

**}**

**Output:**

**Name: RAM**

**Age : 25**

**Inst Variable personName: RAM**

**Inst Variable personAge : 25**

### Simple Case Study on Classes and Object

For a case study, Am creating two classes. They are ***Employee*** and ***EmployeeTest***.

The ***Employee*** class should be public and it has four instance variables ***name, age, designation and salary***. The class has one explicitly defined constructor, which takes a parameter.

**Example : Case Study On Classes and Objects**

**/\*Employee.java\*/**

**import java.io.\*;**

**public class Employee{**

**String name;**

**int age;**

**String designation;**

**double salary;**

**// This is the constructor of the class Employee**

**public Employee(String name){**

**this.name = name;**

**}**

**// Assign the age of the Employee to the variable age.**

**public void empAge(int empAge){**

**age = empAge;**

**}**

**/\* Assign the designation to the variable designation.\*/**

**public void empDesignation(String empDesig){**

**designation = empDesig;**

**}**

**/\* Assign the salary to the variable salary.\*/**

**public void empSalary(double empSalary){**

**salary = empSalary;**

**}**

**/\* Print the Employee details \*/**

**public void printEmployee(){**

**System.out.println("Name:"+ name );**

**System.out.println("Age:" + age );**

**System.out.println("Designation:" + designation );**

**System.out.println("Salary:" + salary);**

**}**

**}**

Execution starts from the main method. To run this ***Employee*** class there should be main method and objects should be created. Am creating a separate class for these tasks.

The ***EmployeeTest*** class, which creates two instances of the class Employee and invokes the methods for each object to assign values for each variable.

**/\*EmployeeTest.java\*/**

**import java.io.\*;**

**public class EmployeeTest{**

**public static void main(String args[]) throws IOException{**

**/\* Create two objects using constructor \*/**

**Employee empOne = new Employee("Ram Sukumar");**

**Employee empTwo = new Employee("Mukunth");**

**// Invoking methods for each object created**

**empOne.empAge(25);**

**empOne.empDesignation("Senior Software Engineer");**

**empOne.empSalary(25000);**

**empOne.printEmployee();**

**empTwo.empAge(25);**

**empTwo.empDesignation("Software Engineer");**

**empTwo.empSalary(20000);**

**empTwo.printEmployee();**

**/\*For Employee Three\* Getting Input from User and Passing parameters\*/**

**BufferedReader br=new BufferedReader(new InputStreamReader(System.in));**

**System.out.println("Enter Name :");**

**String name=br.readLine();**

**System.out.println("Enter Age :");**

**int age=Integer.parseInt(br.readLine());**

**System.out.println("Enter Designation :");**

**String Designation=br.readLine();**

**System.out.println("Enter Salary :");**

**int salary=Integer.parseInt(br.readLine());**

**Employee empThree = new Employee(name);**

**empThree.empAge(age);**

**empThree.empDesignation(Designation);**

**empThree.empSalary(salary);**

**empThree.printEmployee();**

**}**

**}**

**Output:**

**Name: Ram Sukumar**

**Age:25**

**Designation: Senior Software Engineer**

**Salary: 25000.0**

**Name: Mukunth**

**Age:25**

**Designation: Software Engineer**

**Salary:500.0**

**Enter Name :Bharath**

**Enter Age :25**

**Enter Designation :Technical Support**

**Enter Salary :20000**

**Name: Bharath**

**Age:25**

**Designation: Technical Support**

**Salary:20000.0**

### Different Ways to Create an Object in Java

There are many ways to create an object in java other than ***new ()***

* By ***newInstance()*** method
* By ***clone()*** method
* By ***factory*** method

**Create object using newInstance()**

The **java.lang.Class.newInstance()** creates a new instance of the class represented by this Class object. The class is instantiated as if by a new expression with an empty argument list. The class is initialized if it has not already been initialized.

**Declaration Syntax :**

**public T newInstance() throws InstantiationException,IllegalAccessException**

* It has no parameters.
* This method returns a newly allocated instance of the class represented by this object.

**Exception:**

* **IllegalAccessException** -- if the class or its nullary constructor is not accessible.
* **InstantiationException** -- If this Class represents an abstract class, an interface, an array class, a primitive type, or void; or if the class has no nullary constructor; or if the instantiation fails for some other reason.
* **ExceptionInInitializerError** -- If the initialization provoked by this method fails.

**Example:**

**import java.util.\*;**

**import java.lang.\*;**

**public class ClassDemo{**

**public static void main(String[] args){**

**try {**

**Date d = new Date();**

**System.out.println("Time = " + d.toString());**

**/\* creates a new instance of the class represented by this Class object cls \*/**

**Class cls = Date.class; //d.getClass();**

**Object obj = cls.newInstance();**

**System.out.println("Time = " + obj);**

**}**

**catch(InstantiationException e){System.out.println(e.toString());}**

**catch(IllegalAccessException e){System.out.println(e.toString());}**

**}**

**}**

**Output:**

**Time = Fri May 16 18:13:18 IST 2014**

**Time = Fri May 16 18:13:18 IST 2014**

**Create object using Clone()**

The **java.lang.Object.clone()** creates and returns a copy of this object. The precise meaning of "***copy***" may depend on the class of the object.

The general intent is that, for any object x, the expression:

**x.clone()!= x**

Will be true,

And that the expression:

**x.clone().getClass() == x.getClass()**

Will be true,

But these are not absolute requirements. While it is typically the case that:

**x.clone().equals(x)**

Will be true,

This is not an absolute requirement.

**Declaration Syntax :**

**protected Object clone()**

* It has no parameters.
* This method returns a clone of this instance.

**Exception:**

* **CloneNotSupportedException** -- if the object's class does not support the Cloneable interface. Subclasses that override the clone method can also throw this exception to indicate that an instance cannot be cloned.

**Example**

**import java.util.GregorianCalendar;**

**public class ObjectDemo {**

**public static void main(String[] args) {**

**// create a gregorian calendar, which is an object**

**GregorianCalendar cal = new GregorianCalendar();**

**// clone object cal into object y**

**GregorianCalendar y = (GregorianCalendar) cal.clone();**

**System.out.println("" + cal.getTime());// print both cal and y**

**System.out.println("" + y.getTime());**

**}**

**}**

**Output:**

**Time = Fri May 16 18:13:18 IST 2014**

**Time = Fri May 16 18:13:18 IST 2014**

### Types of Constructors

There are two types of constructors:

* default constructor (no-arg constructor)
* parameterized constructor
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**Default Constructor:** A constructor that has no parameter is known as default constructor

**Example 1: Default Constructor**

**class NoteBook{**

**/\* This is my default constructor. A constructor does**

**\* not have a return type and its name**

**\* should exactly same as class name \*/**

**NoteBook(){**

**System.out.println("Default constructor");**

**}**

**public void mymethod()**

**{**

**System.out.println("Void method of the class");**

**}**

**public static void main(String args[]){**

**/\* Creating object of class using default constructor\*/**

**NoteBook obj = new NoteBook();**

**obj.mymethod();**

**}**

**}**

**Output**: **Default constructor**

**Void method of the class**

**Note**: If you try to create an object like this in above program,

**NoteBook obj = new NoteBook(12);**

Then it would throw a compilation error because NoteBook(12) is referring to a constructor with single int argument, since we didn’t have a constructor with int argument in above example. The program would throw a compilation error in this case.

However the same does not apply for default constructor: Even if you do not define a default constructor in the class, the compiler does that for you implicitly.

**Consider the below example**: Here I didn’t declare any **default constructor** and I created the object of class using default constructor (new Example()) even then program ran fine without any issues. This shows that compiler creates a default empty constructor for a class if there is no constructor defined in it.

**class Example{**

**//I did not define any constructor here**

**public void disp()**

**{**

**System.out.println("Disp method of Example class");**

**}**

**public static void main(String args[]){**

**Example obj2 = new Example();**

**obj2.disp();**

**}**

**}**

**Output:** **Disp method of Example class**

**Example 2: Default Constructor**

**class Bike{**

**Bike(){**

**System.out.println("Bike is created");**

**}**

**public static void main(String args[]){**

**Bike b=new Bike();**

**}**

**}**

**Output**: **Bike is created**

**Rule: If there is no constructor in a class, compiler automatically creates a default constructor.**
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**What is the purpose of default constructor?**

Default constructor provides the default values to the object like 0, null etc. depending on the type.

**Example 3: Default Constructor that Displays the Default Values**

**class Student{**

**int id;**

**String name;**

**void display(){**

**System.out.println(id+" "+name);**

**}**

**public static void main(String args[]){**

**Student s1=new Student();**

**Student s2=new Student();**

**s1.display();**

**s2.display();**

**}**

**}**

**Output**: **0 null**

**0 null**

**Explanation:** In the above class, we are not creating any constructor so compiler provides you a default constructor. Here 0 and null values are provided by default constructor.

**Parameterized Constructor:** A constructor that has parameters is known as parameterized constructor. It is used to provide different values to the distinct objects.

**Example 1: Parameterized Constructor**

**class Student{**

**int id;**

**String name;**

**Student(int i,String n){**

**id = i;**

**name = n;**

**}**

**void display(){**

**System.out.println(id+" "+name);**

**}**

**public static void main(String args[]){**

**Student s1 = new Student(111,"Karan");**

**Student s2 = new Student(222,"Aryan");**

**s1.display();**

**s2.display();**

**}**

**}**

**Output**: **111 Karan**

**222 Aryan**

While discussing [default constructor](http://beginnersbook.com/2014/01/default-constructor-java-example/), I didn’t create a default constructor for a class, by default compiler will create that for that class. However this is not always true. See the below example

**Example 2: Parameterized Constructor Exception Scenario**

**class Example{**

**Example(int i, int j){**

**System.out.print("parameterized constructor");**

**}**

**Example(int i, int j, int k){**

**System.out.print("parameterized constructor");**

**}**

**public static void main(String args[]){**

**Example obj = new Example();**

**}**

**}**

**Output: Exception in thread "main" java.lang.Error: Unresolved compilation**

**problem: The constructor Example() is undefined**

**Note:** The program threw compilation error because we didn’t declare the default constructor. However if you remove the two parameterized constructors from the above code then the program will run fine, even without declaring the default constructor. **The reason is**: When we do not declare **any constructor** in a class, the compiler creates default one for that class, but if we declare a constructor regardless of what it is **default** or **parameterized**, the compiler does not declare the default constructor itself.

**Example 3: Default/Parameterized Constructor**

**class Example{**

**Example(){**

**System.out.println("Default constructor");**

**}**

**Example(int i, int j){**

**System.out.println("Parameterized constructor with two parameters ");**

**}**

**Example(int i, int j, int k){**

**System.out.println("Parameterized constructor with three parameters ");**

**}**

**public static void main(String args[]){**

**Example obj = new Example();**

**Example obj2 = new Example(12, 12);**

**Example obj3 = new Example(1, 2, 13);**

**}**

**}**

**Output**:

**Default constructor**

**Parameterized constructor with two parameters**

**Parameterized constructor with three parameters**

### Invoking Priority of Default and Parameterized Constructor

It is already discussed that if we don’t declare the constructor, **compiler creates automatically.**

**Example: Invoking priority of Default and Parameterized Constructor**

**class Example2{**

**private int var;**

**public Example2(){**

**var = 10; //code for default one**

**}**

**public Example2(int num){**

**var = num; //code for parameterized one**

**}**

**public int getValue(){**

**return var;**

**}**

**public static void main(String args[]){**

**Example2 obj2 = new Example2();**

**System.out.println("var is: "+obj2.getValue());**

**}**

**}**

**Output: var is: 10**

Now replace the code of public static void main with the below code

**Example2 obj2 = new Example2(77);**

**System.out.println("var is: "+obj2.getValue());**

**Output: var is: 77**

**Explanation**: you must be wondering why the answer is 77- Let me explain why is it so – Observe that while creating object I have passed 77 as a parameter inside parenthesis, that’s why instead of default one, parameterized constructor with integer argument gets invoked, where I have assigned the argument value to variable var.

Again, replace the code with the below code and try to find the answer

**Example2 obj3 = new Example2();**

**Example2 obj2 = new Example2(77);**

**System.out.println("var is: "+obj3.getValue());**

**Output: var is: 10**

Most Important Point to Note, If I don’t define the constructor within the class, will compiler declares one for me every time?

It is been discussed already in “***Parameterized Constructor Exception Scenario***”

**Answer is: No why?** Below example will explain the answer

**class Example3{**

**private int var;**

**public Example3(int num){**

**var=num;**

**}**

**public int getValue(){**

**return var;**

**}**

**public static void main(String args[]){**

**Example3 myobj = new Example3();**

**System.out.println("value of var is: "+myobj.getValue());**

**}**

**}**

**Output:** It will throw a **compilation error! The reason is** when you don’t define any constructor in your class, compiler defines default one for you, however whenever you declare any constructor (in above example I have already defined a parameterized constructor), compiler doesn’t do it for you. Since I have defined a constructor in above code, compiler didn’t create default one. While creating object I am invoking default one, which doesn’t exist in above code. The code gives a compilation error.

### Difference between Constructor and Method

|  |  |
| --- | --- |
| Constructor | Method |
| Constructor is used to initialize the state of an object. | Method is used to expose behavior of an object. |
| Constructor must not have return type. | Method must have return type. |
| Constructor is invoked implicitly. | Method is invoked explicitly. |
| The java compiler provides a default constructor if you don't have any constructor. | Method is not provided by compiler in any case. |
| Constructor name must be same as the class name. | Method name may or may not be same as class name. |

### Constructor Overloading

It is a technique in Java in which a class can have any number of constructors that differ in parameter lists. The compiler differentiates these constructors by taking into account the number of parameters in the list and their type.

**Example 1 : Constructor Overloading**

**class Student{**

**int id;**

**String name;**

**int age;**

**Student(int i,String n){**

**id = i;**

**name = n;**

**}**

**Student(int i,String n,int a){**

**id = i;**

**name = n;**

**age=a;**

**}**

**void display(){**

**System.out.println(id+" "+name+" "+age);**

**}**

**public static void main(String args[]){**

**Student s1 = new Student(111,"Ram");**

**Student s2 = new Student(222,"Mukunth",25);**

**s1.display();**

**s2.display();**

**}**

**}**

**Output**: **111 Ram 0**

**222 Mukunth 25**

**Note : When** overloading a constructor, we don’t define any constructor, the compiler creates the default constructor, by default during compilation. However if we have defined a parameterized constructor and didn’t define default constructor then while calling default constructor the program would fail as in this case compiler doesn’t create a default constructor.

**public class Demo{**

**private int rollNum;**

**// Not defining a default constructor here**

**Demo(int rnum){**

**rollNum = rollNum+ rnum;}**

**}**

**class TestDemo{**

**public static void main(String args[]){**

**Demo obj = new Demo(); //Calling default constructor**

**}**

**}**

**Output: Exception in thread "main" java.lang.Error: Unresolved compilation**

**problem: The constructor Demo() is undefined**

**Example 2: Constructor Overloading**

**public class StudentData{**

**private int stuID;**

**private String stuName;**

**private int stuAge;**

**StudentData(){**

**stuID = 100;**

**stuName = "New Student";**

**stuAge = 18;**

**}**

**StudentData(int num1, String str, int num2){**

**stuID = num1;**

**stuName = str;**

**stuAge = num2;**

**}**

**public int getStuID() {**

**return stuID;**

**}**

**public void setStuID(int stuID) {**

**this.stuID = stuID;**

**}**

**public String getStuName() {**

**return stuName;**

**}**

**public void setStuName(String stuName) {**

**this.stuName = stuName;**

**}**

**public int getStuAge() {**

**return stuAge;**

**}**

**public void setStuAge(int stuAge) {**

**this.stuAge = stuAge;**

**}**

**}**

**class TestOverloading{**

**public static void main(String args[]){**

**StudentData myobj = new StudentData();**

**System.out.println("Student Name is: "+myobj.getStuName());**

**System.out.println("Student Age is: "+myobj.getStuAge());**

**System.out.println("Student ID is: "+myobj.getStuID());**

**StudentData myobj2 = new StudentData(333, "Ram", 25);**

**System.out.println("Student Name is: "+myobj2.getStuName());**

**System.out.println("Student Age is: "+myobj2.getStuAge());**

**System.out.println("Student ID is: "+myobj2.getStuID());**

**}**

**}**

**Output:**

Student Name is: New Student

Student Age is: 18

Student ID is: 100

Student Name is: Ram

Student Age is: 25

Student ID is: 333

#### Role of this () in constructor overloading

**public class ConstOverloading{**

**private int rollNum;**

**ConstOverloading(){**

**rollNum =100;**

**}**

**ConstOverloading(int rnum){**

**this(); /\* this() is used for calling the default constructor from**

**\* parameterized constructor.**

**\* It should always be the first statement in constructor \*/**

**rollNum = rollNum+ rnum;**

**}**

**public int getRollNum() {**

**return rollNum;**

**}**

**public void setRollNum(int rollNum) {**

**this.rollNum = rollNum;**

**}**

**}**

**class TestDemo{**

**public static void main(String args[]){**

**ConstOverloading obj = new ConstOverloading(12);**

**System.out.println(obj.getRollNum());**

**}**

**}**

**Output:** 112

Below Program caused a compilation error. **Reason**: this () should be the first statement inside a constructor.

**public class ConstOverloading{**

**private int rollNum;**

**ConstOverloading(){**

**rollNum =100;**

**}**

**ConstOverloading(int rnum){**

**rollNum = rollNum+ rnum;**

**this();**

**}**

**public int getRollNum() {**

**return rollNum;**

**}**

**public void setRollNum(int rollNum) {**

**this.rollNum = rollNum;**

**}**

**}**

**class TestDemo{**

**public static void main(String args[]){**

**ConstOverloading obj = new ConstOverloading(12);**

**System.out.println(obj.getRollNum());**

**}**

**}**

**Output: Exception in thread "main" java.lang.Error: Unresolved compilation**

**problem: Constructor call must be the first statement in a constructor**

### Constructor Chaining

**Calling a constructor from another constructor of same class is known as *Constructor chaining*.**

**Constructor chaining is nothing but a scenario where in one constructor calls the constructor of its super class implicitly or explicitly. Suppose there is a class which inherits another class, in this case if you create the object of child class then first super class (or parent class) constructor will be invoked and then child class constructor will be invoked.**

In the below example the class “**ChainingDemo**” has 4 constructors and we are calling one constructor from another using **this () statement.**For e.g. in order to call a constructor with single string argument we have supplied a string in this () statement like **this (“hello”).**

**Note**: this () should always be the first statement in **constructor** otherwise you will get the below error message:

**Example 1: Constructor Chaining**

**public class ChainingDemo {**

**//default constructor of the class**

**public ChainingDemo(){**

**System.out.println("Default constructor");**

**}**

**public ChainingDemo(String str){**

**this();**

**System.out.println("Parametrized constructor with single param");**

**}**

**public ChainingDemo(String str, int num){**

**//It will call the constructor with String argument**

**this("Hello");**

**System.out.println("Parametrized constructor with double args");**

**}**

**public ChainingDemo(int num1, int num2, int num3){**

**// It will call the constructor with (String, integer) arguments**

**this("Hello", 2);**

**System.out.println("Parametrized constructor with three args");**

**}**

**public static void main(String args[]){**

**//Creating an object using Constructor with 3 int arguments**

**ChainingDemo obj = new ChainingDemo(5,5,15);//Calls All Constructor**

**//ChainingDemo obj = new ChainingDemo(“Hi”,5);//Calls Parms 2,1,default**

**//ChainingDemo obj = new ChainingDemo(“Hi”);//Calls Parms 1 and default**

**//ChainingDemo obj = new ChainingDemo();//Calls Default**

**}**

**}**

**Output:**

**Default constructor**

**Parametrized constructor with single param**

**Parametrized constructor with double args**

**Parametrized constructor with three args**

**Example 2: Constructor Chaining during Inheritance**

**class Human{**

**String s1, s2;**

**public Human(){**

**s1 ="Super class";**

**s2 ="Parent class";**

**}**

**public Human(String str){**

**s1= str;**

**s2= str;**

**}**

**}**

**class Boy extends Human{**

**public Boy(){**

**s2 ="Child class";**

**}**

**public void disp(){**

**System.out.println("String 1 is: "+s1);**

**System.out.println("String 2 is: "+s2);**

**}**

**public static void main(String args[]){**

**Boy obj = new Boy();**

**obj.disp();**

**}**

**}**

**Output:**

**String 1 is: Super class**

**String 2 is: Child class**

**Explanation:** Human is a super class of Boy class. In above program I have created an object of Boy class, As per the rule super class constructor (Human()) invoked first which set the s1 & s2 value, later child class constructor(Boy()) gets invoked, which overridden s2 value.

**Note:** Whenever child class constructor gets invoked it implicitly invokes the constructor of parent class. In simple terms you can say that compiler puts a **super (); statement** in the child class constructor.

**Question you may ask:** In the above example no-arg constructor of super class invoked, I want to invoke arg constructor (Parameterized). Update the code as mentioned below

**public Boy(){**

**super("calling super one");**

**s2 ="Child class";**

**}**

Note: **super ()** should be the first statement in the constructor.

### Order of Constructor Call

**Example : Order of Constructor Call**

**class Meal {  
  Meal() {  
    System.out.println("Meal()");  
  }  
}  
class Bread {  
  Bread() {  
    System.out.println("Bread()");  
  }  
}  
class Cheese {  
  Cheese() {  
    System.out.println("Cheese()");  
  }  
}  
class Lettuce {  
  Lettuce() {  
    System.out.println("Lettuce()");  
  }  
}  
class Lunch extends Meal {  
  Lunch() {  
    System.out.println("Lunch()");  
  }  
}  
class PortableLunch extends Lunch {  
  PortableLunch() {  
    System.out.println("PortableLunch()");  
  }  
}  
class Sandwich extends PortableLunch {  
  private Bread b = new Bread();  
  private Cheese c = new Cheese();  
  private Lettuce l = new Lettuce();  
  public Sandwich() {  
    System.out.println("Sandwich()");  
  }  
}  
public class MainClass {  
  public static void main(String[] args){  
    new Sandwich();  
  }  
}**

**Output:**

**Meal()**

**Lunch()**

**PortableLunch()**

**Bread()**

**Cheese()**

**Lettuce()**

**Sandwich()**

### Copying the values of one object to another like copy constructor in C++

There are many ways to copy the values of one object into another.

* By constructor
* By assigning the values of one object into another
* By clone() method of Object class

**Example**

**class Student{**

**int id;**

**String name;**

**Student(int i,String n){**

**id = i;**

**name = n;**

**}**

**Student(){}**

**void display(){**

**System.out.println(id+" "+name);**

**}**

**public static void main(String args[]){**

**Student s1 = new Student(111,"Ram");**

**Student s2 = new Student(s1);**

**s2.id=s1.id;**

**s2.name=s1.name;**

**s1.display();**

**s2.display();**

**}**

**}**

**Output**: **111 Ram**

**111 Ram**

**Does constructor return any value?**

Yes, that is current class instance (You cannot use return type yet it returns a value).

**Can constructor perform other tasks instead of initialization?**

Yes, like object creation, starting a thread, calling method etc. You can perform any operation in the constructor as you perform in the method.

### Instance initializer block

Instance Initializer block is used to initialize the instance data member. It runs each time when object of the class is created.

The initialization of the instance variable can be directly but there can be performed extra operations while initializing the instance variable in the instance initializer block.

**Why use instance initializer block?**

Suppose I have to perform some operations while assigning value to instance data member E.g. “***for loop***” to fill a complex array or error handling etc.

**Example of instance initializer block**

**class Bike{**

**int speed;**

**Bike(){System.out.println("speed is "+speed);}**

**{speed=100;}**

**public static void main(String args[]){**

**Bike b1=new Bike();**

**Bike b2=new Bike();**

**}**

**}**

**Output: speed is 100**

**There are three places in java where you can perform operations:**

* method
* constructor
* block

**What is invoked firstly instance initializer block or constructor?**

**class Bike{**

**int speed;**

**Bike(){System.out.println("constructor is invoked");}**

**{System.out.println("instance initializer block invoked");}**

**public static void main(String args[]){**

**Bike b1=new Bike();**

**Bike b2=new Bike();**

**}**

**}**

**Output: instance initializer block invoked**

**constructor is invoked**

**instance initializer block invoked**

**constructor is invoked**

In the above example, it seems that instance initializer block is firstly invoked but NO. Instance initializer block is invoked at the time of object creation. The java compiler copies the instance initializer block in the constructor after the first statement super(). So firstly, constructor is invoked

**Note: The java compiler copies the code of instance initializer block in every constructor.**
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**Rules for instance initializer block:**

* The instance initializer block is created when instance of the class is created.
* The instance initializer block is invoked after the parent class constructor is invoked (i.e. after completing the call to super()).
* The instance initializer block comes in the order in which they appear.

**Example 1: Instance initializer block that is invoked after super()**

**class A{**

**A(){**

**System.out.println("parent class constructor invoked");**

**}**

**}**

**class B extends A{**

**B(){**

**super();**

**System.out.println("child class constructor invoked");**

**}**

**{System.out.println("instance initializer block is invoked");}**

**public static void main(String args[]){**

**B b=new B();**

**}**

**}**

**Output: parent class constructor invoked**

**instance initializer block invoked**

**child class constructor invoked**

**Example 2: Instance initializer block that is invoked after super()**

**class A{**

**A(){**

**System.out.println("parent class constructor invoked");**

**}**

**}**

**class B extends A{**

**B(){**

**super();**

**System.out.println("child class constructor invoked");**

**}**

**B(int a){**

**super();**

**System.out.println("child class constructor invoked "+a);**

**}**

**{System.out.println("instance initializer block is invoked");}**

**public static void main(String args[]){**

**B b1=new B();**

**B b2=new B(10);**

**}**

**}**

**Output: parent class constructor invoked**

**instance initializer block invoked**

**child class constructor invoked**

**parent class constructor invoked**

**instance initializer block is invoked**

**child class constructor invoked 10**

**Note:** “**super()”** is used to invoke immediate parent class constructor

**Points to Remember about constructors:**

* Every class has a constructor whether it’s normal one or an abstract class.
* As stated above, constructors are not methods and they don’t have any return type.
* Constructor name and class name should be the same.
* Constructor can use any access modifier, they can be declared as private also. Private constructors are possible in java but there scope is within the class only.
* Like constructors method can also have name same as class name, but still they have return type, though which we can identify them that they are methods not constructors.
* If you don’t define any constructor within the class, compiler will do it for you and it will create a no-arg (default) constructor for you.
* **this ()** and **super()** should be the first statement in the constructor code. If you don’t mention them, compiler does it for you accordingly.
* Constructor overloading is possible but overriding is not possible. This means we can have overloaded constructor in our class but we can’t override a constructor.
* Constructors cannot be inherited.
* If Super class doesn’t have a no-arg(default) constructor then compiler would not define a default one in child class as it does in normal scenario.
* Interfaces do not have constructors.
* Abstract can have constructors and these will get invoked when a class, which implements interface, gets instantiated. (I.e. object creation of concrete class).
* A constructor can also invoke another constructor of the same class – By using this (). If you want to invoke an arg-constructor then give something like: this (parameter list).

## Nested Classes

**A class declared inside a class is known as nested class. We use nested classes to logically group classes and interfaces in one place so that it can be more readable and maintainable code. Additionally, it can access all the members of outer class including private data members and methods.**

**Syntax: Nested Class**

**class Outer\_class\_Name{**

**...**

**class Nested\_class\_Name{**

**...**

**}**

**...**

**}**

**Advantage of Nested Classes:**

* Nested classes represent a special type of relationship that is it can access all the members (data members and methods) of outer class including private.
* Nested classes are used to develop more readable and maintainable code because it logically group classes and interfaces in one place only.
* **Code Optimization:** It requires less code to write.

**Types of Nested Class**

**There are two types of nested class non-static and static nested classes. The non-static nested classes are also known as inner classes.**

* **Non-Static Nested Class (Inner Class)**
  + **Member inner class**
  + **Anonymous inner class**
  + **Local inner class**
* **Static Nested Class**

**Static Nested Class**

**Non-Static Nested Class (Inner)**

**Member Inner**

**Class**

**Types of Nested Class**

**Anonymous Inner Class**

**Local Inner**

**Class**

### Non-Static Nested Class (Inner Class)

**Inner class** are defined inside the body of another class (known as **outer class**). These classes can have access modifier or even can be marked as abstract and final. Inner classes have special relationship with outer class instances. This relationship allows them to have access to outer class members including private members too.

#### Member Inner Class

A class that is declared inside a class but outside a method is known as **Member Inner Class**.

**Invocation of Member Inner class**

* **From within the class**
* **From outside the class**

**Example: Member Inner Class - Definition**

**class MyOuterClassDemo {**

**private int myVar= 1;**

**// inner class definition**

**class MyInnerClassDemo {**

**public void seeOuter () {**

**System.out.println("Value of myVar is :" + myVar);**

**}**

**}**

**}**

**Instantiating Member inner class**: To instantiate an instance of inner class, there should be a live instance of outer class. An inner class instance can be created only from an outer class instance.

**Example 1: Member Inner Class Instantiation - Invoked Inside the Class**

**class MyOuterClassDemo {**

**private int x= 1;**

**class MyInnerClassDemo {**

**public void seeOuter () {**

**System.out.println("Outer Value of x is :" + x);**

**}**

**}**

**public void innerInstance(){**

**MyInnerClassDemo inner = new MyInnerClassDemo();**

**inner. seeOuter();**

**}**

**public static void main(String args[]){**

**MyOuterClassDemo obj = new MyOuterClassDemo();**

**obj.innerInstance();**

**}**

**}**

**Output:**

**Outer Value of x is: 1**

**Example 2: Member Inner Class Instantiation - Invoked Outside the Class**

**class MyOuterClass{**

**private int x= 1;**

**class MyInnerClass {**

**public void seeOuter () {**

**System.out.println("Outer Value of x is :" + x);**

**}**

**}**

**}**

**class Test{**

**public static void main(String args[]){**

**MyOuterClass.MyInnerClass inner = new MyOuterClass().new MyInnerClass();**

**inner. seeOuter();**

**}**

**}**

**Output:**

**Outer Value of x is: 1**

#### Local Inner Class or Method – Local Inner Class

A class that is created inside a method is known as local inner class. If you want to invoke the methods of local inner class, you must instantiate this class inside the method.

* Only two modifiers are allowed for method-local inner class which is abstract and final.
* The inner class can use the local variables of the method, **only if they are marked final**.

**Example: Method – Local Inner Class Definition**

**class MyOuterClassDemo {**

**private int x= 1;**

**public void doThings(){**

**String name ="local variable";**

**// inner class defined inside a method of outer class**

**class MyInnerClassDemo {**

**public void seeOuter () {**

**System.out.println("Outer Value of x is :" + x);**

**System.out.println("Value of name is :" + name);//compilation error!!**

**}**

**}**

**}**

**}**

**Output: Compilation Error!!**

The Inner class cannot use the non-final variables of the method, in which it is defined.  
 This is how it can be fixed: If we mark the variable as final then inner class can use it.

**final String name ="local variable";// inner object can use it**

**Example 1: Method – Local Inner Class**

**class Simple{**

**private int data=30;//instance variable**

**void display(){**

**class Local{**

**void msg(){**

**System.out.println(data);**

**}**

**}**

**Local l=new Local();**

**l.msg();**

**}**

**public static void main(String args[]){**

**Simple obj=new Simple();**

**obj.display();**

**}**

**}**

**Output: 30**

**Example 2: Method – Local Inner Class - Accessing Final local variable**

**class Simple{**

**private int data=30;//instance variable**

**void display(){**

**final int value=50;//local variable must be final**

**class Local{**

**void msg(){System.out.println(data+" "+value);}//ok**

**}**

**Local l=new Local();**

**l.msg();**

**}**

**public static void main(String args[]){**

**Simple obj=new Simple();**

**obj.display();**

**}**

**}**

**Output:** 30 50

**Points to Remember:**

* Local inner class cannot be invoked from outside the method.
* Local inner class cannot access non-final local variable.

#### Anonymous Inner Classes

A class that have no name is known as anonymous inner class.

* It can be instantiated only once
* It is usually declared inside a method or a code block, a curly braces ending with semicolon.
* It is accessible only at the point where it is defined.
* It does not have a constructor simply because it does not have a name
* It cannot be static

Anonymous class can be created by:

* Class (may be abstract class also).
* Interface

**Example 1: Anonymous Inner Class**

**class Pizza{**

**public void eat(){System.out.println("pizza");}**

**}**

**class Food{**

**public static void main(String args[]){**

**Pizza p = new Pizza(){ // There is no semicolon(;)**

**public void eat(){System.out.println("anonymous pizza");}**

**}; // Semicolon is present at the curly braces of the method end.**

**}**

**p.eat();**

**}**

**Output: anonymous pizza**

**Example 2 : Anonymous Inner Class - In Abstract Class**

**abstract class Person{**

**abstract void eat();**

**}**

**class Emp{**

**public static void main(String args[]){**

**Person p=new Person(){**

**void eat(){**

**System.out.println("nice fruits");**

**}**

**};**

**p.eat();**

**}**

**}**

**Output: nice fruits**

**What happens behind this code?**

**Person p=new Person(){**

**void eat(){System.out.println("nice fruits");}**

**};**

* A class is created but its name is decided by the compiler which extends the Person class and provides the implementation of the eat() method.
* An object of anonymous class is created that is referred by ‘**p**’ reference variable of Person type. As you know well that Parent class reference variable can refer the object of Child class.

**Example 3 : Anonymous Inner Class - By Interface**

**interface Eatable{**

**void eat();**

**}**

**class Emp{**

**public static void main(String args[]){**

**Eatable e=new Eatable(){**

**public void eat(){System.out.println("nice fruits");}**

**};**

**e.eat();**

**}**

**}**

**Output: nice fruits**

**What does the compiler for anonymous inner class created by interface?**

**Eatable p=new Eatable(){**

**void eat(){System.out.println("nice fruits");}**

**};**

* A class is created but its name is decided by the compiler which implements the Eatable interface and provides the implementation of the eat() method.
* An object of anonymous class is created that is referred by ‘**p**’ reference variable of Eatable type. As you know well that Parent class reference variable can refer the object of Child class.

### Static Nested Class

A static class that is created inside a class is known as static nested class. It cannot access the non-static members.

* It can access static data members of outer class including private.
* Static nested class cannot access non-static (instance) data member or method.

A **static nested class** can be instantiated like this:

**class Outer{// outer class**

**static class Nested{} // static nested class**

**}**

**class Demo{**

**public static void main(string[] args){**

**Outer.Nested n= new Outer.Nested();// use both class names**

**}**

**}**

**Example 1: Static Nested Class that have instance method**

**class Outer{**

**static int data=30;**

**static class Inner{**

**void msg(){**

**System.out.println("Data is "+data);**

**}**

**}**

**public static void main(String args[]){**

**Outer.Inner obj=new Outer.Inner();**

**obj.msg();**

**}**

**}**

**Output: Data is 30**

In this example, you need to create the instance of static nested class because it has instance method **msg**(). But you don't need to create the object of Outer class because nested class is static and static properties, methods or classes can be accessed without object.

**Example 2: Static Nested Class that have Static Nested Method**

**class Outer{**

**static int data=30;**

**static class Inner{**

**static void msg(){**

**System.out.println("Data is "+data);**

**}**

**}**

**public static void main(String args[]){**

**Outer.Inner.msg();//no need to create the instance of static nested class**

**}**

**}**

**Output: Data is 30**

# Modifiers

Modifiers are keywords that you add to those definitions to change their meanings. The Java language has a wide variety of modifiers, including the following:

* Java Access Modifiers
* Non Access Modifiers

To use a modifier, you include its keyword in the definition of a class, method, or variable

**Example:**

**public class className {…}**

**private boolean myFlag;**

**static final double weeks = 9.5;**

**protected static final int BOXWIDTH = 42;**

**public static void main(String[] arguments) {// body of the method**

}

## Access Control Modifiers

Access Modifiers is the way of specifying the accessibility of a class and its members with respective to other classes and members.

Java provides a number of access modifiers to set access levels for classes, variables, methods and constructors, which will maintain the scope of variable and methods.

* **Access Modifiers for Top-level Classes & Interfaces**: public, default, abstract, final
* **Access Modifiers for Members**: public Members, protected Members, default Members, private Members, static Members, final Members, abstract Methods, synchronized Methods, native Methods, transient Fields, volatile Fields.
* **Access Modifiers for Nested Classes & Interfaces:** Nested Interfaces, Nested Classes, Static member classes, Non-Static member classes, Local classes, and Anonymous classes.

The four access levels are:

* **Default**: Visible and Access to the package, the default. No modifiers are needed.
* **Private**: Visible and Access to the class only.
* **Public**: Visible and Access to the Everywhere.
* **Protected**: Visible and Access to the package and all subclasses.

**Table Access Level:**

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Modifier | Class | Package | Subclass | World |
| Public | Y | Y | Y | Y |
| Protected | Y | Y | Y | N |
| Default | Y | Y | N | N |
| Private | Y | N | N | N |

### Access Modifiers - Access levels in Java

* Top-level for Classes & Interfaces
* Member-level for Classes & Interfaces

**Access Modifiers for Top-level Classes & Interfaces:** The Public / Default modifiers are the 2 basic access modifiers are applicable for Top-level Classes & Interfaces.

* **Public**:  If top level class or interface within a package is declared as Public, then it is accessible both inside and outside of the package.
* **Default:** If no access modifier is specified in the declaration of the top level class or interface, then it is accessible only within package level. It is not accessible in other packages or sub packages.

**Example: Access Modifiers for Top-level Classes & Interfaces**

**// top-level interface declaration with public modifier**

**public interface IPub {…}**

**package pack1; // top-level class declaration with default modifier**

**class CDef {…} // top-level interface declaration with default modifier**

**interface CDef {…}**

**package pack1; // another class in same package Pack1**

**class A1 {**

**CPub cPubObj; // public Class is accessible within the package**

**CDef cDefObj; // default Class is accessible within the package**

**}**

**package pack1; // default Interface is accessible within the package**

**class B1 implements IDef {…}**

**package pack1; // public Interface is accessible within the package**

**class C1 implements IPub {…}**

**package Pack2; // Class in other package Pack1**

**class A2 {**

**CPub cPubObj; // public Class is accessible in other package**

**CDef cDefObj; // default Class is NOT accessible in other package**

**}**

**package pack2;// default Interface is NOT accessible outside the package**

**class B2 implements IDef {…}**

**package pack2; // public Interface is accessible outside the package**

**class C2 implements IPub {…}**

**Example**: In the above example I have used few notations to make you understand better. For example I have named default class as “**CDef**” where C represents class and “**Def**” is for “default” likewise for default interface I used “**IDef**”, I for interface and “**Def”** for “**default**”. Similarly “**IPub**” for public interface and “**cPubObj**” for public class reference

**Accessibility Modifiers for Members**

**Public Members:** These are accessible to the classes which are inside and outside of the package where this class is visible. This is the least restrictive of all the accessibility modifiers.

**Protected Members: T**hese are accessible to all classes in the package and to all subclasses of its class in any package where this class is visible.

**Default Members:** When no accessibility modifier is specified for the member then implicitly it is declared as Default. These are accessible only to the other classes in the class’s package.

**Private Members:** These members are accessible only with in the same class. These are not accessible from any other class within a class’s package also.

**Example: Access Modifiers for Member-level Classes & Interfaces**

**package pack2;**

**import pack1.cPub;**

**public Class subcPub2 extends cPub {**

**vPub = 10; //public variable is accessible in subclass of another package**

**vPro = 10; //protected variable is accessible in subclass of another package**

**vDef = 10; //default variable is not accessible in subclass of another package**

**vPri = 10; //private variable is not accessible in subclass of another package**

**fPub(); //public method is accessible in subclass of another package**

**fPro(); //protected method is accessible in subclass of another package**

**fDef(); //default method is not accessible in subclass of another package**

**fPri(); //private method is not accessible in subclass of another package**

**}**

**package pack2;**

**import pack1.cPub;**

**public Class cPubpack2 {**

**cPub subcPubObj = new cPub();**

**subcPubObj.vPub = 10; // public variable is accessible in another class of another package**

**subcPubObj.vPro = 10; // protected variable is not accessible in another class of another package**

**subcPubObj.vDef = 10; // default variable is not accessible in another class of another package**

**subcPubObj.vPri = 10; // private variable is not accessible in another class of another package**

**subcPubObj.fPub(); // public method is accessible in another class of another package**

**subcPubObj.fPro(); // protected method is not accessible in another class of another package**

**subcPubObj.fDef(); // default method is not accessible in another class of another package**

**subcPubObj.fPri(); // private method is not accessible in another class of another package**

**}**

## Non Access Modifiers

Java provides a number of non-access modifiers to achieve other functionality.

* The “***static”*** modifier for creating class methods and variables.
* The “***final”*** modifier for finalizing the implementations of classes, methods, and variables.
* The “***transient***” modifier which is used during serialization process.
* The “***volatile***” modifier which related to visibility of variables modified by multiple threads.
* The “***synchronized***” modifier which is used during multithreading to avoid deadlocks.
* The “***abstract***” modifier used on both classes and method.
* The “***native***”
* The “***this”*** modifier used to refers the current object.

### Static Keyword

It is used in java mainly for memory management. We may apply static keyword with variables, methods, blocks and nested class. The static keyword belongs to the class than instance of the class. It gets memory once at the time of class loading. These members belong to the class not to the object i.e. they are not instantiated when the class instance is created.

The static can be:

* Variable (also known as class variable)
* Method (also known as class method)
* Block
* Nested class

#### Static Variable

**Static Variable:** If you declare any variable as static, it is known static variable are also known as class variables.

* The static variable can be used to refer the common property of all objects (that is not unique for each object) e.g. company name of employees, college name of students etc.
* The static variable gets memory only once in class area at the time of class loading.
* Such variables get default values based on the data type.
* Data stored in static variables is common for all the objects (or instances) of that Class.
* Memory allocation for such variables only happens once when the class is loaded in the memory or at the time of class loading.
* These variables can be accessed in any other class using class name.
* Unlike **non-static variables**, such variables can be accessed directly in static and non-static methods.

**Understanding problem without static variable**

**class Student{**

**int rollno;**

**String name;**

**String college="ITS";**

**}**

Suppose there are 500 students in my college, now all instance data members will get memory each time when object is created. All students have its unique roll-no and name so instance data member is good. Here, college refers to the common property of all objects. If we make it static, this field will get memory only once.

**Example for Static Keyword as a Variable:**

class **Student{**

int **rollno;**

**String name;**

static **String college ="ITS";**

**Student(**int **r,String n){**

**rollno = r;**

**name = n;**

**}**

void **display (){**

**System.out.println(rollno+" "+name+" "+college);**

**}**

publicstaticvoid **main(String args[]){**

**Student s1 =** new **Student (111,"Aryan");**

**Student s2 =** new **Student (222,"Karan");**

**s1.display();**

**s2.display();**

**}**

**}**

**Output:**

**111 Aryan ITS**

**222 Karan ITS**
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**Example 1: Static variables can be accessed without reference in Static method**

**class Example7{**

**static int var1;**

**static String var2;**

**//Its a Static Method**

**public static void main(String args[])**

**{**

**System.out.println("Var1 is:"+Var1);**

**System.out.println("Var2 is:"+Var2);**

**}**

**}**

**Output:**

**Var1 is:0**

**Var2 is:null**

As you can see in the above example that both the variables are accessed in void main method without any object(reference).

**Example 2: Static variables are common for all instances**

**class Example8{**

**static int Var1=77; //Static integer variable**

**String Var2;//non-static string variable**

**public static void main(String args[]){**

**Example8 ob1 = new Example8();**

**Example8 ob2 = new Example8();**

**ob1.Var1=88;**

**ob1.Var2="I'm Object1";**

**ob2.Var2="I'm Object2";**

**System.out.println("ob1 integer:"+ob1.Var1);**

**System.out.println("ob1 String:"+ob1.Var2);**

**System.out.println("ob2 integer:"+ob2.Var1);**

**System.out.println("ob2 STring:"+ob2.Var2);**

**}**

**}**

**Output:**

**ob1 integer:88**

**ob1 String:I'm Object1**

**ob2 integer:88**

**ob2 String:I'm Object2**

In above example String variable is non-static and integer variable is Static. So you can see that String variable value is different for both objects but integer variable value is common for both the instances as the entire objects share the same copy of a static variable.

**Example 3: Static variables**

**class VariableDemo**

**{**

**static int count=0;**

**public void increment()**

**{**

**count++;**

}

**public static void main(String args[])**

**{**

**VariableDemo obj1=new VariableDemo();**

**VariableDemo obj2=new VariableDemo();**

**obj1.increment();**

obj2.increment();

System.out.println("Obj1: count is="+obj1.count);

System.out.println("Obj2: count is="+obj2.count);

}

}

**Output:**

Obj1: count is=2

Obj2: count is=2

**Static variable initialization:**

* Static variables are initialized when class is loaded.
* Static variables in a class are initialized before any object of that class can be created.
* Static variables in a class are initialized before any static method of the class runs.

**Default values for declared and uninitialized static and non-static variables are**

* primitive integers(long, short etc): 0
* primitive floating points(float, double): 0.0
* boolean: false
* object references: null

**Program of counter without static variable**

In this example, I have created an instance variable named count which is incremented in the constructor. Since instance variable gets the memory at the time of object creation, each object will have the copy of the instance variable, if it is incremented, it won't reflect to other objects. So each object will have the value 1 in the count variable.

**class Counter{**

**int count=0;//will get memory when instance is created**

**Counter(){**

**count++;**

**System.out.println(count);**

**}**

**public static void main(String args[]){**

**Counter c1=new Counter();**

**Counter c2=new Counter();**

**Counter c3=new Counter();**

**}**

**}**

**Output:**

**1**

**1**

**1**

**Program of counter by static variable**

As mentioned above, static variable will get the memory only once, if any object changes the value of the static variable, it will retain its value.

**class Counter{**

**static int count=0;//** **will get memory only once and retain its value**

**Counter(){**

**count++;**

**System.out.println(count);**

**}**

**public static void main(String args[]){**

**Counter c1=new Counter();**

**Counter c2=new Counter();**

**Counter c3=new Counter();**

**}**

**}**

**Output:**

**1**

**2**

**3**

**Advantage of static variable**

* It makes your program **memory efficient.**

#### Static Method

**Static Method:** It can access class variables without using object of the class. It can access non-static methods and non-static variables by using objects. Static methods can be accessed directly in static and non-static methods.

If you apply static keyword with any method, it is known as static method

* A static method belongs to the class rather than object of a class.
* A static method can be invoked without the need for creating an instance of a class and object not required to call static method.
* A static method can access static data member and can change the value of it.
* It cannot access instance (non-static) members of the class. But it can always use a reference of the class type to access its members both static and non-static.

**Example 1: static method**

**//Program of changing the common property of all objects (static field).**

**class Student{**

**int rollno;**

**String name;**

**static String college = "ITS";**

**static void change(){**

**college = "IIT";**

**}**

**Student(int r, String n){**

**rollno = r;**

**name = n;**

**}**

**void display (){System.out.println(rollno+" "+name+" "+college);}**

**public static void main(String args[]){**

**Student.change();**

**Student s1 = new Student (111,"Karan");**

**Student s2 = new Student (222,"Aryan");**

**Student s3 = new Student (333,"Sonoo");**

**s1.display();**

**s2.display();**

**s3.display();**

**}**

**}**

**Output**:

**111 Karan IIT**

**222 Aryan IIT**

**333 Sonoo IIT**

**Example 2: static method that performs normal calculation**

**//Program to get cube of a given number by static method**

**class Calculate{**

**static int cube(int x){**

**return x\*x\*x;**

**}**

**public static void main(String args[]){**

**int result=Calculate.cube(5);**

**System.out.println(result**);

**}**

**}**

**Output**: **125**

**Example 3: static method that performs normal calculation**

**class Example6{**

**static int i;**

**static String s;**

**static void display(){**

**//Static method**

**Example6 obj1=new Example6();**

**System.out.println("i:"+obj1.i);**

**System.out.println("i:"+obj1.i);**

**}**

**void funcn(){**

**display(); //Static method called in non-static method**

**}**

**public static void main(String args[]){**

**display();//Static method called in another static method**

**}**

**}**

**Output**: i:0

i:0

**Restrictions for static method**

There are two main restrictions for the static method. They are

* The static method cannot use non static data member or call non-static method directly.
* “this” and “super” cannot be used in static context.

**class A{**

**int a=40;//non static**

**public static void main(String args[]){**

**System.out.println(a);**

**}**

**}**

**Output**: **Compile Time Error**

**Why main method is static?**

Because object is not required to call static method, if it were non-static method, JVM create object first then call main () method that will lead the problem of extra memory allocation.

##### Difference between regular (non-static) and static methods

Java is an [Object Oriented Programming (OOP) language](http://beginnersbook.com/2013/04/oops-concepts/), which means we need an object to access any method or variable inside or outside the **class**. However there are some special cases where we don’t need any **object** (or **instance**). In order to access **static methods** we don’t need any object.

**Example 1: Static Method**

**class StaticDemo**

**{**

**public static void copyArg(String str1, String str2)**

**{**

**//copies argument 2 to arg1**

**str2 = str1;**

**System.out.println("First String arg is: "+str1);**

**System.out.println("Second String arg is: "+str2);**

**}**

**public static void main(String agrs[])**

**{**

**//StaticDemo.copyArg("XYZ", "ABC");**

**copyArg("XYZ", "ABC");**

**}**

**}**

**Output**: **First String arg is: XYZ**

**Second String arg is: XYZ**

**Example 2: Non-Static Method**

**class Test**

**{**

**public void display()**

**{**

**System.out.println("I'm non-static method");**

**}**

**public static void main(String agrs[])**

**{**

**Test obj=new Test();**

**obj.display();**

**}**

**}**

**Output: I'm non-static method**

**Key Points:**

How to call static methods: direct or using class name:

**StaticDemo.copyArg(s1, s2);**

**OR copyArg(s1, s2);**

How to call a non-static method: using object of the class:

**Test obj = new Test();**

**Example 3: Static methods can’t use non-static (regular) methods**

**class Sample**

**{**

**private int age;**

**public void setAge(int a)**

**{**

**age=a;**

**}**

**public int getAge()**

**{**

**return age;**

**}**

**public static void main(String args[])**

**{**

**System.out.println("Age is:"+ getAge());**

**}**

**}**

**Output:**

Exception in thread "main" java.lang.Error: Unresolved compilation problem: Cannot make a static reference to the non-static method getAge() from the type Sample.

**Let’s discuss why the error?**

If you think logically then you may notice that Age should be related to an object, means my Age is different than your’ s age. So in order to **getAge**() you should use some object. As a thumb rule non-static method can’t be accessed without an object (or instances).

#### Static Class

A Class can be made **static** only if it is a nested Class. The nested static class can be accessed without having an object of outer class.

**Example 1: Static Class in Nested Class**

**class Example1{**

**//Static class**

**static class X{**

**static String str="Inside Class X";**

**}**

**public static void main(String args[])**

**{**

**X.str="Inside Class Example1";**

**System.out.println("String stored in str is- "+ X.str);**

**}**

**}**

**Output**: String stored in str is- Inside Class Example1

**Example 2: Static Class in Nested Class-Compile Time Error**

**class Example2{**

**int num;**

**//Static class**

**static class X{**

**static String str="Inside Class X";**

**num=99;**

**}**

**public static void main(String args[])**

**{**

**Example2.X obj = new Example2.X();**

**System.out.println("Value of num="+obj.str);**

**}**

**}**

**Output**: Compile time error. [Static inner class](http://beginnersbook.com/2013/05/inner-class/) cannot access instance data of outer class.

#### Static Block

Static block is mostly used for changing the default values of static variables. This block gets executed when the class is loaded in the memory.  
A class can have multiple Static blocks, which will execute in the same sequence in which they have been written into the program.

* Is used to initialize the static data member.
* It is executed before main method at the time of class loading.

**Example 1: static block**

**class A{**

**static{System.out.println("Static block is invoked");}**

**public static void main(String args[]){**

**System.out.println("Hello main");**

**}**

**}**

**Output**: **Static block is invoked**

**Hello main**

**Example 2: static block**

**class Example3{**

**static int num;**

**static String mystr;**

**static{**

**num = 97;**

**mystr = "Static keyword in Java";**

**}**

**public static void main(String args[])**

**{**

**System.out.println("Value of num="+num);**

**System.out.println("Value of mystr="+mystr);**

**}**

**}**

**Output**: Value of num=97

Value of mystr=Static Keyword in Java

**Example 2: Multiple static blocks**

**class Example4{**

**static int num;**

**static String mystr;**

**//First Static block**

**static{**

**System.out.println("Static Block 1");**

**num = 68;**

**mystr = "Block1";**

**}**

**//Second static block**

**static{**

**System.out.println("Static Block 2");**

**num = 98;**

**mystr = "Block2";**

**}**

**public static void main(String args[])**

**{**

**System.out.println("Value of num="+num);**

**System.out.println("Value of mystr="+mystr);**

**}**

**}**

**Output**: Static Block 1

Static Block 2

Value of num=98

Value of mystr=Block2

**Can we execute a program without main () method?**

Yes, one of the way is static block but in previous version of JDK not in JDK 1.7.

**class A{**

**static{**

**System.out.println("Static block is invoked");**

**System.exit(0);**

**}**

**}**

**Output:**

**Static block is invoked**

#### Static Constructor

**Static Constructor - Is it really Possible to have them in Java?**

No, it is not allowed in Java. A constructor cannot be static in Java.

**Example:**

**public class StaticTest{**

**public static StaticTest(){**

**System.out.println("Static Constructor of the class");**

**}**

**public static void main(String args[]){**

**StaticTest obj = new StaticTest();**

**}**

**}**

**Output:** You would get the below error message when you try to run the above java code,

**“Modifier static not allowed here”**

**Why java doesn’t support static constructor?**

It’s actually pretty simple to understand - **static method cannot be inherited in the sub class.** However each constructor is called by its subclass while creation of its object so if you mark constructor as static the subclass will not be able to access the constructor of its parent class because it’s static.

**Example: Java doesn’t support static constructor**

**public class StaticDemo{**

**public StaticDemo(){**

**System.out.println("StaticDemo");**

**}**

**}**

**public class StaticDemoChild extends StaticDemo{**

**public StaticDemoChild(){**

**/\*By default super() is hidden here \*/**

**System.out.println("StaticDemoChild");**

**}**

**public void display(){**

**System.out.println("Just a method of child class");**

**}**

**public static void main(String args[]){**

**StaticDemoChild obj = new StaticDemoChild();**

**obj.display();**

**}**

**}**

**Output:**StaticDemo  
StaticDemoChild  
Just a method of child class

**Note:**We just created the object of child class and as a result it first called the constructor of parent class and then the constructor of its own class. It happened because the object creation calls constructor implicitly and every **child class constructor by default has super()** as first statement which calls its parent class’s constructor. The statement super () is used to call the parent class (base class) constructor.

Above explanation is the reason why constructor cannot be static – Because if we make them static they cannot be called from child class thus object of child class couldn’t be created.

**Static Constructor Alternative – Static Blocks**

As we discussed earlier about java static blocks which can be treated as static constructor.

**Example: Static Block – Alternative for Static Constructor**

**public class StaticDemo{**

**static{**

**System.out.println("static block of parent class");**

**}**

**}**

**public class StaticDemoChild extends StaticDemo{**

**static{**

**System.out.println("static block of child class");**

**}**

**public void display()**

**{**

**System.out.println("Just a method of child class");**

**}**

**public static void main(String args[])**

**{**

**StaticDemoChild obj = new StaticDemoChild();**

**obj.display();**

**}**

**}**

**Output:** static block of parent class  
static block of child class  
Just a method of child class

In the above example we have used static blocks in both the classes which worked perfectly. We cannot use static constructor so it’s a good alternative if we want to perform a static task during object creation.

### Final Keyword

The **final keyword** in java is used to restrict the user. The final keyword can be used in many contexts.

**Final can be: variable, method and class**

* Final keyword can be applied with the variables, a final variable that have no value it is called blank final variable or uninitialized final variable.
* It can be initialized in the constructor only. The blank final variable can be static also which will be initialized in the static block only.

#### Final variable

Final variable is a constant; its value cannot be changed after its initialization.

* If you make any variable as final, you cannot change the value of final variable.
* This applies to instance, static and local variables including parameters that are declared as final.

**Example: Final as Variable**

**class Bike{**

**final int speedlimit=90;//final variable**

**void run(){**

**speedlimit=400;**

**}**

**public static void main(String args[]){**

**Bike obj=new  Bike();**

**obj.run();**

}

}

**Output**: **Compile Time Error**

**What is final parameter?**

If you declare any parameter as final, you cannot change the value of it.

**class Bike{**

**int cube(final int n){**

**n=n+2;//can't be changed as n is final**

**n\*n\*n;**

**}**

**public static void main(String args[]){**

**Bike b=new Bike();**

**b.cube(5);**

**}**

**}**

**Output**: **Compile Time Error**

**Can we declare a constructor final?**

No, because constructor is never inherited.

#### Final method

If you make any method as final, you cannot override it.

**Example for final method**

**class Bike{**

**final void run(){System.out.println("running");}**

**}**

**class Honda extends Bike{**

**void run(){System.out.println("running safely with 100kmph");}**

**}**

**public static void main(String args[]){**

**Honda honda= new Honda();**

**honda.run();**

**}**

**}**

**Output**: **Compile Time Error**

#### Final class

If you make any class as final, you cannot extend it.

**Example for final class**

**final class Bike{}**

**class Honda extends Bike{**

**void run(){System.out.println("running safely with 100kmph");}**

**}**

**public static void main(String args[]){**

**Honda honda= new Honda();**

**honda.run();**

**}**

**}**

**Output**: **Compile Time Error**

**Is final method inherited?**

Yes, final method is inherited but you cannot override it.

**Example**

**class Bike{**

**final void run(){System.out.println("running");}**

**}**

**class Honda extends Bike{**

**public static void main(String args[]){**

**Honda honda= new Honda();**

**honda.run();**

**}**

**}**

**Output**: **running**

**What is blank or uninitialized final variable?**

A final variable that is not initialized at the time of declaration is known as blank final variable.

If you want to create a variable that is initialized at the time of creating object and once initialized may not be changed. It can be initialized only in constructor.

**Example of blank final variable**

**class Student{**

**int id;**

**String name;**

**final String PAN\_CARD\_NUMBER;**

**...**

**}**

**Can we initialize blank final variable?**

Yes, but only in constructor.

**class Bike{**

**final int speedlimit;//blank final variable**

**Bike(){**

**speedlimit=70;**

**System.out.println(speedlimit);**

**}**

**public static void main(String args[]){**

**new Bike();**

**}**

**}**

**Output**: **70**

**Points to Remember :**

* Variables defined in Interfaces are implicitly Final.
* Final variables must be initialized before it is used.
* Final methods in a class are complete i.e. these methods has implementations and hence cannot be overridden in the subclasses.

#### Static final variable

A static final variable that is not initialized at the time of declaration is known as static blank final variable. It can be initialized only in static block.

**Example 1: static final variable**

**public class MyClass**

**{**

**public static final int MY\_VAR=27;**

**}**

**Note: Constant variable name should be in Caps! You can use underscore (\_) between.**

* The above code will execute as soon as the class MyClass is loaded, before static method is called and even before any static variable can be used.
* The above variable MY\_VAR is **public** which means any class can use it. It is a **static** variable so you won’t need any object of class in order to access it. It’s **final** so this variable can never be changed in this or in any class.

**Key points:**  
Final variable always needs initialization, if you don’t initialize it would throw a compilation error.

**public class MyClass**

**{**

**public static final int MY\_VAR;**

**}**

**Output:** Error: variable MY\_VAR might not have been initialized

**Example 2: static blank final variable**

**class A**

**{**

**static final int data;//static blank final variable**

**static{**

**data=50;**

**}**

**public static void main(String args[])**

**{**

**System.out.println(A.data);** 

**}**

**}**

**Output**: **50**

### This Keyword

There can be a lot of usage of **this** keyword. In java, this is a reference variable that refers to the current object.

**Usage of this keyword:**

* + **this** keyword can be used to refer current class instance variable.
  + **this()** can be used to invoke current class constructor.
  + **this** keyword can be used to invoke current class method (implicitly)
  + **this** can be passed as an argument in the method call.
  + **this** can be passed as argument in the constructor call.
  + **this** keyword can also be used to return the current class instance.
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#### Used to refer current class instance variable

If there is ambiguity between the instance variable and parameter, this keyword resolves the problem of ambiguity.

**Example 1: this** keyword can be used to refer current class instance variable.

**Understanding the problem without this keyword**

**class student{**

**int id;**

**String name;**

**student(int id,String name){**

**id = id;**

**name = name;**

**}**

**void display(){System.out.println(id+" "+name);}**

**public static void main(String args[]){**

**student s1 = new student(111,"Karan");**

**student s2 = new student(321,"Aryan");**

**s1.display();**

**s2.display();**

**}**

**}**

**Output:** 0 null

0 null

In the above example, parameter (formal arguments) and instance variables are same that is why we are using this keyword to distinguish between local variable and instance variable.

**Solution of the above problem by this keyword**

**class Student{**

**int id;**

**String name;**

**student(int id,String name){**

**this.id = id;**

**this.name = name;**

**}**

**void display(){System.out.println(id+" "+name);}**

**public static void main(String args[]){**

**Student s1 = new Student(111,"Karan");**

**Student s2 = new Student(222,"Aryan");**

**s1.display();**

**s2.display();**

**}**

**}**

**Output:** 111 Karan

222 Aryan

**![](data:image/png;base64,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)**

If local variables (formal arguments) and instance variables are different, there is no need to use this keyword like in the following program.

**Program where this keyword is not required**

**class Student{**

**int id;**

**String name;**

**student(int i,String n){**

**id = i;**

**name = n;**

**}**

**void display(){System.out.println(id+" "+name);}**

**public static void main(String args[]){**

**Student e1 = new Student(111,"karan");**

**Student e2 = new Student(222,"Aryan");**

**e1.display();**

**e2.display();**

**}**

**}**

**Output:** 111 Karan

222 Aryan

#### Used to invoke current class constructor

The **this()** constructor call can be used to invoke the current class constructor (constructor chaining). This approach is better if you have many constructors in the class and want to reuse that constructor.

**Example 2: this** keyword used to invoke current class constructor

**//Program of this() constructor call (constructor chaining)**

**class Student{**

**int id;**

**String name;**

**Student (){**

**System.out.println("default constructor is invoked");**

**}**

**Student(int id,String name){**

**this ();//it is used to invoked current class constructor.**

**this.id = id;**

**this.name = name;**

**}**

**void display(){System.out.println(id+" "+name);}**

**public static void main(String args[]){**

**Student e1 = new Student(111,"karan");**

**Student e2 = new Student(222,"Aryan");**

**e1.display();**

**e2.display();**

**}**

**}**

**Output:** default constructor is invoked

default constructor is invoked

111 Karan

222 Aryan

**Where to use this() constructor call?**

The **this()** constructor call should be used to reuse the constructor in the constructor. It maintains the chain between the constructors i.e. it is used for constructor chaining.

**Example 3: this** keyword used to invoke current class constructor

**class Student{**

**int id;**

**String name;**

**String city;**

**Student(int id,String name){**

**this.id = id;**

**this.name = name;**

**}**

**Student(int id,String name,String city){**

**this(id,name);//now no need to initialize id and name**

**this.city=city;**

**}**

**void display(){**

**System.out.println(id+" "+name+" "+city);**

**}**

**public static void main(String args[]){**

**Student e1 = new Student(111,"karan");**

**Student e2 = new Student(222,"Aryan","delhi");**

**e1.display();**

**e2.display();**

**}**

**}**

**Output:** 111 Karan null

222 Aryan delhi

**Rule: Call to this() must be the first statement in constructor**

**class Student{**

**int id;**

**String name;**

**Student (){System.out.println("default constructor is invoked");}**

**Student(int id,String name){**

**id = id;**

**name = name;**

**this ();//must be the first statement**

**}**

**void display(){System.out.println(id+" "+name);}**

**public static void main(String args[]){**

**Student e1 = new Student(111,"karan");**

**Student e2 = new Student(222,"Aryan");**

**e1.display();**

**e2.display();**

**}**

**}**

**Output:** Compile Time Error !!!

#### Used to invoke current class method (implicitly).

You may invoke the method of the current class by using this keyword. If you don't use this keyword, compiler automatically adds this keyword while invoking the method.
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**Example 4: this** keyword used to invoke current class method

**class S{**

**void m(){**

**System.out.println("method is invoked");**

**}**

**void n(){**

**this.m();//no need because compiler does it for you.**

**}**

**void p(){**

**n();//complier will add this to invoke n() method as this.n()**

**}**

**public static void main(String args[]){**

**S s1 = new S();**

**s1.p();**

**}**

**}**

**Output:** method is invoked

#### Can be passed as an argument in the method.

It can also be passed as an argument in the method. It is mainly used in the event handling.

**Example 5: this** keyword can be passed as an argument in the method

**class S{**

**void m(S obj){**

**System.out.println("method is invoked");**

**}**

**void p(){**

**m(this);**

**}**

**public static void main(String args[]){**

**S s1 = new S();**

**s1.p();**

**}**

**}**

**Output:** method is invoked

**Application of this that can be passed as an argument:**

In event handling where we have to provide reference of a class to another one.

#### Can be passed as an argument in the constructor call.

We can pass the “this” keyword in the constructor also. It is useful if we have to use one object in multiple classes

**Example 6: this** keyword can be passed as an argument in the constructor call

**class B{**

**A obj;**

**B(A obj){**

**this.obj=obj;**

**}**

**void display(){**

**System.out.println(obj.data);//using data member of A class**

**}**

**}**

**class A{**

**int data=10;**

**A(){**

**B b=new B(this);**

**b.display();**

**}**

**public static void main(String args[]){**

**A a=new A();**

**}**

**}**

**Output:** 10

#### Can be used to return current class instance

We can return the “**this**” keyword as a statement from the method. In such case, return type of the method must be the class type (non-primitive).

**Syntax of this that can be returned as a statement**

**return\_type method\_name(){**

**return this;**

**}**

**Example 7: this** keyword to return as a statement from the method

**class A{**

**A getA(){**

**return this;**

**}**

**void msg(){System.out.println("Hello java");}**

**}**

**class Test{**

**public static void main(String args[]){**

**new A().getA().msg();**

**}**

**}**

**Output:** Hello java

**Proving this keyword**

Let's prove that this keyword refers to the current class instance variable. In this program, we are printing the reference variable and this, output of both variables are same.

**Example 8: To Proving “this” keyword**

**class A{**

**void m(){**

**System.out.println(this);//prints same reference ID**

**}**

**public static void main(String args[]){**

**A obj=new A();**

**System.out.println(obj);//prints the reference ID**

**obj.m();**

**}**

**}**

**Output:** A@13d9c02

A@13d9c0

### Transient Keyword

Before we pitch into the “**Transient**”, we will see what is serialization is about.

**Serialization** is the process of converting an object into a stream of bytes in order to store the object or transmit it to memory, a database, or a file.

* Its main purpose is to save the state of an object in order to be able to recreate it when needed.
* Serialization is the process of making the object’s state is persistent.
* To make a Java object Serializable you implement the **java.io.Serializable** interface. This is only a marker interface which tells the Java platform that the object is Serializable.
* The reverse process is called **deserialization**.

**Transient:** The value of object should not be saved during serialization by using “**Transient**” Keyword.In other words, if the variable is declared as transient, then it will not be persisted.

**Note:** “**Transient**” keyword cannot be used along with static keyword but volatile can be used along with static.

**Important points about transient keyword in java**

* **Transient** keyword can only be applied to fields or member variable. Applying it to method or local variable is compilation error.
* Another important point is that you can declare an variable static and transient at same time and java compiler doesn't complain but doing that doesn't make any sense because transient is to instruct "do not save this field" and static variables are not saved anyway during **serialization**.
* In similar way you can apply transient and final keyword together to a variable compiler will not complain but you will face another problem of reinitializing a final variable during **deserialization**.
* Transient variable in java is not persisted or saved when an object gets serialized.

**Which variable we should mark transient?**

Any variable whose value can be calculated from other variables doesn't require to be saved. For example if you have a field called "**interest**" whose value can be derived from other fields e.g. **principle**, **rate**, **time** etc. then there is no need to serialize it.

**Example: Transient Keyword**

Let's take an example, I have declared a class as Student, it has three data members id, name and age. If you serialize the object, all the values will be serialized but I don't want to serialize one value, e.g. age then we can declare the age data member as **transient**.

In this example, we have created the two classes Student and Persist. One data member of the Student class is declared as transient, it value will not be serialized. If you deserialize the object, it will return the default value for transient variable.

**import java.io.Serializable;**

**public class Student implements Serializable{**

**int id;**

**String name;**

**transient int age;//Now it will not be serialized**

**public Student(int id, String name,int age) {**

**this.id = id;**

**this.name = name;**

**this.age=age;**

**}**

**}**

**import java.io.\*;**

**class Persist{**

**public static void main(String args[])throws Exception{**

**Student s1 =new Student(211,"ravi",22);**

**FileOutputStream f=new FileOutputStream("f.txt");**

**ObjectOutputStream out=new ObjectOutputStream(f);**

**out.writeObject(s1);**

**out.flush();**

**System.out.println("success");**

**}**

**}**

**Output:** success

### Volatile Keyword

Before we pitch into the “**Volatile**”, we will see what is Multithreading is about.

**Multithreading** is execution of two or more parts of a program that can run concurrently. Each part of such a program called a thread. Each thread has a separate path of its execution. So this way a single program can perform two or more tasks simultaneously.

**Volatile: It** is used to indicate that a **variable's value will be modified by different threads**

* It is used as an indicator to Java compiler and [Thread](http://javarevisited.blogspot.com/2011/02/how-to-implement-thread-in-java.html) that do not cache value of this variable and always read it from [main memory](http://javarevisited.blogspot.sg/2011/05/java-heap-space-memory-size-jvm.html).
* The value of this variable will **never be cached thread-locally**: all reads and writes will go

Straight to "**Main** **Memory**".

**Example 1: Volatile Keyword with Multithreading**

**public class VolatileTest {**

**private static final Logger LOGGER = MyLoggerFactory.getSimplestLogger();**

**private static volatile int MY\_INT = 0;**

**public static void main(String[] args) {**

**new ChangeListener().start();**

**new ChangeMaker().start();**

**}**

**static class ChangeListener extends Thread {**

**@Override**

**public void run(){**

**int local\_value = MY\_INT;**

**while ( local\_value < 5){**

**if( local\_value!= MY\_INT){**

**LOGGER.log(Level.INFO,"Got Change for MY\_INT : {0}", MY\_INT);**

**local\_value= MY\_INT;**

**}**

**}**

**}**

**}**

**static class ChangeMaker extends Thread{**

**@Override**

**public void run() {**

**int local\_value = MY\_INT;**

**while (MY\_INT <5){**

**LOGGER.log(Level.INFO, "Incrementing MY\_INT to {0}", local\_value+1);**

**MY\_INT = ++local\_value;**

**try {**

**Thread.sleep(500);**

**}**

**catch (InterruptedException e) {**

**e.printStackTrace();**

**}**

**}**

**}**

**}**

**}**

**Output:**

**With the volatile keyword** the output is:

**Incrementing MY\_INT to 1**

**Got Change for MY\_INT: 1**

**Incrementing MY\_INT to 2**

**Got Change for MY\_INT: 2**

**Incrementing MY\_INT to 3**

**Got Change for MY\_INT: 3**

**Incrementing MY\_INT to 4**

**Got Change for MY\_INT: 4**

**Incrementing MY\_INT to 5**

**Got Change for MY\_INT: 5**

**Without the volatile keyword the output is:**

**Incrementing MY\_INT to 1**

**Incrementing MY\_INT to 2**

**Incrementing MY\_INT to 3**

**Incrementing MY\_INT to 4**

**Incrementing MY\_INT to 5**

Multiple threads accessing the same variable, each thread will have its own copy of the local cache for that variable. So, when it’s updating the value, it is actually updated in the local cache not in the main variable memory. The other thread which is using the same variable doesn’t know anything about the values changed by another thread.   
 To avoid this problem, if you declare a variable as volatile, then it will not be stored in the local cache. Whenever thread is updating the values, it is updated to the main memory. So, other threads can access the updated value.

**Important points on Volatile keyword in Java:**

* Volatile keyword in Java guarantees that value of volatile variable will always be read from main memory and not from Thread's local cache.
* In Java reads and writes are atomic for all variables declared using Java volatile keyword (including long and double variables).
* If a variable is not shared between multiple threads no need to use volatile keyword with that variable.

**When to use Volatile variable in Java?**

* Volatile variable can be used as an alternative way of achieving synchronization in Java in some cases, like Visibility. With volatile variable it’s guaranteed that all reader thread will see updated value of volatile variable once write operation completed, without volatile keyword different reader thread may see different values.
* Volatile variable can be used to inform compiler that a particular field is subject to be accessed by multiple threads, which will prevent compiler from doing any reordering or any kind of optimization which is not desirable in multi-threaded environment.
* Volatile variable can be used is to fixing double checked locking in singleton pattern

### Synchronized Keyword

When two or more threads are accessing the, the same resource it may leads to become concurrency issue or deadlock may occurs.

“**Synchronization**” is the capability of control the access of multiple threads to any shared resource. “**Synchronization**” is better in case we want only one thread can access the shared resource at a time.

**Why use Synchronization?**

The synchronization is mainly used to

* To prevent thread interference.
* To prevent consistency problem.

**Types of Synchronization**

There are two types of synchronization

* Process Synchronization
* Thread Synchronization

Here, we will discuss only thread synchronization.

**Thread Synchronization**

There are two types of thread synchronization mutual exclusive and inter-thread communication.

* Mutual Exclusive
  + Synchronized method.
  + Synchronized block.
  + Static synchronization.
* Cooperation (Inter-thread communication)

#### Mutual Exclusive

Mutual Exclusive helps keep threads from interfering with one another while sharing data. This can be done by three ways in java

* by synchronized method
* by synchronized block
* by static synchronization

**Understanding the concept of Lock**

* Synchronization is built around an internal entity known as the lock or monitor.
* Each object in Java is associated with a monitor, which a thread can lock or unlock. Only one thread at a time may hold a lock on a monitor.
* By convention, a thread that needs consistent access to an object's fields has to acquire the object's lock before accessing them, and then release the lock when it's done with them.
* From Java 5 the package **java.util.concurrent.locks** contains several lock implementations.

**Example 1: Problem without Synchronization**

**Class Table{**

**void printTable(int n){//method not synchronized**

**for(int i=1;i<=5;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){System.out.println(e);}**

**}**

**}**

**}**

**class MyThread1 extends Thread{**

**Table t;**

**MyThread1(Table t){this.t=t;}**

**public void run(){t.printTable(5);}**

**}**

**class MyThread2 extends Thread{**

**Table t;**

**MyThread2(Table t){this.t=t;}**

**public void run(){t.printTable(100);}**

**}**

**class Use{**

**public static void main(String args[]){**

**Table obj = new Table();//only one object**

**MyThread1 t1=new MyThread1(obj);**

**MyThread2 t2=new MyThread2(obj);**

**t1.start();**

**t2.start();**

**}**

**}**

**Output:** 5

100

10

200

15

300

20

400

25

500

**Solution by synchronized method**

* If you declare any method as synchronized, it is known as synchronized method.
* Synchronized method is used to lock an object for any shared resource.
* When a thread invokes a synchronized method, it automatically acquires the lock for that object and releases it when the method returns.

##### Synchronized Method

**Example 2: Solution by Synchronized Method**

**//Program of synchronized method**

**Class Table{**

**synchronized void printTable(int n){//synchronized method**

**for(int i=1;i<=5;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){System.out.println(e);}**

**}**

**}**

**}**

**class MyThread1 extends Thread{**

**Table t;**

**MyThread1(Table t){this.t=t;}**

**public void run(){t.printTable(5);}**

**}**

**class MyThread2 extends Thread{**

**Table t;**

**MyThread2(Table t){this.t=t;}**

**public void run(){t.printTable(100);}**

**}**

**class Use{**

**public static void main(String args[]){**

**Table obj = new Table();//only one object**

**MyThread1 t1=new MyThread1(obj);**

**MyThread2 t2=new MyThread2(obj);**

**t1.start();**

**t2.start();**

**}**

**}**

**Output:** 5

10

15

20

25

100

200

300

400

500

**Example 3: Solution by Synchronized Method in Anonymous Class**

**//Program of synchronized method by using anonymous class**

**Class Table{**

**synchronized void printTable(int n){//synchronized method**

**for(int i=1;i<=5;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){System.out.println(e);}**

**}**

**}**

**}**

**class Use{**

**public static void main(String args[]){**

**final Table obj = new Table();//only one object**

**Thread t1=new Thread(){**

**public void run(){**

**obj.printTable(5);**

**}**

**};**

**Thread t2=new Thread(){**

**public void run(){**

**obj.printTable(100);**

**}**

**};**

**t1.start();**

**t2.start();**

**}**

**}**

**Output:** 5

10

15

20

25

100

200

300

400

500

##### Synchronized Block

Synchronized block can be used to perform synchronization on any specific resource of the method.

* Suppose you have 50 lines of code in your method, but you want to synchronize only 5 lines, you can use synchronized block.
* If you put all the codes of the method in the synchronized block, it will work same as the synchronized method.

**Syntax for synchronized block:**

**synchronized(objectidentifier){// Access shared variables and resources }**

**Example 1: Solution by Synchronized Block**

**class Table{**

**void printTable(int n){**

**synchronized(this){//synchronized block**

**for(int i=1;i<=5;i++){**

**System.out.println(n\*i);**

**try{Thread.sleep(400);}**

**catch(Exception e){System.out.println(e);}**

**}**

**}**

**}**

**}**

**class MyThread1 extends Thread{**

**Table t;**

**MyThread1(Table t){this.t=t;}**

**public void run(){t.printTable(5);}**

**}**

**class MyThread2 extends Thread{**

**Table t;**

**MyThread2(Table t){this.t=t;}**

**public void run(){t.printTable(100);}**

**}**

**class Use{**

**public static void main(String args[]){**

**Table obj = new Table();//only one object**

**MyThread1 t1=new MyThread1(obj);**

**MyThread2 t2=new MyThread2(obj);**

**t1.start();**

**t2.start();**

**}}**

**Output:** 5

10

15

20

25

100

200

300

400

500

**Example 2: Solution Synchronized Block in Anonymous Class**

**class Table{**

**void printTable(int n){**

**synchronized(this){//synchronized block**

**for(int i=1;i<=5;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){System.out.println(e);}**

**}**

**}**

**}**

**}**

**class Use{**

**public static void main(String args[]){**

**final Table obj = new Table();//only one object**

**Thread t1=new Thread(){**

**public void run(){**

**obj.printTable(5);**

**}**

**};**

**Thread t2=new Thread(){**

**public void run(){**

**obj.printTable(100);**

**}**

**};**

**t1.start();**

**t2.start();**

**}**

**}**

**Output:** 5

10

15

20

25

100

200

300

400

500

**Points to remember for Synchronized block**

* Synchronized block is used to lock an object for any shared resource.
* Scope of synchronized block is smaller than the method.

##### Static Synchronization

If you make any static method as synchronized, the lock will be on the class not on object.
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**Problem without static synchronization**

Suppose there are two objects of a shared class (e.g. Table) named object1 and object2.In case of synchronized method and synchronized block there cannot be interference between t1 and t2 or t3 and t4 because t1 and t2 both refers to a common object that have a single lock. But there can be interference between t1 and t3 or t2 and t4 because t1 acquires another lock and t3 acquires another lock. I want no interference between t1 and t3 or t2 and t4. Static synchronization solves this problem.

**Example 1: Static Synchronization**

**class Table{**

**synchronized static void printTable(int n){**

**for(int i=1;i<=10;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){}**

**}**

**}**

**}**

**class MyThread1 extends Thread{**

**public void run(){Table.printTable(1);}**

**}**

**class MyThread2 extends Thread{**

**public void run(){Table.printTable(5);}**

**}**

**class MyThread3 extends Thread{**

**public void run(){Table.printTable(25);}**

**}**

**class MyThread4 extends Thread{**

**public void run(){Table.printTable(125);}**

**}**

**class Use{**

**public static void main(String t[]){**

**MyThread1 t1=new MyThread1();**

**MyThread2 t2=new MyThread2();**

**MyThread3 t3=new MyThread3();**

**MyThread4 t4=new MyThread4();**

**t1.start();**

**t2.start();**

**t3.start();**

**t4.start();**

**}**

**}**

**Output: 1**

**2**

**3**

**4**

**5**

**5**

**10**

**15**

**20**

**25**

**25**

**50**

**75**

**100**

**125**

**125**

**250**

**375**

**500**

**Example 2: Static Synchronization in Anonymous Class**

**class Table{**

**synchronized static void printTable(int n){**

**for(int i=1;i<=10;i++){**

**System.out.println(n\*i);**

**try{**

**Thread.sleep(400);**

**}catch(Exception e){}**

**}**

**}**

**}**

**public class Test {**

**public static void main(String[] args) {**

**Thread t1=new Thread(){**

**public void run(){Table.printTable(1);}**

**};**

**Thread t2=new Thread(){**

**public void run(){Table.printTable(5);}**

**};**

**Thread t3=new Thread(){**

**public void run(){Table.printTable(25);}**

**};**

**Thread t4=new Thread(){**

**public void run(){Table.printTable(125); }**

**};**

**t1.start();**

**t2.start();**

**t3.start();**

**t4.start();**

**}**

**}**

**Output: 1**

**2**

**3**

**4**

**5**

**5**

**10**

**15**

**20**

**25**

**25**

**50**

**75**

**100**

**125**

**125**

**250**

**375**

**500**

#### Inter-Thread Communication (or) Co-operation

**Inter-thread communication** or **Co-operation** is all about allowing synchronized threads to communicate with each other.

Cooperation (Inter-thread communication) is a mechanism in which a thread is paused running in its critical section and another thread is allowed to enter (or lock) in the same critical section to be executed.

It is implemented by following methods of **Object class**:

* wait() - Method
* notify() - Method
* notifyAll() - Method

**wait () – Method :** Causes current thread to release the lock and wait until either another thread invokes the **notify**() method or the **notifyAll**() method for this object, or a specified amount of time has elapsed.

The current thread must own this object's monitor, so it must be called from the synchronized method only otherwise it will throw exception.

|  |  |
| --- | --- |
| Method | Description |
| public final void wait()throws InterruptedException | Waits until object is notified. |
| public final void wait(long timeout)throws InterruptedException | Waits for the specified amount of time |

**notify () – Method :** Wakes up a single thread that is waiting on this object's monitor. If any threads are waiting on this object, one of them is chosen to be awakened. The choice is arbitrary and occurs at the discretion of the implementation.

**Syntax: public final void notify()**

**notifyAll() - Method**: Wakes up all threads that are waiting on this object's monitor.

**Syntax: public final void notifyAll()**

**Understanding the process of inter-thread communication**
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The point to point explanation of the above diagram is as follows:

* Threads enter to acquire lock.
* Lock is acquired by on thread.
* Now thread goes to waiting state if you call wait() method on the object. Otherwise it releases the lock and exits.
* If you call notify() or notifyAll() method, thread moves to the notified state (runnable state).
* Now thread is available to acquire lock.
* After completion of the task, thread releases the lock and exits the monitor state of the object.

**Why wait(), notify() and notifyAll() methods are defined in Object class not Thread class?**

It is because they are related to lock and object has a lock.

**Difference between Wait and Sleep**

|  |  |
| --- | --- |
| wait() | sleep() |
| wait() method releases the lock | sleep() method doesn't release the lock. |
| It is the method of Object class | It waits for the specified amount of time |
| It is the non-static method | It is the static method |
| It should be notified by notify() or notifyAll() methods | After the specified amount of time, sleep is completed. |

**Example: Inter-Thread Communication**

**class Customer{**

**int amount=10000;**

**synchronized void withdraw(int amount){**

**System.out.println("Going to withdraw...");**

**if(this.amount<amount){**

**System.out.println("Less balance; waiting for deposit...");**

**try{wait();}catch(Exception e){}**

**}**

**this.amount-=amount;**

**System.out.println("Withdraw completed...");**

**}**

**synchronized void deposit(int amount){**

**System.out.println("Going to deposit...");**

**this.amount+=amount;**

**System.out.println("Deposit completed... ");**

**notify();**

**}**

**}**

**class Test{**

**public static void main(String args[]){**

**final Customer c=new Customer();**

**new Thread(){**

**public void run(){c.withdraw(15000);}**

**}.start();**

**new Thread(){**

**public void run(){c.deposit(10000);}**

**}.start();**

**}}**

**Output: Going to withdraw...**

**Less balance; waiting for deposit...**

**Going to deposit...**

**Deposit completed...**

**Withdraw completed**

### Abstract Keyword

**Abstraction** is a process of hiding the implementation details and showing only functionality to the user. The Keyword “**abstract**” can be used on classes and methods.

* Class declared with “**abstract**” keyword it may or may not include abstract methods and it cannot be instantiated.
* Method declared with “**abstract**” keyword used to declares method without implementation
* **Abstract** **classes** and **Abstract** **methods** are like skeletons. It defines a structure, without any implementation.

**Note :**

* Only abstract classes can have abstract methods. Abstract class does not necessarily require all its methods to be all abstract.
* Classes declared with the abstract keyword are solely for the purpose of extension (inheritance) by other classes.

#### Abstract Class

A class that is declared as abstract is known as **abstract class**. It needs to be extended and its method implemented. It cannot be instantiated. The class does not have much use unless it is subclass.

When an abstract class is sub classed, the subclass usually provides implementations for all of the abstract methods in its parent class. However, if it does not, then the subclass must also be declared abstract.

All other functionality of the class still exists, and its fields, methods, and constructors are all accessed in the same manner. You just cannot create an instance of the abstract class.

**Note :** When a class is declared abstract, then, its methods may also be declared abstract.

**For example**, the “**java.lang.Number**” is an abstract class. Its subclasses includes **Byte, Double, Float, Integer, Long, Short**. All these subclass inherit and implement “**java.lang.Number**”'s abstract methods such as **byteValue(), doubleValue(), floatValue(), intValue(), longValue() and shortValue().**

It does not make sense to give them a implementation in “**java.lang.Number**”, because each is really specific to the type. For example, the implementation for **Double.intValue()** is necessarily different for **Integer.intValue().**

**Understanding Abstract Class with Real Time Example**

In an object-oriented drawing application, you can draw circles, rectangles, lines, Bezier curves, and many other graphic objects.

These objects all have certain **states** (for example: position, orientation, line color, fill color) and **behaviors** (for example: moveTo, rotate, resize, draw) in common.

Some of these states and behaviors are the same for all graphic objects (for example: position, fill color, and moveTo). Others require different implementations (for example, resize or draw).

All Graphic Objects must be able to draw or resize themselves; they just differ in how they do it.
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*Classes Rectangle, Line, Bezier, and Circle Inherit from GraphicObject*

First, you declare an abstract class, GraphicObject, to provide member variables and methods that are wholly shared by all subclasses, such as the current position and the moveTo method.

GraphicObject also declares abstract methods for methods, such as draw or resize, that need to be implemented by all subclasses but must be implemented in different ways.

**abstract class GraphicObject {**

**int x, y;**

**...**

**void moveTo(int newX, int newY) {**

**...**

**}**

**abstract void draw();**

**abstract void resize();**

**}**

Each non abstract subclass of **GraphicObject**, such as Circle and Rectangle, must provide implementations for the draw and resize methods

**class Circle extends GraphicObject {**

**void draw(){**

**...**

**}**

**void resize(){**

**...**

**}**

**}**

**class Rectangle extends GraphicObject {**

**void draw(){**

**...**

**}**

**void resize(){**

**...**

**}**

**}**

**Example 1: Abstract Class that have Abstract Method**

**abstract class Bike{**

**abstract void run();**

**}**

**class Honda extends Bike{**

**void run(){System.out.println("running safely..");}**

**public static void main(String args[]){**

**Bike obj = new Honda();**

**obj.run();**

**}**

**}**

**Output: running safely..**

**Understanding the real scenario of abstract class**

In this example, Shape is the abstract class, its implementation is provided by the Rectangle and Circle classes. Mostly, we don't know about the implementation class (i.e. hidden to the end user) and object of the implementation class is provided by the **factory method**.

A **factory method** is the method that returns the instance of the class. We will learn about the factory method later.

**Example 2: Abstract Class that have Abstract Method**

**abstract class Shape{**

**abstract void draw();**

**}**

**class Rectangle extends Shape{**

**void draw(){System.out.println("drawing rectangle");}**

**}**

**class Circle extends Shape{**

**void draw(){System.out.println("drawing circle");}**

**}**

**class Test{**

**public static void main(String args[]){**

**Shape s=new Circle();**

**//In real scenario, Object is provided through factory method**

**s.draw();**

**}**

**}**

**Output:** drawing circle

**Note :** An abstract class can have data member, abstract method, method body, constructor and even main() method.

**Example 3: Abstract Class having method body**

**abstract class Bike{**

**abstract void run();**

**void changeGear(){System.out.println("gear changed");}**

**}**

**class Honda extends Bike{**

**void run(){System.out.println("running safely..");}**

**public static void main(String args[]){**

**Bike obj = new Honda();**

**obj.run();**

**obj.changeGear();**

**}**

**}**

**Output:** running safely..

gear changed

**Example 4: Abstract Class having constructor, data member and methods**

**abstract class Bike{**

**int limit=30;**

**Bike(){System.out.println("constructor is invoked");}**

**void getDetails(){System.out.println("it has two wheels");}**

**abstract void run();**

**}**

**class Honda extends Bike{**

**void run(){System.out.println("running safely..");}**

**public static void main(String args[]){**

**Bike obj = new Honda();**

**obj.run();**

**obj.getDetails();**

**System.out.println(obj.limit);**

**}**

**}**

**Output:** constructor is invoked

running safely..

it has two wheels

30

**Note :** If there is any abstract method in a class, that class must be abstract.

**class Bike{**

**abstract void run();**

**}**

**Output:** compile time error

**Note :** If you are extending any abstract class that have abstract method, you must either provide the implementation of the method or make this class abstract.

**Example 5 : Abstract Class – Exceptional and Valid Flow**

**/\*File name : Employee.java \*/**

**public abstract class Employee{**

**private String name;**

**private String address;**

**private int number;**

**public Employee(String name, String address, int number){**

**System.out.println("Constructing an Employee");**

**this.name = name;**

**this.address = address;**

**this.number = number;**

**}**

**public double computePay(){**

**System.out.println("Inside Employee computePay");**

**return 0.0;**

**}**

**public void mailCheck(){**

**System.out.println("Mailing a check to " + this.name**

**+ " " + this.address);**

**}**

**public String toString(){**

**return name + " " + address + " " + number;**

**}**

**public String getName(){**

**return name;**

**}**

**public String getAddress(){**

**return address;**

**}**

**public void setAddress(String newAddress){**

**address = newAddress;**

**}**

**public int getNumber(){**

**return number;**

**}**

**}**

Notice that nothing is different in this Employee class. The class is now abstract, but it still has three fields, seven methods, and one constructor.

Now if you would try as follows:

**/\* File name : AbstractDemo.java \*/**

**public class AbstractDemo{**

**public static void main(String [] args){**

**/\* Following is not allowed and would raise error \*/**

**Employee e = new Employee("George W.", "Houston, TX", 43);**

**System.out.println("\n Call mailCheck using Employee reference--");**

**e.mailCheck();**

**}**

**}**

**Output :** Employee.java:46: Employee is abstract; cannot be instantiated

Employee e = new Employee("George W.", "Houston, TX", 43);

^

**Extending the Abstract Class**

**/\* File name : Salary.java \*/**

**public class Salary extends Employee**

**{**

**private double salary; //Annual salary**

**public Salary(String name, String address, int number, double salary){**

**super(name, address, number);**

**setSalary(salary);**

**}**

**public void mailCheck(){**

**System.out.println("Within mailCheck of Salary class ");**

**System.out.println("Mailing check to " + getName() + " with salary " + salary);**

**}**

**public double getSalary(){**

**return salary;**

**}**

**public void setSalary(double newSalary){**

**if(newSalary >= 0.0){**

**salary = newSalary;**

**}**

**}**

**public double computePay(){**

**System.out.println("Computing salary pay for " + getName());**

**return salary/52;**

**}**

**}**

Here, we cannot instantiate a new Employee, but if we instantiate a new Salary object, the Salary object will inherit the three fields and seven methods from Employee.

**/\* File name : AbstractDemo.java \*/**

**public class AbstractDemo{**

**public static void main(String [] args){**

**Salary s = new Salary("Ram", "TN, Chennai", 3, 25000.00);**

**Employee e = new Salary("Mukunth", "TN, Chennai", 2, 25000.00);**

**System.out.println("Call mailCheck using Salary reference --");**

**s.mailCheck();**

**System.out.println("\n Call mailCheck using Employee reference--");**

**e.mailCheck();**

**}**

**}**

**Output:**

**Constructing an Employee**

**Constructing an Employee**

**Call mailCheck using Salary reference --**

**Within mailCheck of Salary class**

**Mailing check to Ram with salary 25000.00**

**Call mailCheck using Employee reference--**

**Within mailCheck of Salary class**

**Mailing check to Mukunth with salary 26000.00**

**Abstract Class Vs Normal Class**

* In a normal class, methods need to have definitions. If your class is to be a parent of other classes, For example: If you have a “**GraphicObject**” as parent, and “**Rectangle**” and “**Circle**” as children. It does not make sense, to have “**Draw**” predefined in “**GraphicObject**”.
* When a class is declared abstract, it needs not to have definitions for its methods. Therefore, it is ideal, for serving as pure parent of classes.

##### Abstract Class and Interface

**Difference between Abstract Class and Interface**

|  |  |
| --- | --- |
| Abstract Class | Interface |
| Abstract class cannot be instantiated, but can be invoked if a main() exists. | Interface is absolutely abstract and cannot be instantiated |
| It require child class to have the methods set | It require child class to have the methods set |
| We can extend only one class, whether or not it is abstract | We can implement any number of interfaces. |
| It can extend another Java class and implement multiple Java interfaces. | It can extend another Java interface only |
| It may contain non-final variables. | Variables declared in an interface is by default final |
| It can have the usual flavors of class members like private, protected, etc.. | Members of a Java interface are public by default |
| In Abstract class have to declare fields not as static and final, and define public, protected, and private concrete methods. | In interfaces, all fields are automatically public, static, and final, and all methods that you declare or define (as default methods) are public. |

**Scope of Interface and Abstract Class in Real Time**

An interface is a group of related methods with empty bodies.  
Abstract class is may contain some implemented methods and some un-implemented methods.  
If you are dealing a project in your project 50 members are there, for all these members you want to give same methods but you want **different behavior** form every one at that time you have to use.

**Example**:

**abstract class maths{  
 public void sum(int a,int b){**

**}  
}**

Then everyone can perform different actions like   
🡪a+b  
🡪(a+5)+b;  
🡪(a\*10)+b

**When an abstract class implements an Interface?**

Yes , It is possible, however, to define a class that does not implement all of the interface's methods, provided that the class is declared to be abstract.

**Syntax : Abstract class Implements an Interface**

**abstract class X implements Y {**

**// implements all but one method of Y**

**}**

**class XX extends X {**

**// implements the remaining method in Y**

**}**

In this case, class X must be abstract because it does not fully implement Y, but class XX does, in fact, implement Y.

**Example : Implementing Interface in Abstract Class**

**interface A{**

**void a();**

**void b();**

**void c();**

**void d();**

**}**

**abstract class B implements A{**

**public void c(){System.out.println("I am C");}**

**}**

**class M extends B{**

**public void a(){System.out.println("I am a");}**

**public void b(){System.out.println("I am b");}**

**public void d(){System.out.println("I am d");}**

**}**

**class Test{**

**public static void main(String args[]){**

**A a=new M();**

**a.a();**

**a.b();**

**a.c();**

**a.d();**

**}**

**}**

**Output:** I am a

I am b

I am c

I am d

**Note :**

* An abstract class may have static fields and static methods.
* Methods in an interface that are not declared as default or static are *implicitly* abstract, so the abstract modifier is not used with interface methods.

#### Abstract Methods

An ‘**abstract’** method consists of a method signature, but no method body.

If you want a class to contain a particular method but you want the actual implementation of that method to be determined by child classes, you can declare the method in the parent class as abstract.

**Syntax : Abstract Method**

**abstract int get\_person\_id (String name);**

When a method is declared abstract, the method cannot have a definition. This is the only effect the abstract keyword has on method.

**Example 1 : Abstract Method**

**public abstract class Employee{**

**private String name;**

**private String address;**

**private int number;**

**public abstract double computePay();**

**//Remainder of class definition**

**}**

Declaring a method as abstract has two results:

* The class declared as abstract. May contain abstract methods as well. But the abstract method must be declared in abstract class only.
* Any child class must either override the abstract method or declare itself abstract.

If Salary is extending Employee class, then it is required to implement **computePay**() method

**public class Salary extends Employee{**

**private double salary; // Annual salary**

**public double computePay(){**

**System.out.println("Computing salary pay for " + getName());**

**return salary/52;**

**}**

**//Remainder of class definition**

**}**

**Points to Remember:**

* The class which is extending abstract class must override (or implement) all the abstract methods.
* Final method cannot be abstract and vice versa.
* Abstract class can also have regular(or concrete) methods along with [abstract methods](http://beginnersbook.com/2013/05/java-abstract-class-method/).
* Abstract methods must be implemented in the child class (if the class is not abstract) otherwise program will throw compilation error.

**Example 2 : Abstract Class With Abstract Method**

**abstract class Sum{**

**//abstract methods**

**public abstract int SumOfTwo(int n1, int n2);**

**public abstract int SumOfThree(int n1, int n2, int n3);**

**//Regular method**

**public void disp(){**

**System.out.println("Method of class Sum");**

**}**

**}**

**class AbstractDemo extends Sum{**

**public int SumOfTwo(int num1, int num2){**

**return num1+num2;**

**}**

**public int SumOfThree(int num1, int num2, int num3){**

**return num1+num2+num3;**

**}**

**public static void main(String args[]){**

**AbstractDemo obj = new AbstractDemo();**

**System.out.println(obj.SumOfTwo(3, 7));**

**System.out.println(obj.SumOfThree(5, 10,15));**

**obj.disp();**

**}**

**}**

**Output :** 10

30

Method of class Sum

**Example 3 : Abstract Method** **in Interface**

**interface Multiply{**

**public abstract int multiplyTwo(int n1, int n2);**

**/\* We need not to mention public and abstract as all the methods in**

**interface are public and abstract by default \*/**

**int multiplyThree(int n1, int n2, int n3);**

**//Regular (or concrete) methods are not allowed in an interface.**

**}**

**class AbstractDemo2 implements Multiply{**

**public int multiplyTwo(int num1, int num2){**

**return num1\*num2;**

**}**

**public int multiplyThree(int num1, int num2, int num3){**

**return num1\*num2\*num3;**

**}**

**public static void main(String args[]){**

**AbstractDemo2 obj = new AbstractDemo2();**

**System.out.println(obj.multiplyTwo(3, 7));**

**System.out.println(obj.multiplyThree(1, 9, 0));**

**}**

**}**

**Output :** 21

0

#### Case Study with Abstract Keyword

**Example : Template to Experiment with Abstract Keyword**

**// Abstract Class**

**abstract class H {**

**int x;//a normal variable**

**/\* abstract \*/ int y; // variables cannot be abstract**

**/\* abstract \*/ H () {x=1;} // constructor cannot be abstract**

**void triple (int n) {x=x\*3;}; // a normal method**

**// a static method in abstract class is ok**

**static int triple2 (int n){return n\*3;};**

**abstract void triple3 (); // abstract method. Note: no definition.**

**// abstract static cannot be combined**

**// static abstract void triple3 (int n);**

**int returnMe () {return x;}**

**}**

**/\* H1 extends (inherits) H. When a class extends a abstract class, it is said to “implement” the abstract class.\*/**

**class H1 extends H {**

**// must be defined, else compiler makes a complaint.**

**void triple3 () {x=x\*3+1;}**

**//Also, all return type and parameter must agree with the parent class.**

**}**

**public class Abbst {**

**public static void main(String[] args) {**

**// H xx = new H(); // abstract class cannot be instantiated**

**H1 myO = new H1();**

**myO.triple3();**

**System.out.println(myO.returnMe());**

**}**

**}**

### Native Keyword

Native keyword is used to declare a method which is implemented in platform-dependent code such as C or C++. The ability to write just one set of code in Java and have it run on every system with a Java run-time is one of Java's primary strengths.

When a method is marked as native, it cannot have a body and must ends with a semicolon instead. The [Java Native Interface (JNI)](http://docs.oracle.com/javase/7/docs/technotes/guides/jni/)specification governs rules and guidelines for implementing native methods, such as data type conversion between Java and the native application.

But this platform independence has one key drawback, if in case of vast amount of existing code the trick so-called native method interface.

Writing native methods involves importing C code into your Java application. In this tip I'll walk you through the basic recipe for creating native methods and using them in a Java application.

**Seven steps to native method nirvana The steps to creating native methods are as follows:**

* Write Java code
* Compile Java code
* Create C header (.h file)
* Create C stubs file
* Write C code
* Create shared code library (or DLL)
* Run application

**Write Java code**

To use native methods in your Java code, you must do two things.

* First, Native method declaration for each native method that you want to use. Similar to declaration of a normal Java method interface, but you must specify the native keyword.

**public native void printText ();**

* Second, explicitly load the native code library. We do this by loading the library in static block.

**static{**

**System.loadLibrary ("happy");**

**}**

To put these pieces together , create a file called **Happy.java** with the following contents.

**class Happy{**

**public native void printText ();**

**static{**

**System.loadLibrary ("happy");/\* Note lowercase of classname!\*/**

**}**

**public static void main (String[] args){**

**Happy happy = new Happy ();**

**happy.printText ();**

**}**

**}**

**Compile Java code**

Compile the Happy.java file

**% javac Happy.java**

**Create a C header file**

The javah functionality of the Java compiler will generate the necessary declarations and such from our Happy class. This will create a Happy.h file for us to include in our C code:

**% javah** Happy

**Create a C stubs file**

To ease the pain of having to write a lot of tedious code so that our C code can be invoked from the Java run-time system, the Java compiler can generate the necessary trampoline code automatically for us

**% javah -stubs** Happy

**Write C code**

Now, let's write the actual code to print out our greeting. By convention we put this code in a file named after our Java class with the string "Imp" appended to it. This results in HappyImp.c. Place the following into HappyImp.c:

**#include &ltStubPreamble.h> /\* Standard native method stuff. \*/**

**#include "Happy.h" /\* Generated earlier. \*/**

**#include &ltstdio.h> /\* Standard C IO stuff. \*/**

voidHappy\_printText **(**structHHappy **\***this**){**

**puts ("Happy New Year!!!");**

**}**

**Create a shared library (or DLL)**

This section is the most system-dependent. It seems like every platform and each compiler/linker combination has a different method of creating and using shared libraries. For you Linux folks, here's how to create a shared library using GCC. First, compile the C source files that we have already created. You have to tell the compiler where to find the Java native method support files, but the main trick here is that you have to explicitly tell the compiler to produce **P***osition* **I***ndependent* **C***ode*:

**% gcc -I/usr/local/java/include -I/usr/local/java/include/genunix -fPIC -c Happy.c HappyImp.c**

Now, create a shared library out of the resulting object (.o) files with the following magical incantation:

**% gcc -shared -Wl,-soname,libhappy.so.1 -o libhappy.so.1.0 Happy.o HappyImp.o**

Copy the shared library file to the standard short name:

**% cp libhappy.so.1.0 libhappy.so**

Finally, you may need to tell your dynamic linker where to find this new shared library file. Using the *bash* shell:

**% export LD\_LIBRARY\_PATH=`pwd`:$LD\_LIBRARY\_PATH**

**Execute the application**

Run the Java application as usual:

**% java Happy**

**Note:**

* Native is a modifier which is mainly use to implements the code written in c/c++.
* It is only applied to method , not to classes and variable, just only for method.
* It just end with ( ; ) semicolon just like abstract method.

#### Case Study to Integrate Native Code with Java

The Example used throughout this lesson implements the "**Hello World**!" program. The "Hello World!" program has two Java classes: the first implements the main() method for the overall program, and the second, called **HelloWorld**, has one method, a native method, that displays "Hello World!". The implementation for the native method is provided in the C programming language.

**Step 1: Write the Java Code**

Create a Java class, named **HelloWorld**, that declares a native method. Also, write the main program that creates a **HelloWorld** object and calls the native method.

[**Step 2: Compile the Java Code**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step2.html)

Use javac to compile the Java code that you wrote in **Step 1**.

[**Step 3: Create the .h File**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step3.html)

Use javah to create a .h file.

[**Step 4: Create a Stubs File**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step4.html)

Now, use javah to create a stubs file.

[**Step 5: Write the C Function**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step5.html)

Write the implementation for the native method in a C source file. The implementation will be a regular C function that's integrated with your Java class.

[**Step 6: Create a Dynamically Loadable Library**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step6.html)

Use the C compiler to compile the .h file, the stubs file, and the .c file that you created in Steps 3, 4, and 5 into a dynamically loadable library.

[**Step 7: Run the Program**](http://www.geom.uiuc.edu/~daeron/docs/javaguide/native/stepbystep/step7.html)

And finally, use java, the Java interpreter, to run the program.

**Quick Design Note About Native :**

Before rushing off to write native methods for all of that legacy code, I would caution all of us to look carefully at the existing systems and see if there are better ways to connect them to Java. For instance, there are Java Database Connectivity (JDBC) and even higher-level solutions for accessing databases from Java. So, look at all of the tricks in your bag and use what makes sense for the project at hand.

### Difference between Synchronized and Volatile

Difference between volatile and synchronized is another popular core Java question asked in

Interviews, Remember volatile is not a replacement of synchronized keyword but can be used as an alternative in certain cases. Here are few differences between volatile and synchronized keyword in Java.

|  |  |
| --- | --- |
| Volatile | Synchronized |
| Volatile keyword in java is a field modifier | Synchronized modifies code blocks and methods |
| Threads cannot be blocked for waiting any monitor. | Threads can be blocked for waiting any monitor. |
| A primitive variable may be declared volatile | We can't synchronize on a primitive with synchronized |
| Access to a volatile variable never holds a lock, it is not suitable for Read/Write/Update as an atomic operation | Synchronized block will hold to lock, it is suitable for Read/Write/Update as an atomic operation |
| Volatile won’t impact performance like Synchronized Method. | Synchronized method affects performance more than volatile keyword. |
| Volatile in Java only synchronizes the value of one variable between Thread memory and main memory | It synchronizes the value of all variable between thread memory and main memory and locks and releases a monitor to boot. Due to this reason synchronized keyword in Java is likely to have more overhead than volatile. |
| Volatile can be Null | Synchronized cannot be Null, Attempting to synchronize on a null object will throw a NullPointerException |

### Difference between Transient and Volatile

|  |  |
| --- | --- |
| Transient | Volatile |
| Transient keyword is used along with instance variables to exclude them from serialization process. If a field is transient its value will not be persisted. | Volatile keyword can also be used in variables to indicate compiler and JVM that always read its value from main memory and follow happens-before relationship on visibility of volatile variable among multiple thread. |
| Transient keyword cannot be used along with static keyword. | Volatile can be used along with static. |
| Transient variables are initialized with default value during de-serialization | Volatile cannot be initialized with default value |

# Java Object Oriented Core Concepts

Object Oriented Programming is a paradigm that provides many concepts such as **inheritance**, **Overriding**, **polymorphism** etc.

* **Simula** is considered as the first object-oriented programming language. The programming paradigm where everything is represented as an object is known as truly object-oriented programming language.
* **Smalltalk** is considered as the first truly object-oriented programming language.

**Object-Oriented Programming** is a methodology or paradigm to design a program using classes and objects. It simplifies the software development and maintenance by providing some concepts:

* Encapsulation
* Inheritance
* Polymorphism
* Abstraction
* Interfaces
* Package

## Encapsulation

It is technique of making the fields in a class as a private and providing access to the fields via access methods.

* It is template may have member variable and member function.
* Wrapping up of data and coding together.
* Encapsulating member variable and member function.
* It implements data hiding (i.e. hiding member variable and member functions to some other classes).
* Encapsulation can be described as a protective barrier that prevents the code and data being randomly accessed by other code defined outside the class.
* We can create a fully encapsulated class by making all the data members of the class private. Now we can use setter and getter methods to set and get the data in it.
* **Java Bean** is the example of fully encapsulated class.

A live example of encapsulation is the class of java.util.Hashtable. User only knows that he can store data in the form of key/value pair in a Hashtable and that he can retrieve that data in the various ways. But the actual implementation like, how and where this data is actually stored, is hidden from the user. User can simply use Hashtable wherever he wants to store Key/Value pairs without bothering about its implementation.

**Example that depicts encapsulation**

**public class EncapTest{**

**private String name;**

**private String idNum;**

**private int age;**

**public int getAge(){**

**return age;**

**}**

**public String getName(){**

**return name;**

**}**

**public String getIdNum(){**

**return idNum;**

**}**

**public void setAge( int newAge){**

**age = newAge;**

**}**

**public void setName(String newName){**

**name = newName;**

**}**

**public void setIdNum( String newId){**

**idNum = newId;**

**}**

**}**

The public methods are the access points to this class' fields from the outside java world. Normally, these methods are referred as getters and setters. Therefore any class that wants to access the variables should access them through these getters and setters.

The variables of the EncapTest class can be access as below

**public class RunEncap{**

**public static void main(String args[]){**

**EncapTest encap = new EncapTest();**

**encap.setName("Ram");**

**encap.setAge(25);**

**encap.setIdNum("1");**

**System.out.print("Name :"+encap.getName()+"Age :"+ encap.getAge());**

**}**

**}**

**Output**:

Name: Ram Age: 25

**Benefits of Encapsulation:**

* The fields of a class can be made read-only or write-only.
* A class can have total control over what is stored in its fields.
* The users of a class do not know how the class stores its data. A class can change the data type of a field and users of the class do not need to change any of their code.
* The main benefit of encapsulation is the ability to modify our implemented code without breaking the code of others who use our code. With this feature Encapsulation gives maintainability, flexibility and extensibility to our code.

## Inheritance

**Inheritance** can be defined as the process of one class acquires the properties of another class.

It is a mechanism in which one object acquires all the properties and behaviors of parent object.

**Syntax of Inheritance**

**class Subclass-name extends Superclass-name{**

**//methods and fields**

**}**

* The most commonly used keyword would be **extends** and **implements**. These words would determine whether one object **IS-A** type of another. By using these keywords we can make one object acquire the properties of another object.
* The keyword **extends** indicates that you are making a new class that derives from an existing class.
* In the terminology of Java, a class that is inherited is called a **superclass**. The new class is called a **subclass**.

**Benefits of Inheritance:**

* Derive qualities and properties from base class.
* It implements code reusability.
* Reduce repeated module in the code.

### IS-A Relationship

**IS-A** is a way of saying. This object is a type of that object. Let us see how **extends** keyword is used to achieve inheritance.

**Example:**

**public class Animal{**

**}**

**public class Mammal extends Animal{**

**}**

**public class Reptile extends Animal{**

**}**

**public class Dog extends Mammal{**

**}**

Now, based on the above example, In Object Oriented terms, the following are true:

* Animal is the superclass of Mammal class.
* Animal is the superclass of Reptile class.
* Mammal and Reptile are subclasses of Animal class.
* Dog is the subclass of both Mammal and Animal classes.

Now, if we consider the IS-A relationship, we can say:

* Mammal IS-A Animal
* Reptile IS-A Animal
* Dog IS-A Mammal
* Hence : Dog IS-A Animal as well

With use of **extends** keyword the subclasses will be able to inherit all the properties of the superclass except for the private properties of the superclass

**public class Dog extends Mammal{**

**public static void main(String args[]){**

**Animal a = new Animal();**

**Mammal m = new Mammal();**

**Dog d = new Dog();**

**System.out.println(a instanceof Animal);**

**System.out.println(m instanceof Mammal);**

**System.out.println(d instanceof Animal);**

**}**

**}**

**Output**:

**true**

**true**

**true**

Since we have a good understanding of **extends** keyword let us look into how the **implements** keyword is used to get the IS-A relationship. The **implements** keyword is used by classes by inherit from interfaces. Interfaces can never be extended by the classes.

**public interface Animal { }**

**public class Mammal implements Animal{**

**}**

**public class Dog extends Mammal{**

**}**

**class Dog extends Mammal{**

**}**

### HAS-A Relationship - Aggregation

A class has an entity reference, it is known as Aggregation. Aggregation represents HAS-A relationship.

**Scenario 1:** Consider a situation; Employee object contains much information such as id, name, email-Id etc. It contains one more object named address, which contains its own information such as city, state, country, zip-code etc. as given below.

class Employee{

int id;

String name;

Address address;//Address is a class

...

}

In such case, Employee has an entity reference address, so relationship is Employee HAS-A address.

These relationships are mainly based on the usage. This determines whether a certain class **HAS-A** certain thing. This relationship helps to reduce duplication of code as well as bugs.

**Scenario 2:** Consider another situation ,the class Van HAS-A Speed. By having a separate class for Speed, we do not have to put the entire code that belongs to speed inside the Van class., which makes it possible to reuse the Speed class in multiple applications.

**public class Vehicle{}**

**public class Speed{}**

**public class Van extends Vehicle{**

**private Speed sp;**

**}**

In Object-Oriented feature, the users do not need to bother about which object is doing the real work. To achieve this, the Van class hides the implementation details from the users of the Van class. So basically what happens is the users would ask the Van class to do a certain action and the Van class will either do the work by itself or ask another class to perform the action.

**Note:** A very important fact to remember is that Java supports only single inheritance. This means that a class cannot extend more than one class.

**public class extends Animal, Mammal {}**

However, a class can implement one or more interfaces. This has made Java get rid of the impossibility of multiple inheritance.

**Simple Example of Aggregation**
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**Example 1: Aggregation- Has-A Relationship**

class Operation{

int square(int n){

return n\*n;

}

}

class Circle{

Operation op;//aggregation

double pi=3.14;

double area(int radius){

op=new Operation();

int rsquare=op.square(radius);//code reusability

return pi\*rsquare;

}

public static void main(String args[]){

Circle c=new Circle();

double result=c.area(5);

System.out.println(result);

}

}

**Output:** 78.5

**Why use Aggregation?**

* For Code Reusability.

**When use Aggregation?**

* Code reuse is also best achieved by aggregation when there is no is-a relationship.
* Inheritance should be used only if the relationship is-a is maintained throughout the lifetime of the objects involved; otherwise, aggregation is the best choice.

**Example 2: Aggregation- Has-A Relationship**

**public class Address {**

**String city,state,country;**

**public Address(String city, String state, String country) {**

**this.city = city;**

**this.state = state;**

**this.country = country;**

**}**

**}**

**public class Emp {**

**int id;**

**String name;**

**Address address;**

**public Emp(int id, String name,Address address) {**

**this.id = id;**

**this.name = name;**

**this.address=address;**

**}**

**void display(){**

**System.out.println(id+" "+name);**

**System.out.println(address.city+" "+address.state+" "+address.country);**

**}**

**public static void main(String[] args) {**

**Address address1=new Address("Che","TN","india");**

**Address address2=new Address("Chit","AP","india");**

**Emp e=new Emp(111,"Ram",address1);**

**Emp e2=new Emp(112,"Itachi",address2);**

**e.display();**

**e2.display();**

**}**

**}**

**Output:**

111 Ram

**Che** TN india

112 Itachi

**Chit** AP india

### Types of Inheritance

On the basis of class, there can be three types of inheritance supported by Java

* Single Inheritance
* Multilevel Inheritance
* Hierarchical Inheritance
* Multiple and Hybrid is supported through interface only.

![types of inheritance in java](data:image/png;base64,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)

**Note:** Multiple inheritance is not supported in java in case of class.
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**Why multiple inheritance is not supported in java?**

To reduce the complexity and simplify the language, multiple inheritance is not supported in java

**class A{**

**void msg(){System.out.println("Hello");}**

**}**

**class B{**

**void msg(){System.out.println("Welcome");}**

**}**

**class C extends A,B{//suppose if it were**

**Public Static void main(String args[]){**

**C obj=new C();**

**obj.msg();//Now which msg() method would be invoked?**

**}**

**}**

#### Single Inheritance

**Single inheritance** is damn easy to understand. When a class extends another one class only then we call it a single inheritance. The below flow diagram shows that class B extends only one class which is A. Here A is a **parent class** of B and B would be a **child class** of A.
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**Single Inheritance example program in Java**

**class A{**

**public void methodA(){**

**System.out.println("Base class method");**

**}**

**}**

**class B extends A{**

**public void methodB(){**

**System.out.println("Child class method");**

**}**

**public static void main(String args[]){**

**B obj = new B();**

**obj.methodA(); //calling super class method**

**obj.methodB(); //calling local method**

**}**

**}**

**Output:**

**Base class method**

**Child class method**

As displayed in the above figure, Programmer is the subclass and Employee is the superclass. Relationship between two classes is **Programmer IS-A Employee**. It means that Programmer is a type of Employee.
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**Example for Single Inheritance about Employee**

**class Employee{**

**float salary=40000;**

**}**

**class Programmer extends Employee{**

**int bonus=10000;**

**public static void main(String args[]){**

**Programmer p=new Programmer();**

**System.out.println("Programmer salary is:"+p.salary);**

**System.out.println("Bonus of Programmer is:"+p.bonus);**

**}**

**}**

**Output**:

**Programmer salary is: 40000.0**

**Bonus of programmer is: 10000**

**Example for Single Inheritance** **about vehicle**

**// A class to display the attributes of the vehicle**

**class Vehicle {**

**String color;**

**int speed;**

**void attributes() {**

**System.out.println("Color : " + color);**

**System.out.println("Speed : " + speed);**

**}**

**}**

**// A subclass which extends for vehicle**

**class Car extends Vehicle {**

**int CC;**

**int gears;**

**void attributesCar() {**

**// The subclass refers to the members of the superclass**

**System.out.println("Color of Car : " + color);**

**System.out.println("Speed of Car : " + speed);**

**System.out.println("CC of Car : " + CC);**

**System.out.println("No of gears of Car : " + gears);**

**}**

**}**

**public class Test {**

**public static void main(String args[]) {**

**Car b1 = new Car();**

**b1.color = "Blue";**

**b1.speed = 200 ;**

**b1.CC = 1000;**

**b1.gears = 5;**

**b1.attributescar();**

**}**

**}**

**Output:**

**Color of Car: Blue**

**Speed of Car: 200**

**CC of Car: 1000**

**No of gears of Car: 5**

**Note:** The derived class inherits all the members and methods that are declared as public or protected. If declared as private it cannot be inherited by the derived classes. The private members can be accessed only in its own class.

**Note:** The private members can be accessed through assessor methods as shown in the example below. The derived class cannot inherit a member of the base class if the derived class declares another member with the same name.

**// A class to display the attributes of the vehicle**

**class Vehicle {**

**String color;**

**private int speed;**

**public int getSpeed() {**

**return speed;**

**}**

**public void setSpeed(int i) {**

**speed = i;**

**}**

**}**

**// A subclass which extends for vehicle**

**class Car extends Vehicle {**

**int CC;**

**int gears;**

**int color;**

**void attributescar() {**

**//Error due to access violation**

**//System.out.println("Speed of Car : " + speed);**

**}**

**}**

**public class Test {**

**public static void main(String args[]) {**

**Car b1 = new Car();**

**// the subclass can inherit 'color' member of the superclass**

**b1.color = “Red”;**

**b1.setSpeed(200) ;**

**b1.CC = 1000;**

**b1.gears = 5;**

**// The subclass refers to the members of the superclass**

**System.out.println("Color of Car : " + b1.color);**

**System.out.println("Speed of Car : " + b1.getSpeed());**

**System.out.println("CC of Car : " + b1.CC);**

**System.out.println("No of gears of Car : " + b1.gears);**

**}**

**}**

**Output:**

**Color of Car: Red**

**Speed of Car: 200**

**CC of Car: 1000**

**No of gears of Car: 5**

#### Multilevel Inheritance

**Multilevel inheritance** refers to a mechanism in OO technology where one can inherit from a derived class, thereby making this derived class the base class for the new **class**. As you can see in below flow diagram C is subclass or child class of B and B is a child class of A
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**Multilevel Inheritance example program in Java**

**class X**

**{**

**public void methodX()**

**{**

**System.out.println("Class X method");**

**}**

**}**

**class Y extends X**

**{**

**public void methodY()**

**{**

**System.out.println("Class Y method");**

**}**

**}**

**class Z extends Y**

**{**

**public void methodZ()**

**{**

**System.out.println("Class Z method");**

**}**

**public static void main(String args[])**

**{**

**Z obj = new Z();**

**obj.methodX(); //calling Grand parent class method**

**obj.methodY(); //calling parent class method**

**obj.methodZ(); //calling local method**

**}**

**}**

**Output:**

**Class X method**

**Class Y method**

**Class Z method**

**Multilevel Inheritance Example Program**

class Car{

public Car()

{

System.out.println("Class Car");

}

public void vehicleType()

{

System.out.println("Vehicle Type: Car");

}

}

class Maruti extends Car{

public Maruti()

{

System.out.println("Class Maruti");

}

public void brand()

{

System.out.println("Brand: Maruti");

}

public void speed()

{

System.out.println("Max:90Kmph");

}

}

public class Maruti800 extends Maruti{

public Maruti800()

{

System.out.println("Maruti Model: 800");

}

public void speed()

{

System.out.println("Max:80Kmph");

}

public static void main(String args[]{

Maruti800 obj=new Maruti800();

obj.vehicleType();

obj.brand();

obj.speed();

}

}

**Output:**

Class Car

Class Maruti

Maruti Model: 800

Vehicle Type: Car

Brand: Maruti

Max: 80Kmph

In the above example the Sub Class object “**obj**” which invoking **vehicleType()** method from **Car** class and **brand()** method from **Maruti** class and **speed()** method from **Maruti800** class, However the **default constructor** of all the classes will be invoked before processing inherited methods which is inside the class as per the hierarchy.

#### Hierarchical Inheritance

**Hierarchical Inheritance**refers to one class is inherited by many **sub classes**. In below example class B, C and D **inherits** the same class A. A is **parent class (or base class)** of B, C & D
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A class has more than one child classes (sub classes) or in other words more than one child classes have the same parent class then such kind of inheritance is known as hierarchical inheritance.

**Hierarchical Inheritance example program in Java**

**class A{**

**public void methodA(){**

**System.out.println("method of Class A");**

**}**

**}**

**class B extends A{**

**public void methodB(){**

**System.out.println("method of Class B");**

**}**

**}**

**class C extends A{**

**public void methodC(){**

**System.out.println("method of Class C");**

**}**

**}**

**class D extends A{**

**public void methodD(){**

**System.out.println("method of Class D");**

**}**

**}**

**class MyClass{**

**public static void main(String args[]){**

**B obj1 = new B();**

**C obj2 = new C();**

**D obj3 = new D();**

**obj1.methodA();**

**obj2.methodA();**

**obj3.methodA();**

**}**

**}**

**Output:**

**method of Class A  
method of Class A  
method of Class A**

#### Multiple Inheritance

**Multiple Inheritance** refers to the concept of one class extending (Or inherits) more than one base class. The inheritance we learnt earlier had the concept of one base class or parent. The problem with M**ultiple Inheritance** is that the derived class will have to manage the dependency on two base classes.
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**Note 1**: Multiple Inheritance is very rarely used in software projects. Using Multiple inheritance often leads to problems in the hierarchy. This results in unwanted complexity when further extending the class.

**Note 2**: Most of the new OO languages **like Small Talk, Java, C#** do not support **Multiple inheritance**. Multiple Inheritance is supported in C++.

**Why Java doesn’t support multiple inheritance?**

C++ , Common lisp and few other languages supports multiple inheritance while java doesn’t support. It is just to **remove ambiguity**, because **Multiple Inheritance** can cause ambiguity in few scenarios. One of the most common scenario is **Diamond problem.**

**What is diamond problem?**  
 Consider the below diagram which shows multiple inheritance as Class D extends both Class B & C. Now let’s assume we have a method in class A and class B & C overrides that method in their own way. **Wait!! here the problem comes**- Because D is extending both B & C so if D wants to use the same method which method would be called (the overridden method of B or the overridden method of C) ambiguity. That’s the main reason why Java doesn’t support multiple inheritance.
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**To achieve multiple inheritance in Java using interfaces**

**interface X**

**{**

**public void myMethod();**

**}**

**interface Y**

**{**

**public void myMethod();**

**}**

**class Demo implements X, Y**

**{**

**public void myMethod()**

**{**

**System.out.println("Multiple inheritance example using interfaces");**

**}**

**}**

As you can see that the class implemented two interfaces. A class can implement any number of interfaces. In this case there is no ambiguity even though both the interfaces are having same method. Why? Because methods in an interface are always [abstract](http://beginnersbook.com/2013/05/java-abstract-class-method/) by default, which doesn’t let them to give their implementation (or method definition) in interface itself.

#### Hybrid Inheritance

**Hybrid inheritance** is a combination of **Single** and **Multiple** inheritance. A typical flow diagram would look like below. A hybrid inheritance can be achieved in the java in a same way as multiple inheritance. By using **interfaces** you can have multiple as well as **hybrid inheritance** in Java.
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In the above diagram that it’s a combine form of single and multiple inheritance. Since java doesn’t support multiple inheritance, the hybrid inheritance is also not possible.

**Case 1:**  **Using classes:** If in above figure B and C are classes then this inheritance is not allowed as a single class cannot extend more than one class (Class D is extending both B and C).

**Case 2:** **Using Interfaces:** If B and C are interfaces then the above hybrid inheritance is allowed as a single class can implement any number of interfaces in java.

**Let’s understand the above concept with the help of examples**

**Example program 1: Using classes to form hybrid**

**Output:**

Error!!

The explanation of above error – Multiple inheritance is not allowed in java so class D cannot extend two classes (B and C).

**But do you know why it’s not allowed?**

**public class A**

**{**

**public void methodA()**

**{**

**System.out.println("Class A methodA");**

**}**

**}**

**public class B extends A**

**{**

**public void methodA()**

**{**

**System.out.println("Child class B is overriding inherited method A");**

**}**

**public void methodB()**

**{**

**System.out.println("Class B methodB");**

**}**

**}**

**public class C extends A**

**{**

**public void methodA()**

**{**

**System.out.println("Child class C is overriding the methodA");**

**}**

**public void methodC()**

**{**

**System.out.println("Class C methodC");**

**}**

**}**

**public class D extends B, C**

**{**

**public void methodD()**

**{**

**System.out.println("Class D methodD");**

**}**

**public static void main(String args[]){**

**D obj1= new D();**

**obj1.methodD();**

**obj1.methodA();**

**}**

**}**

Let’s look at the above code once again, In the above program class B and C both are extending class A and they both have overridden the **methodA(),** which they can do as they have extended the class A. But since both have different version of **methodA(),** **compiler is confused** which one to call when there has been a call made to **methodA()** in child class D (child of both B and C, it’s object is allowed to call their methods), this is an ambiguous situation and to avoid it, such kind of scenarios are not allowed in java.

**Hybrid inheritance implementation using interfaces**

**interface A**

**{**

**public void methodA();**

**}**

**interface B extends A**

**{**

**public void methodB();**

**}**

**interface C extends A**

**{**

**public void methodC();**

**}**

**class D implements B, C**

**{**

**public void methodA(){**

**System.out.println("MethodA");**

**}**

**public void methodB(){**

**System.out.println("MethodB");**

**}**

**public void methodC(){**

**System.out.println("MethodC");**

**}**

**public static void main(String args[]){**

**D obj1= new D();**

**obj1.methodA();**

**obj1.methodB();**

**obj1.methodC();**

**}**

**}**

**Output:**

MethodA

MethodB

MethodC

**Note:** Even though class D didn’t implement interface “A” still we have to define the **methodA()** in it. It is because interface B and C extends the interface A.

### InstanceOf Keyword

The **instanceof operator** is used to test whether the object is an instance of the specified type (class or subclass or interface).

* The **instanceof operator** is also known as type comparison operator because it compares the instance with type. It returns either true or false.
* If we apply the **instanceof operator** with any variable that have null value, it returns false.

**Example 1: instanceof operator**

**class Simple{**

**public static void main(String args[]){**

**Simple s=new Simple();**

**System.out.println(s instanceof Simple);//true**

**}**

**}**

**Output**: true

**Example 2: instanceof operator**

The **instanceof** operator to check determines whether Mammal is actually an Animal, and dog is actually an Animal.

**interface Animal{}**

**class Mammal implements Animal{}**

**public class Dog extends Mammal{**

**public static void main(String args[]){**

**Mammal m = new Mammal();**

**Dog d = new Dog();**

**System.out.println(m instanceof Animal);**

**System.out.println(d instanceof Mammal);**

**System.out.println(d instanceof Animal);**

**}**

**}**

**Output**: **true**

**true**

**true**

**Example 3: instanceof operator with a variable that have null value**

**class Dog{**

**public static void main(String args[]){**

**Dog d=null;**

**System.out.println(d instanceof Dog);//false**

**}**

**}**

**Output**: false

#### Downcasting with instanceof operator

When Subclass type refers to the object of Parent class, it is known as downcasting. If we perform it directly, compiler gives Compilation error. If you perform it by typecasting, ClassCastException is thrown at runtime. But if we use instanceof operator, downcasting is possible.

**Dog d=new Animal();//Compilation error**

If we perform downcasting by typecasting, ClassCastException is thrown at runtime.

**Dog d=(Dog)new Animal();**

**//Compiles successfully but ClassCastException is thrown at runtime**

**Example 1: Downcasting with instanceof operator**

**class Animal {}**

**class Dog extends Animal {**

**static void method(Animal a){**

**if(a instanceof Dog){**

**Dog d=(Dog)a;//downcasting**

**System.out.println("ok downcasting performed");**

**}**

**}**

**public static void main (String [] args) {**

**Animal a=new Dog();**

**Dog.method(a);**

**}**

**}**

**Output:** ok downcasting performed

**Example 2: Downcasting without use of instanceof operator**

**class Animal { }**

**class Dog extends Animal {**

**static void method(Animal a) {**

**Dog d=(Dog)a;//downcasting**

**System.out.println("ok downcasting performed");**

**}**

**public static void main (String [] args) {**

**Animal a=new Dog();**

**Dog.method(a);**

**}**

**}**

**Output:** ok downcasting performed

Let's take closer look at this, actual object that is referred by a, is an object of Dog class. So if we downcast it, it is fine. But what will happen if we write:

**Animal a=new Animal();**

**Dog.method(a);**

**//Now ClassCastException but not in case of instanceof operator**

#### Real Use of instanceof operator

**interface Printable{}**

**class A implements Printable**

**{**

**public void a(){System.out.println("a method");}**

**}**

**class B implements Printable**

**{**

**public void b(){System.out.println("b method");}**

**}**

**class Call**

**{**

**void invoke(Printable p){//upcasting**

**if(p instanceof A)**

**{**

**A a=(A)p;//Downcasting**

**a.a();**

**}**

**if(p instanceof B)**

**{**

**B b=(B)p;//Downcasting**

**b.b();**

**}**

**}**

**}//end of Call class**

**class Test**

**{**

**public static void main(String args[])**

**{**

**Printable p=new B();**

**Call c=new Call();**

**c.invoke(p);**

**}**

**}**

**Output:** b method

### Super Keyword

**Super** is a reference variable that is used to refer immediate parent class object.

**Usage of super Keyword**

* super is used to refer immediate parent class instance variable.
* super is used to invoke immediate parent class method.
* super() is used to invoke immediate parent class constructor.

**Example 1: To refer immediate parent class instance variable**

**Problem without super**

**class Vehicle{**

**int speed=50;**

**}**

**class Bike extends Vehicle{**

**int speed=100;**

**void display(){**

**System.out.println(speed);//will print speed of Bike**

**}**

**public static void main(String args[]){**

**Bike b=new Bike();**

**b.display();**

**}**

**}**

**Output:** 100

In the above example Vehicle and Bike both class have a common property speed. Instance variable of current class is referred by instance by default, but I have to refer parent class instance variable that is why we use super keyword to distinguish between parent class instance variable and current class instance variable.

**Solution by super keyword**

**class Vehicle{**

**int speed=50;**

**}**

**class Bike extends Vehicle{**

**int speed=100;**

**void display(){**

**System.out.println(super.speed);//will print speed of Vehicle now**

**}**

**public static void main(String args[]){**

**Bike b=new Bike();**

**b.display();**

**}**

**}**

**Output:** 100

**Example 2: To invoke parent class method**

**class Person{**

**void message(){**

**System.out.println("welcome");**

**}**

**}**

**class Student extends Person{**

**void message(){**

**System.out.println("welcome to java");**

**}**

**void display(){**

**message();//will invoke current class message() method**

**super.message();//will invoke parent class message() method**

**}**

**public static void main(String args[]){**

**Student s=new Student();**

**s.display();**

**}**

**}**

**Output:** welcome to java

welcome

In the above example Student and Person both classes have message() method if we call message() method from Student class, it will call the message() method of Student class not of Person class because priority is given to local.

In case there is no method in subclass as parent, there is no need to use super. In the example given below message () method is invoked from Student class but Student class does not have message () method, so you can directly call message () method.

**class Person{**

**void message(){**

**System.out.println("welcome");**

**}**

**}**

**class Student extends Person{**

**void message(){**

**System.out.println("welcome to java");**

**}**

**void display(){**

**message();//will invoke current class message() method**

**}**

**public static void main(String args[]){**

**Student s=new Student();**

**s.display();**

**}**

**}**

**Output:** welcome

**Example 3: To invoke parent class constructor.**

**class Vehicle{**

**Vehicle(){System.out.println("Vehicle is created");}**

**}**

**class Bike extends Vehicle{**

**Bike(){**

**super();//will invoke parent class constructor**

**System.out.println("Bike is created");**

**}**

**public static void main(String args[]){**

**Bike b=new Bike();**

**}**

**}**

**Output:** Vehicle is created

Bike is created
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As we know well that default constructor is provided by compiler automatically but it also adds super() for the first statement.If you are creating your own constructor and you don't have either this() or super() as the first statement, compiler will provide super() as the first statement of the constructor.

**class Vehicle{**

**Vehicle(){System.out.println("Vehicle is created");}**

**}**

**class Bike extends Vehicle{**

**int speed;**

**Bike(int speed){**

**this.speed=speed;**

**System.out.println(speed);**

**}**

**public static void main(String args[]){**

**Bike b=new Bike(10);**

**}**

**}**

**Output:** Vehicle is created
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## Polymorphism

The word ‘**polymorphism’** literally means ‘**a state of having many shapes’** or ‘**the capacity to take on different forms’**

In Java, it is ‘**ability of an object to take more than one form’**.

**Polymorphism** is the capability of a method to do different things based on the object that it is acting upon.

* An operation may exhibit different behavior in different instances.
* The behavior depends on the types of data used in the operation.
* Polymorphism is extensively used in implementing inheritance.
* The most common use of polymorphism in OOP occurs when a parent class reference is used to refer to a child class object.
* Any Java object that can pass more than one “**IS-A test**” is considered to be polymorphic
* It is important to know that the only possible way to access an object is through a reference variable. A reference variable can be of only one type. Once declared, the type of a reference variable cannot be changed.
* The reference variable can be reassigned to other objects provided that it is not declared final. The type of the reference variable would determine the methods that it can invoke on the object.
* A reference variable can refer to any object of its declared type or any subtype of its declared type. A reference variable can be declared as a class or interface type.

**Example**:

**public interface Vegetarian{}**

**public class Animal{}**

**public class Deer extends Animal implements Vegetarian{}**

Now, the Deer class is considered to be polymorphic since this has multiple inheritance.

Following are true for the above example:

* A Deer IS-A Animal
* A Deer IS-A Vegetarian
* A Deer IS-A Deer
* A Deer IS-A Object

When we apply the reference variable facts to a Deer object reference, the following declarations are legal: All the reference variables d, a, v, o refer to the same Deer object in the heap.

**Deer d = new Deer ();**

**Animal a = d;**

**Vegetarian v = d;**

**Object o = d;**

### Types of Polymorphism

* Compile Time Polymorphism or Static Binding
* Run Time Polymorphism or Dynamic Binding

#### Compile Time Polymorphism – Method Overloading

**Compile Time Polymorphism:** Compile time polymorphism is nothing but the method overloading in java. In simple terms we can say that a class can have more than one method with same name but with different number of arguments or different types of arguments or both.

Two or more methods in the class can have the same name, if their argument lists are different. Same rule applies for [constructor overloading](http://beginnersbook.com/2013/05/constructor-overloading/) too.

**Argument lists could differ by:**

* Number of parameters.
* Data Type of parameters.
* Sequence of Data type of parameters.

This feature is known as **Method overloading/ Static Polymorphism**. In case of method overloading the binding of method call to its definition happens at Compile time. . It is also called as **Static Binding.**

**Method Overloading**: To define two or more methods of same name in a class, provided that there argument list or parameters are different. This concept is known as Method Overloading.

* To call an overloaded method in Java, it is must to use the type and/or number of arguments to determine which version of the overloaded method to actually call.
* Overloaded methods may have different return types; the return type alone is insufficient to distinguish two versions of a method.
* It can have different access modifiers.
* It allows the user to achieve compile time polymorphism.

**Rules for Method Overloading**

* Overloading can take place in the same or in its sub-class.
* Constructor in Java can be overloaded
* Overloaded methods must have a different argument list.
* Overloaded method should always be in part of the same class, with same name but different parameters.
* The parameters may differ in their type or number, or in both.
* They may have the same or different return types.

**Example for Method Overloading**

**class Overload{**

**void demo (int a){**

**System.out.println ("a: " + a);**

**}**

**void demo (int a, int b){**

**System.out.println ("a and b: " + a + "," + b);**

**}**

**double demo(double a) {**

**System.out.println("double a: " + a);**

**return a\*a;**

**}**

**}**

**class MethodOverloading{**

**public static void main (String args []){**

**Overload Obj = new Overload();**

**double result;**

**Obj .demo(10);**

**Obj .demo(10, 20);**

**result = Obj .demo(5.5);**

**System.out.println("O/P : " + result);**

**}**

**}**

**Output:**

a: 10

a and b: 10,20

double a: 5.5

O/P : 30.2

**Example 1: Overloading – Number of parameters**

**class OverloadingNumberOfParameter{**

**public void disp(char c){System.out.println(c);}**

**public void disp(char c, int num){System.out.println(c + " "+num);}**

**}**

**class Sample{**

**public static void main(String args[]){**

**OverloadingNumberOfParameter obj = new OverloadingNumberOfParameter();**

**obj.disp('a');**

**obj.disp('a',10);**

**}**

**}**

**Output:**

**a**

**a 10**

In the above example – method **disp()** has been overloaded based on the number of parameters – We have two definition of method **disp()**, one with one argument and another with two arguments.

**Example 2: Overloading – Data type of parameters**

**class OverloadingDataType{**

**public void disp(char c)**

**{**

**System.out.println(c);**

**}**

**public void disp(int c)**

**{**

**System.out.println(c );**

**}**

**}**

**class Sample2{**

**public static void main(String args[]){**

**OverloadingDataType obj = new OverloadingDataType();**

**obj.disp('a');**

**obj.disp(5);**

**}**

**}**

**Output**:

**a**

**5**

In the above example – method **disp()** is overloaded based on the data type of parameters – Like example 1 here also, we have two definition of method **disp(),** one with char argument and another with int argument.

**Example3: Overloading – Sequence of data type of parameters**

**class OverloadingSeqOfData{**

**public void disp(char c, int num){**

**System.out.println("I’m the first definition of method disp");**

**}**

**public void disp(int num, char c){**

**System.out.println("I’m the second definition of method disp" );**

**}**

**}**

**class Sample3{**

**public static void main(String args[]){**

**OverloadingSeqOfData obj = new OverloadingSeqOfData();**

**obj.disp('x', 51 );**

**obj.disp(52, 'y');**

**}**

**}**

**Output:**

**I’m the first definition of method disp**

**I’m the second definition of method disp**

Here method **disp()** is overloaded based on sequence of data type of parameters – Both the method have different sequence of data type of parameters.

**Valid/Invalid cases of method overloading**

**Case 1:**

**int mymethod(int a, int b, float c)**

**int mymethod(int var1, int var2, float var3)**

**Result:** Compile time error. Argument lists are exactly same. Both methods are having same number, data types and same sequence of data types in arguments.

**Case 2:**

**int mymethod(int a, int b)**

**int mymethod(float var1, float var2)**

**Result:** Perfectly fine. Valid case for overloading. Here data types of arguments are different.

**Case 3:**

**float mymethod(int a, float b)**

**float mymethod(float var1, int var2)**

**Result:** Perfectly fine. Valid case for overloading. Sequence of the data types is different, first method is having (int, float) and second is having (float, int).

**Case 4:**

**int mymethod(int a, int b)**

**int mymethod(int num)**

**Result:** Perfectly fine. Valid case for overloading. Here number of arguments is different.

**Case 5:**

**int mymethod(int a, int b)**

**float mymethod(int var1, int var2)**

**Result:** Compile time error. Argument lists are exactly same. Even though return type of methods are different, it is not a valid case. Since return type of method doesn’t matter while overloading a method.

**Case 1: return type, method name and argument list same**

**class Demo{**

**public int myMethod(int num1, int num2){**

**System.out.prinltn("First myMethod of class Demo");**

**return num1+num2;**

**}**

**public int myMethod(int var1, int var2){**

**System.out.println("Second myMethod of class Demo");**

**return var1-var2;**

**}**

**}**

**class Sample4{**

**public static void main(String args[]){**

**Demo obj1= new Demo();**

**obj1.myMethod(10,10);**

**obj1.myMethod(20,12);**

**}**

**}**

**Output:** It will throw a compilation error: More than one method with same name and argument list cannot be defined in a same class.

**Case 5: return type is different. Method name & argument list same.**

**class Demo2{**

**public double myMethod(int num1, int num2)**

**{**

**System.out.prinltn("First myMethod of class Demo");**

**return num1+num2;**

**}**

**public int myMethod(int var1, int var2)**

**{**

**System.out.println("Second myMethod of class Demo");**

**return var1-var2;**

**}**

**}**

**class Sample5{**

**public static void main(String args[]){**

**Demo2 obj2= new Demo2();**

**obj2.myMethod(10,10);**

**obj2.myMethod(20,12);**

**}**

**}**

**Output:** It will throw a compilation error, More than one method with same name and argument list cannot be given in a class even though their return type is different. **Method return type doesn’t matter in case of overloading.**

#### Run Time Polymorphism/Dynamic Dispatching – Method Overriding

**Runtime polymorphism** or **Dynamic Method Dispatch** is a process in which a call to an overridden method is resolved at runtime rather than compile-time.

**Dynamic method dispatch** is a technique which enables us to assign the base class reference to a child class object.

**Run Time Polymorphism:** [Method overriding](http://beginnersbook.com/2014/01/method-overriding-in-java-with-example/) is a perfect example of runtime polymorphism. In this kind of polymorphism, reference of base class hold object of class sub class.

In this process, an overridden method is called through the reference variable of a superclass. The determination of the method to be called is based on the object being referred to by the reference variable.

In case of method **overriding** the binding of method call to its definition happens at Run time. It is also called as **Late Binding.**

**Up casting:** When reference variable of Parent class refers to the object of Child class, it is known as up casting. For example:

![Upcasting in java](data:image/jpeg;base64,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)

class A{}

class B extends A{}

A a=new B();//up casting

**Method Overriding:** Child class has the same method as of base class. In such cases child class overrides the parent class method without even touching the source code of the base class. This feature is known as method overriding.

In other words, declaring a method in **subclass** which is already present in **parent class** is known as method overriding

In method overriding both the classes (base class and child class) has same method, compile doesn’t figure out which method to call at compile-time. In this case JVM (java virtual machine) decides which method to call at runtime that’s why it is known as runtime or dynamic polymorphism.

**Real example of Java Runtime Polymorphism**

Consider a scenario; Bank is a class that provides method to get the rate of interest. But, rate of interest may differ according to banks. For example, SBI, ICICI and AXIS banks could provide 8%, 7% and 9% rate of interest.
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class Bank{

int getRateOfInterest(){return 0;}

}

class SBI extends Bank{

int getRateOfInterest(){return 8;}

}

class ICICI extends Bank{

int getRateOfInterest(){return 7;}

}

class AXIS extends Bank{

int getRateOfInterest(){return 9;}

}

class Test{

public static void main(String args[]){

Bank b1=new SBI();

Bank b2=new ICICI();

Bank b3=new AXIS();

System.out.println("SBI Rate of Interest: "+b1.getRateOfInterest());

System.out.println("ICICI Rate of Interest: "+b2.getRateOfInterest());

System.out.println("AXIS Rate of Interest: "+b3.getRateOfInterest());

}

}

**Output:**

SBI Rate of Interest: 8

ICICI Rate of Interest: 7

AXIS Rate of Interest: 9

**Note:** It is also given in method overriding but there was no up casting.

**Example for Run Time Polymorphism - Method Overriding**

**class Human{**

**public void eat()**

**{**

**System.out.println("Human is eating");**

**}**

**}**

**class Boy extends Human{**

**public void eat(){**

**System.out.println("Boy is eating");**

**}**

**public static void main( String args[]) {**

**Boy obj = new Boy();**

**obj.eat();**

**}**

**}**

**Output:**

Boy is eating

**Example for Run Time Polymorphism - Method Overriding with Dynamic Dispatching**

**public class BaseClass{**

**public void methodToOverride() //Base class method**

**{**

**System.out.println ("I'm the method of BaseClass");**

**}**

**}**

**public class DerivedClass extends BaseClass{**

**public void methodToOverride() //Derived Class method**

**{**

**System.out.println ("I'm the method of DerivedClass");**

**}**

**}**

**public class TestMethod{**

**public static void main (String args []) {**

**// BaseClass reference and object**

**BaseClass obj1 = new BaseClass();**

**// BaseClass reference but DerivedClass object**

**BaseClass obj2 = new DerivedClass();**

**// Calls the method from BaseClass class**

**obj1.methodToOverride();**

**//Calls the method from DerivedClass class**

**obj2.methodToOverride();**

**}**

**}**

**Output:**

I'm the method of BaseClass

I'm the method of DerivedClass

**Example for Run Time Polymorphism - Method Overriding with Dynamic Dispatching**

**class Vehicle{**

**public void move(){**

**System.out.println(“Vehicles can move!!”);**

**}**

**}**

**class MotorBike extends Vehicle{**

**public void move(){**

**System.out.println(“MotorBike can move and accelerate too!!”);**

**}**

**}**

**class Test{**

**public static void main(String[] args){**

**Vehicle vh=new MotorBike();**

**vh.move();**

**vh=new Vehicle();**

**vh.move(); }**

**}**

**Output:**

MotorBike can move and accelerate too!!

Vehicles can move!!

**Example of Runtime Polymorphism – Method Overriding with Dynamic Dispatching**

**class Bike{**

**void run(){**

**System.out.println("running");**

**}**

**}**

**class Splendor extends Bike{**

**void run(){**

**System.out.println("running safely with 60km");**

**}**

**public static void main(String args[]){**

**Bike b = new Splendor();//upcasting**

**b.run();**

**}**

**}**

**Output:**

**running safely with 60km.**

In this example, we are creating two classes Bike and Splendor. Splendor class extends Bike class and overrides its run() method. We are calling the run method by the reference variable of Parent class. Since it refers to the subclass object and subclass method overrides the Parent class method, subclass method is invoked at runtime.

**Example of Runtime Polymorphism – Method Overriding with Dynamic Dispatching**

**class ABC{**

**public void disp()**

**{**

**System.out.println("disp() method of parent class");**

**}**

**public void abc()**

**{**

**System.out.println("abc() method of parent class");**

**}**

**}**

**class Test extends ABC{**

**public void disp()**

**{**

**System.out.println("disp() method of Child class");**

**}**

**public void xyz()**

**{**

**System.out.println("xyz() method of Child class");**

**}**

**public static void main( String args[])**

**{**

**//Parent class reference to child class object**

**ABC obj = new Test();**

**System.out.println(obj.getClass().getName());**

**obj.disp();**

**obj.abc();**

**((Test) obj).xyz**();**//Casting the object of ABC to Test object** **so that**

**//the method xyz()in Test can be accessible by the object of ABC**

**}**

**}**

**Output:**

Test

disp() method of Child class

abc() method of parent class

xyz() method of Child class

**Note**: In dynamic method dispatch the object can call the overriding methods of child class and all the non-overridden methods of base class but it cannot call the methods which are newly declared in the child class.

In the above example the object obj was able to call the disp() (overriding method) and abc()(non-overridden method of base class). However if you call the xyz () method by Casting the object of ABC to Test object so that the method xyz() in Test can be accessible by the object of ABC.

**Example of Runtime Polymorphism – Method Overriding with Dynamic Dispatching**

class **A**

**{**void **callme()**

**{  
    System.out.println("Inside A's callme method");  
  }  
}**class **B**extends **A**

**{**void **callme()**

**{  
    System.out.println("Inside B's callme method");  
  }  
}**class **C**extends **A**

**{**void **callme()**

**{  
    System.out.println("Inside C's callme method");  
  }  
}**class **Dispatch**

**{**public static void **main(String args[])    
 {  
    A a =**new **A(); // object of type A  
    B b =**new **B(); // object of type B  
    C c =**new **C(); // object of type C  
    A r; // obtain a reference of type A  
    r = a; // r refers to an A object  
    r.callme(); // calls A's version of callme  
    r = b; // r refers to a B object  
    r.callme(); // calls B's version of callme  
    r = c; // r refers to a C object  
    r.callme(); // calls C's version of callme  
  }  
}**

**Output:**

**Inside A's callme method**

**Inside B's callme method**

**Inside C's callme method**

**Example for Run Time Polymorphism - Method Overriding with Dynamic Dispatching**

**class Animal{**

**public void move(){**

**System.out.println("Animals can move");**

**}**

**}**

**class Dog extends Animal{**

**public void move(){**

**System.out.println("Dogs can walk and run");**

**}**

**}**

**public class TestDog{**

**public static void main(String args[]){**

**Animal a = new Animal(); // Animal reference and object**

**Animal b = new Dog(); // Animal reference but Dog object**

**a.move();// runs the method in Animal class**

**b.move();//runs the method in Dog class**

**}**

**}**

**Output:**

Animals can move

Dogs can walk and run

In the above example, you can see that the even though **b** is a type of Animal it runs the move method in the Dog class. In compile time, the check is made on the reference type. However, in the runtime, JVM figures out the object type and would run the method that belongs to that particular object.

**class Animal{**

**public void move(){**

**System.out.println("Animals can move");**

**}**

**}**

**class Dog extends Animal{**

**public void move(){**

**System.out.println("Dogs can walk and run");**

**}**

**public void bark(){**

**System.out.println("Dogs can bark");**

**}**

**}**

**public class TestDog{**

**public static void main(String args[]){**

**Animal a = new Animal(); // Animal reference and object**

**Animal b = new Dog(); // Animal reference but Dog object**

**a.move();// runs the method in Animal class**

**b.move();//Runs the method in Dog class**

**b.bark();**

**}**

**}**

**Output:** TestDog.java:30: cannot find symbol

symbol: method bark() location: class Animal b.bark();

**Runtime Polymorphism with data member**

Method is overridden not the data members, so runtime polymorphism can't be achieved by data members. In the example given below, both the classes have a data member speed limit; we are accessing the data member by the reference variable of Parent class which refers to the subclass object. Since we are accessing the data member which is not overridden, hence it will access the data member of Parent class always.

**Example for Polymorphism with data member**

**class Bike{**

**int speedlimit=90;**

**}**

**class Honda extends Bike{**

**int speedlimit=150;**

**public static void main(String args[]){**

**Bike obj=new Honda();**

**System.out.println(obj.speedlimit);**

**}**

**}**

**Output:** 90

**Example Runtime Polymorphism with Multilevel Inheritance**

**class Animal{**

**void eat(){System.out.println("eating");}**

**}**

**class Dog extends Animal{**

**void eat(){System.out.println("eating fruits");}**

**}**

**class BabyDog extends Dog{**

**void eat(){System.out.println("drinking milk");}**

**public static void main(String args[]){**

**Animal a1,a2,a3;**

**a1=new Animal();**

**a2=new Dog();**

**a3=new BabyDog();**

**a1.eat();**

**a2.eat();**

**a3.eat();**

**}**

**}**

**Output:** eating

eating fruits

drinking Milk

**Rules for Method Overriding:**

* Applies only to inherited methods, if a method cannot be inherited, then it cannot be overridden.
* Object type (NOT reference variable type) determines which overridden method will be used at runtime
* The argument list of overriding method must be same as that of the method in parent class.
* Overriding methods must have the same return type
* Overriding method must not have more restrictive access modifier(i.e., if the return type of base class method is public then the overridden method (child class method ) cannot have private, protected and default return type as these all three are more restrictive than public.)
* Abstract methods must be overridden.
* Private, static and final methods cannot be overridden as they are local to the class.
* Constructors cannot be overridden.
* An overriding method can throw any uncheck exceptions, regardless of whether the overridden method throws exceptions or not. However the overriding method should not throw checked exceptions that are new or broader than the ones declared by the overridden method.
* Binding of overridden methods happen at runtime which is known as [dynamic binding](http://beginnersbook.com/2013/04/java-static-dynamic-binding/). It is also known as Runtime polymorphism.

**Example for Restrictions to access modifier while declaring to methods while Overriding**

**class MyBaseClass{**

**public void disp(){**

**System.out.println("Parent class method");**

**}**

**}**

**class MyChildClass extends MyBaseClass{**

**protected void disp(){**

**System.out.println("Child class method");**

**}**

**public static void main( String args[]) {**

**MyChildClass obj = new MyChildClass();**

**obj.disp();**

**}**

**}**

**Output:**

Exception in thread "main" java.lang.Error: Unresolved compilation problem: Cannot reduce the visibility of the inherited method from MyBaseClass.

**Note:** We cannot reduce the visibility of inherited method from “**MyBaseClass**”

However this is perfectly valid scenario as public is less restrictive than protected. Same return type is also a valid one.

**class MyBaseClass{**

**protected void disp()**

**{**

**System.out.println("Parent class method");**

**}**

**}**

**class MyChildClass extends MyBaseClass{**

**public void disp(){**

**System.out.println("Child class method");**

**}**

**public static void main( String args[]) {**

**MyChildClass obj = new MyChildClass();**

**obj.disp();**

**}**

**}**

**Output:**

Child class method

**Example 1: If base class doesn’t throw any exception but child class throws an unchecked exception.**

**class Building {**

**void color()**

**{**

**System.out.println("Blue");**

**}**

**}**

**class Room extends Building{**

**//It throws an unchecked exception**

**void color() throws NullPointerException**

**{**

**System.out.println("White");**

**}**

**public static void main(String args[]){**

**Building obj = new Room();**

**obj.color();**

**}**

**}**

**Output: White**

In this example class Room is overriding the method color(). The overridden method is not throwing any exception however the overriding method is throwing an unchecked exception (NullPointerException). Upon compilation code ran successfully.

**Example 2: If base class doesn’t throw any exception but child class throws a checked exception**

**import java.io.\*;**

**class Building {**

**void color(){**

**System.out.println("Blue");**

**}**

**}**

**class Room extends Building{**

**void color() throws IOException{**

**System.out.println("White");**

**}**

**public static void main(String args[]){**

**Building obj = new Room();**

**try{**

**obj.color();**

**}catch(Exception e){**

**System.out.println(e);**

**}**

**}**

**}**

**Output:**

Exception in thread "main" java.lang.Error: Unresolved compilation problem:

Exception IOException is not compatible with throws clause in Building.color()

The above code is having a compilation error: Because the overriding method (child class method) cannot throw a checked exception if the overridden method (method of base class) is not throwing an exception.

**Example 3: When base class and child class both throws a checked exception**

**import java.io.\*;**

**class Building {**

**void color() throws IOException{**

**System.out.println("Blue");**

**}**

**}**

**class Room extends Building{**

**void color() throws IOException{**

**System.out.println("White");**

**}**

**public static void main(String args[]){**

**Building obj = new Room();**

**try{**

**obj.color();**

**}catch(Exception e){**

**System.out.println(e);**

**}**

**}**

**}**

**Output: White**

The code ran fine because color () method of child class is **NOT** throwing a checked exception with scope broader than the exception declared by color () method of base class.

**Example 4: When child class method is throwing border checked exception compared to the same method of base class**

**import java.io.\*;**

**class Building {**

**void color() throws IOException{**

**System.out.println("Blue");**

**}**

**}**

**class Room extends Building{**

**void color() throws Exception{**

**System.out.println("White");**

**}**

**public static void main(String args[]){**

**Building obj = new Room();**

**try{**

**obj.color();**

**}catch(Exception e){**

**System.out.println(e);**

**}**

**}**

**}**

**Output:**   
Compilation error because the color() method of child class is throwing Exception which has a broader scope than the exception thrown by method color() of parent class.

**Super keyword in Overriding: “super”** keyword is used for calling the parent class method/constructor. super.methodname() calling the specified method of base class while super() calls the [constructor](http://beginnersbook.com/2013/03/constructors-in-java/) of base class.

**Example Run Time Polymorphism – ‘Using Super Keyword’**

**class Vehicle {**

**public void move () {**

**System.out.println ("Vehicles are used for moving from one place to another ");**

**}**

**}**

**class Car extends Vehicle {**

**public void move () {**

**super. move (); // invokes the super class method**

**System.out.println ("Car is a good medium of transport ");**

**}**

**}**

**public class TestCar {**

**public static void main (String args []){**

**Vehicle b = new Car (); // Vehicle reference but Car object**

**b.move (); //Calls the method in Car class**

**}**

**}**

**Output:**

Vehicles are used for moving from one place to another

Car is a good medium of transport

**Example Run Time Polymorphism – ‘Using Super Keyword’**

**class Figure {  
  double dim1;  
  double dim2;  
  Figure(double a, double b) {  
    dim1 = a;  
    dim2 = b;  
  }  
  double area() {  
    System.out.println("Area for Figure is undefined.");  
    return 0;  
  }  
}  
class Rectangle extends Figure {  
  Rectangle(double a, double b) {  
    super(a, b);  
  }  
  // override area for rectangle  
  double area() {  
    System.out.println("Inside Area for Rectangle.");  
    return dim1 \* dim2;  
  }  
}  
class Triangle extends Figure {  
  Triangle(double a, double b) {  
    super(a, b);  
  }  
  // override area for right triangle  
  double area() {  
    System.out.println("Inside Area for Triangle.");  
    return dim1 \* dim2 / 2;  
  }  
}  
class FindAreas {  
  public static void main(String args[]) {  
    Figure f = new Figure(10, 10);  
    Rectangle r = new Rectangle(9, 5);  
    Triangle t = new Triangle(10, 8);  
    Figure figref;  
    figref = r;  
    System.out.println("Area is " + figref.area());  
    figref = t;  
    System.out.println("Area is " + figref.area());  
    figref = f;  
    System.out.println("Area is " + figref.area());  
  }  
}**

**Output:**

Inside Area for Rectangle.

Area is 45.0

Inside Area for Triangle.

Area is 40.0

Area for Figure is undefined.

Area is 0.0

**Example Run Time Polymorphism – ‘Using Super Keyword’**

**class ABC{**

**public void mymethod(){**

**System.out.println("Class ABC: mymethod()");**

**}**

**}**

**class Test extends ABC{**

**public void mymethod(){**

**super.mymethod(); //This will call the mymethod() of parent class**

**System.out.println("Class Test: mymethod()");**

**}**

**public static void main( String args[]) {**

**Test obj = new Test();**

**obj.mymethod();**

**}**

**}**

**Output:**

Class ABC: mymethod()

Class Test: mymethod()

**Example Run Time Polymorphism – ‘Using Super Keyword’**

**class Animal{**

**public void move(){**

**System.out.println("Animals can move");**

**}**

**}**

**class Dog extends Animal{**

**public void move(){**

**super.move(); // invokes the super class method**

**System.out.println("Dogs can walk and run");**

**}**

**}**

**public class TestDog{**

**public static void main(String args[]){**

**Animal b = new Dog(); // Animal reference but Dog object**

**b.move(); //Runs the method in Dog class**

**}**

**}**

**Output:**

Animals can move

Dogs can walk and run

**Advantage of Method Overriding:**

The main advantage of method overriding is that the class can give its own specific implementation to an inherited method without even modifying the parent class (base class).

### Static Binding and Dynamic Binding

Connecting a method call to the method body is known as binding.

There are two types of binding

1. Static binding (also known as early binding).
2. Dynamic binding (also known as late binding).

**Understanding Type**

Let's understand the type of instance.

**Variables have a type**

Each variable has a type; it may be primitive and non-primitive.

**int data=30;**

Here data variable is a type of int

**References have a type**

**class Dog{**

**public static void main(String args[]){**

**Dog d1;//Here d1 is a type of Dog**

**}**

**}**

**Objects have a type**

**class Animal{}**

**class Dog extends Animal{**

**public static void main(String args[]){**

**Dog d1=new Dog();**

**}**

**}**

Here d1 is an instance of Dog class, but it is also an instance of Animal.

**Static binding**

When type of the object is determined at compiled time (by the compiler), it is known as static binding.

If there is any private, final or static method in a class, there is static binding.

**Example of static binding**

**class Dog{**

**private void eat(){**

**System.out.println("dog is eating...");**

**}**

**public static void main(String args[]){**

**Dog d1=new Dog();**

**d1.eat();**

**}**

**}**

**Output:** dog is eating...

**Dynamic binding**

When type of the object is determined at run-time, it is known as dynamic binding.

**Example of dynamic binding**

**class Animal{**

**void eat(){**

**System.out.println("animal is eating...");**

**}**

**}**

**class Dog extends Animal{**

**void eat(){**

**System.out.println("dog is eating...");**

**}**

**public static void main(String args[]){**

**Animal a=new Dog();**

**a.eat();**

**}**

**}**

**Output:** dog is eating...

### Difference between Overloading and Overriding

|  |  |
| --- | --- |
| Overloading | Overriding |
| Overloading happens at [compile time](http://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/) | Overriding happens at [run time](http://beginnersbook.com/2013/04/runtime-compile-time-polymorphism/) |
| Static methods can be overloaded which means a class can have more than one static method of same name | Static methods cannot be overridden, even if you declare a same static method in child class it has nothing to do with the same method of parent class. |
| Overloading can done at the same class | Overriding base and child classes are required. Overriding is all about giving a specific implementation to the inherited method of parent class. |
| [Static binding](http://beginnersbook.com/2013/04/java-static-dynamic-binding/) is being used for overloaded methods | [Dynamic binding](http://beginnersbook.com/2013/04/java-static-dynamic-binding/) is being used for overridden/overriding methods. |
| Overloading gives better performance compared to overriding. | The binding of overridden methods is being done at runtime. So the performance would be slower |
| Private and final methods can be overloaded | Private and final cannot be overridden. It means a class can have more than one private/final methods of same name but a child class cannot override the private/final methods of their base class. |
| Return type of overloaded method should be same as the other methods | Return type of overriding method can be different from overridden method. |
| Argument list should be different while doing method overloading | Argument list should be same in method Overriding. |

**Example Overloading**

class Sum{

int add(int n1, int n2){

return n1+n2;

}

int add(int n1, int n2, int n3){

return n1+n2+n3;

}

int add(int n1, int n2, int n3, int n4){

return n1+n2+n3+n4;

}

int add(int n1, int n2, int n3, int n4, int n5){

return n1+n2+n3+n4+n5;

}

public static void main(String args[]){

Sum obj = new Sum();

System.out.println("Sum of two numbers: "+obj.add(20, 21));

System.out.println("Sum of three numbers: "+obj.add(20, 21, 22));

System.out.println("Sum of four numbers: "+obj.add(20, 21, 22, 23));

System.out.println("Sum of five numbers: "+obj.add(20, 21, 22, 23, 24));

}

}

**Output:**

Sum of two numbers: 41

Sum of three numbers: 63

Sum of four numbers: 86

Sum of five numbers: 110

**Example Overriding**

class CarClass

{

public int speedLimit(){

return 100;

}

}

class Ford extends CarClass

{

public int speedLimit(){

return 150;

}

public static void main(String args[]){

CarClass obj = new Ford();

int num= obj.speedLimit();

System.out.println("Speed Limit is: "+num);

}

}

**Output:**

Speed Limit is: 150

Here **speedLimit**() method of class Ford is overriding the **speedLimit**() method of class CarClass.

### Virtual Methods in Polymorphism

In this section, we will discuss how the behavior of overridden methods in Java allows you to take advantage of polymorphism when designing your classes.

We already have discussed method overriding, where a child class can override a method in its parent. An overridden method is essentially hidden in the parent class, and is not invoked unless the child class uses the super keyword within the overriding method.

**Example for Virtual Methods in Polymorphism**

**public class Employee {**

**private String name;**

**private String address;**

**private int number;**

**public Employee(String name, String address, int number)**

**{**

**System.out.println("Constructing an Employee");**

**this.name = name;**

**this.address = address;**

**this.number = number;**

**}**

**public void mailCheck()**

**{**

**System.out.println("Mailing a check to" + this.name + " " + this.address);**

**}**

**public String getName()**

**{**

**return name;**

**}**

**public String getAddress()**

**{**

**return address**

**}**

**public int getNumber()**

**{**

**return number;**

**}**

**}**

**public class Salary extends Employee**

**{**

**private double salary; //Annual salary**

**public Salary(String name, String address, int number, double**

**salary)**

**{**

**super(name, address, number);**

**setSalary(salary);**

**}**

**public void mailCheck()**

**{**

**System.out.println("Within mailCheck of Salary class ");**

**System.out.println("Mailing check to " + getName()**

**+ " with salary " + salary);**

**}**

**public double getSalary()**

**{**

**return salary;**

**}**

**public void setSalary(double newSalary)**

**{**

**if(newSalary >= 0.0)**

**{**

**salary = newSalary;**

**}**

**}**

**public double computePay()**

**{**

**System.out.println("Computing salary pay for " + getName());**

**return salary/52;**

**}**

**}**

**public class VirtualDemo{**

**public static void main(String [] args)**

**{**

**Salary s = new Salary("Mohd Mohtashim", "Ambehta, UP", 3, 3600.00);**

**Employee e = new Salary("John Adams", "Boston, MA", 2, 2400.00);**

**System.out.println("Call mailCheck using Salary reference --");**

**s.mailCheck();**

**System.out.println("\n Call mailCheck using Employee reference--");**

**e.mailCheck();**

**}**

**}**

**Output:**

Constructing an Employee

Constructing an Employee

Call mailCheck using Salary reference --

Within mailCheck of Salary class

Mailing check to Mohd Mohtashim with salary 3600.0

Call mailCheck using Employee reference--

Within mailCheck of Salary class

Mailing check to John Adams with salary 2400.0

Here, we instantiate two Salary objects. Using a Salary reference ‘s’ and the other using an Employee reference ‘e’.

* While invoking s.mailCheck() the compiler sees mailCheck() in the Salary class at compile time, and the JVM invokes mailCheck() in the Salary class at run time.
* Invoking mailCheck() one is quite different because ‘e’ is an Employee reference. When the compiler sees e.mailCheck(), the compiler sees the mailCheck() method in the Employee class.
* Here, at compile time, the compiler used mailCheck() in Employee to validate this statement. At run time, however, the JVM invokes mailCheck() in the Salary class.

This behavior is referred to as virtual method invocation, and the methods are referred to as virtual methods. All methods in Java behave in this manner, whereby an overridden method is invoked at run time, no matter what data type the reference is that was used in the source code at compile time.

### Override methods and the @Override annotation

If a class extends another class, it inherits the methods from its superclass. If it wants to change these methods, it can *override* these methods. To override a method, you use the same method signature in the source code of the subclass.

To indicate to the reader of the source code and the Java compiler that you have the intention to override a method, you can use the @**Override** annotation.

The following code demonstrates how you can override a method from a superclass.

**class MyBaseClass {**

**@Override**

**public void hello() {**

**System.out.println("Hello from MyBaseClass");**

**}**

**}**

**class MyExtensionClass2 extends MyBaseClass {**

**public void hello() {**

**System.out.println("Hello from MyExtensionClass2");**

**}**

**}**

**Note**: It is good practice to always use the **@Override** annotation. This way the Java compiler validates if you did override all methods as intended and prevents errors.

## Interfaces

An **interface** is a blueprint of a class. It has static, constants and abstract methods.

An interface is a collection of abstract methods. A class implements an interface, thereby inheriting the abstract methods of the interface.

* The interface is **a mechanism to achieve fully abstraction** in java. There can be only abstract methods in the interface. It is used to achieve fully abstraction and multiple inheritance in Java.
* Interface also represents IS-A relationship.
* It cannot be instantiated just like abstract class.
* An interface is not a class. Writing an interface is similar to writing a class, but they are two different concepts. A class describes the attributes and behaviors of an object. An interface contains behaviors that a class implements.
* Unless the class that implements the interface is abstract, all the methods of the interface need to be defined in the class.

**An interface is similar to a class in the following ways:**

* An interface can contain any number of methods but the defined method should be defined in a class.
* Interfaces appear in packages, and their corresponding byte code file must be in a directory structure that matches the package name.

**However, an interface is different from a class in several ways, including:**

* You cannot instantiate an interface.
* An interface does not contain any constructors.
* All of the methods in an interface are abstract.
* An interface cannot contain instance fields. The only fields that can appear in an interface must be declared both static and final.
* An interface is not extended by a class; it is implemented in a class.
* An interface can extend multiple interfaces.

**Why use Interface?**

There are mainly three reasons to use interface. They are given below.

* It is used to achieve fully abstraction.
* By interface, we can support the functionality of multiple inheritance.
* It can be used to achieve loose coupling.

**Note:** The java compiler adds public and abstract keywords before the interface method and public, static and final keywords before data members.

In other words, Interface fields are public, static and final by default, and methods are public and abstract.
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**Understanding relationship between classes and interfaces**

As shown in the figure given below, a class extends another class, an interface extends another interface but a **class implements an interface.**
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**Declaring Interfaces:**

The “**interface”** keyword is used to declare an interface. Here is a simple example to declare an interface

**Example: An example that depicts encapsulation**

**import java.lang.\*;**

**//Any number of import statements**

**public interface NameOfInterface{**

**//Any number of final, static fields**

**//Any number of abstract method declarations\**

**}**

**Interfaces have the following properties:**

* An interface is implicitly abstract. You do not need to use the abstract keyword when declaring an interface.
* Each method in an interface is also implicitly abstract, so the abstract keyword is not needed.
* Methods in an interface are implicitly public.

**Example 1: Simple Interface**

**/\* File name : Animal.java \*/**

**interface Animal {**

**public void eat();**

**public void travel();**

**}**

### Implementing Interfaces

When a class implements an interface, you can think of the class as signing a contract, agreeing to perform the specific behaviors of the interface. If a class does not perform all the behaviors of the interface, the class must declare itself as abstract.

A class uses the **implements** keyword to implement an interface. The implements keyword appears in the class declaration following the “extends” portion of the declaration.

**Example 2: Implementation of Interface**

**/\* File name : MammalInt.java \*/**

**public class MammalInt implements Animal{**

**public void eat(){**

**System.out.println("Mammal eats");**

**}**

**public void travel(){**

**System.out.println("Mammal travels");**

**}**

**public int noOfLegs(){**

**return 0;**

**}**

**public static void main(String args[]){**

**MammalInt m = new MammalInt();**

**m.eat();**

**m.travel();**

**}**

**}**

**Output:**

Mammal eats

Mammal travels

**Example 3: Implementation of Interface**

**interface printable{**

**void print();**

**}**

**class A implements printable{**

**public void print(){System.out.println("Hello");}**

**public static void main(String args[]){**

**A obj = new A();**

**obj.print();**

**}**

**}**

**Output:** Hello

**When overriding methods defined in interfaces there are several rules to be followed:**

* Checked exceptions should not be declared on implementation methods other than the ones declared by the interface method or subclasses of those declared by the interface method.
* The signature of the interface method and the same return type or subtype should be maintained when overriding the methods.
* An implementation class itself can be abstract and if so interface methods need not be implemented.

**When implementation interfaces there are several rules:**

* A class can implement more than one interface at a time.
* A class can extend only one class, but implement many interfaces.
* An interface can extend another interface, similarly to the way that a class can extend another class.

**Points to Remember:**

* We can’t instantiate an interface in java.
* Interface provides complete [abstraction](http://beginnersbook.com/2013/03/oops-in-java-encapsulation-inheritance-polymorphism-abstraction/) as none of its methods can have body. On the other hand, [abstract class](http://beginnersbook.com/2013/05/java-abstract-class-method/) provides partial abstraction as it can have abstract and concrete (methods with body) methods both.
* “**implements**” keyword is used by classes to implement an interface.
* While providing implementation in class of any method of an interface, it needs to be mentioned as public.
* Class implementing any interface must implement all the methods, otherwise the class should be declared as “**abstract**”.
* Interface cannot be declared as private, protected or transient.
* All the interface methods are by default **abstract and public**.
* Variables declared in interface are **public, static and final** by default.

**interface Try{**

**int a=10;**

**public int a=10;**

**public static final int a=10;**

**final int a=10;**

**static int a=0;**

**}**

All of the above statements are identical.

* Interface variables must be initialized at the time of declaration otherwise compiler will through an error.

**interface Try{**

**int x;//Compile-time error**

**}**

Above code will throw a compile time error as the value of the variable x is not initialized at the time of declaration.

* Inside any implementation class, you cannot change the variables declared in interface because by default, they are public, static and final. Here we are implementing the interface “**Try**” which has a variable x. When we tried to set the value for variable x we got compilation error as the variable x is public static **final** by default and final variables cannot be re-initialized.

**Class Sample implements Try{**

**public static void main(String arg[]){**

**x=20; //compile time error**

**}**

**}**

* Any interface can extend any other interface but cannot implement it. Class implements interface and interface extends interface.
* A class can **implements** any number of **interfaces**.
* If there are having **two or more same methods** in two interfaces and a class implements both interfaces, implementation of one method is enough.

**interface A{**

**public void aaa();**

**}**

**interface B{**

**public void aaa();**

**}**

**class Central implements A,B{**

**public void aaa(){**

**//Any Code here**

**}**

**public static void main(String arg[]){**

**//Statements**

**}**

**}**

* Methods with same signature but different return type can’t be implemented at a time for two or more interfaces.

**interface A{**

**public void aaa();**

**}**

**interface B{**

**public int aaa();**

**}**

**class Central implements A,B{**

**public void aaa(){ // error**

**}**

**public int aaa(){ // error**

**}**

**public static void main(String arg[]){**

**}**

**}**

* Variable names conflicts can be resolved by interface name e.g:

**interface A**

**{**

**int x=10;**

**}**

**interface B**

**{**

**int x=100;**

**}**

**class Hello implement A,B**

**{**

**public static void Main(String arg[]){**

**System.out.println(x);//reference to x is ambiguous both variables are x**

**System.out.println(A.x);**

**System.out.println(B.x);**

**}**

**}**

* If you override a method defined by an interface, you can also use the **@override annotation.**

**public interface MyDefinition {**

**// constant definition**

**String URL="http://www.vogella.com";**

**// define several method stubs**

**void test();**

**void write(String s);**

**}**

**public class MyClassImplementation implements MyDefinition {**

**@Override**

**public void test() {**

**// TODO Auto-generated method stub**

**}**

**@Override**

**public void write(String s) {**

**// TODO Auto-generated method stub**

**}**

**}**

### Multiple inheritance in Java by interface

If a class implements multiple interfaces, or an interface extends multiple interfaces i.e. known as multiple inheritance.
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**Example 1: Multiple Inheritance in Java implemented using Interface**

**interface Printable{**

**void print();**

**}**

**interface Showable{**

**void show();**

**}**

**class A implements Printable,Showable{**

**public void print(){System.out.println("Hello");}**

**public void show(){System.out.println("Welcome");}**

**public static void main(String args[]){**

**A obj = new A();**

**obj.print();**

**obj.show();**

**}**

**}**

**Output:** Hello

Welcome

**Why Multiple inheritance is not supported in case of class but it is supported in case of interface?**

As we have explained in the inheritance chapter, multiple inheritance is not supported in case of class. But it is supported in case of interface because there is no ambiguity as implementation is provided by the implementation class. See the below example

**Example 2: Multiple Inheritance in Java implemented using Interface without ambiguity**

**interface Printable{**

**void print();**

**}**

**interface Showable{**

**void print();**

**}**

**class A implements Printable,Showable{**

**public void print(){System.out.println("Hello");}**

**public static void main(String args[]){**

**A obj = new A();**

**obj.print();**

**}**

**}**

**Output:** Hello

As you can see in the above example, Printable and Showable interface have same methods but its implementation is provided by class A, so there is no ambiguity.

***Note: A class implements interface but one interface extends another interface.***

**Example 3: Multiple Inheritance in Java implemented using Interface without ambiguity**

**interface Printable{**

**void print();**

**}**

**interface Showable extends Printable{**

**void show();**

**}**

**class A implements Showable{**

**public void print(){System.out.println("Hello");}**

**public void show(){System.out.println("Welcome");}**

**public static void main(String args[]){**

**A obj = new A();**

**obj.print();**

**obj.show();**

**}**

**}**

**Output:** Hello

Welcome

### Extending Interfaces

An interface can extend another interface, similarly to the way that a class can extend another class. The “**extends**” keyword is used to extend an interface, and the child interface inherits the methods of the parent interface.

The following Sports interface is extended by Hockey and Football interfaces.

**//Filename: Sports.java**

**public interface Sports{**

**public void setHomeTeam(String name);**

**public void setVisitingTeam(String name);**

**}**

**//Filename: Football.java**

**public interface Football extends Sports{**

**public void homeTeamScored(int points);**

**public void visitingTeamScored(int points);**

**public void endOfQuarter(int quarter);**

**}**

**//Filename: Hockey.java**

**public interface Hockey extends Sports{**

**public void homeGoalScored();**

**public void visitingGoalScored();**

**public void endOfPeriod(int period);**

**public void overtimePeriod(int ot);**

**}**

The Hockey interface has four methods, but it inherits two from Sports; thus, a class that implements Hockey needs to implement all six methods. Similarly, a class that implements Football needs to define the three methods from Football and the two methods from Sports.

### Extending Multiple Interfaces

A Java class can only extend one parent class. Multiple inheritance is not allowed. Interfaces are not classes, however, and an interface can extend more than one parent interface.

The “**extends**” keyword is used once, and the parent interfaces are declared in a comma-separated list. For Example

**public interface Hockey extends Sports, Event**

### Benefits of Interface

* Without bothering about the implementation part, we can achieve the security of implementation
* A class can extend only one class but can implement any number of interfaces. It saves you from Deadly Diamond of Death (DDD) problem.

### Marker or Tagged Interface

An interface that has no member is known as **marker** or **tagged** **interface**.

In other words, an interface with no methods in it is referred to as a **tagging** interface**.**

**Example 1:** **Serializable**, **Cloneable**, **Remote** etc. They are used to provide some essential information to the JVM so that JVM may perform some useful operation.

**//How Serializable interface is written?**

**public interface Serializable{**

**}**

**Example 2:** the MouseListener interface in the java.awt.event package extended java.util.EventListener, which is defined as:

**package java.util;**

**public interface EventListener**

**{}**

There are two basic design purposes of tagging interfaces:

**Creates a common parent:** The **EventListener** interface, extended by dozens of other interfaces in the Java API, you can use a tagging interface to create a common parent among a group of interfaces. For example, when an interface extends **EventListener**, the JVM knows that this particular interface is going to be used in an event delegation scenario.

**Adds a data type to a class:** The term **tagging** refers to a class that implements a tagging interface does not need to define any methods (since the interface does not have any), but the class becomes an interface type through polymorphism.

### Nested Interface

An interface which is declared within another interface or class is known as nested interface. The nested interfaces are used to group related interfaces so that they can be easy to maintain. The nested interface must be referred by the outer interface or class. It can't be accessed directly.

**Syntax: Nested Interface which is declared within interface**

**interface interface\_name{**

**interface nested\_interface\_name{}**

**}**

**Syntax: Nested Interface which is declared within class**

**class class\_name{**

**interface nested\_interface\_name{}**

**}**

**Example 1: Nested Interface which is declared within interface**

**interface Showable{**

**void show();**

**interface Message{void msg();}**

**}**

**class Test implements Showable.Message{**

**public void msg(){System.out.println("Hello nested interface");}**

**public static void main(String args[]){**

**Showable.Message message=new Test();//upcasting here**

**message.msg();**

**}**

**}**

**Output:** hello nested interface

As you can see in the above example, we are accessing the Message interface by its outer interface Showable because it cannot be accessed directly. It is just like almirah inside the room, we cannot access the almirah directly because we must enter the room first. In collection framework, sun microsystem has provided a nested interface Entry. Entry is the sub interface of Map.

**Internal code generated by the java compiler for nested interface Message**

The java compiler internally creates public and static interface as displayed below

**public static interface Showable$Message{**

**public abstract void msg();**

**}**

**Example 1: Nested Interface which is declared within class**

**class A{**

**interface Message{void msg();}**

**}**

**class Test implements A.Message{**

**public void msg(){System.out.println("Hello nested interface");}**

**public static void main(String args[]){**

**A.Message message=new Test();//upcasting here**

**message.msg();**

**}**

**}**

**Output:** hello nested interface

**Can we define a class inside the interface?**

Yes, of course! If we define a class inside the interface, java compiler creates a static nested class.

**Syntax: Interface Inside class**

**interface M{**

**class A{}**

**}**

**Points to remember for nested interfaces**

There are given some points that should be remembered by the java programmer.

• Nested interface must be public if it is declared inside the interface but it can have any access modifier if declared within the class.

• Nested interfaces are declared static implicitly.

### Functional Interfaces

All interfaces that have only one method are called functional interfaces. Functional interfaces have the advantage that they can be used together with lambda expressions.

The Java compiler automatically identifies functional interfaces, however, is possible to capture the design intent with a @**FunctionalInterface** annotation.

Several default Java interfaces are functionalial interfaces:

* **java.lang.Runnable**
* **java.util.concurrent.Callable**
* **java.io.FileFilter**
* **java.util.Comparator**
* **java.beans.PropertyChangeListener**

Java also contains the java.util.function package which contains functional interfaces which are frequently used such as:

* Predicate<T> - a boolean-valued property of an object
* Consumer<T> - an action to be performed on an object
* Function<T , R> - a function transforming a T to a R
* Supplier<T> - provides an instance of T (such as a factory)
* UnaryOperator<T> - a function from T to T
* BinaryOperator<T> - a function from (T, T) to T

### Constructor in Interface

This is a most frequently asked java interview question. The answer is No, interface cannot have constructors.

As we know that all the methods in interface are public abstract by default which means the method implementation cannot be provided in the interface itself. It has to be provided by the implementing class.

**public interface SumInterface{**

**public int mymethod(int num1, int num2);**

**}**

**public class SumClass implements SumInterface{**

**public int mymethod(int num1, int num2){**

**int op= num1+num2;**

**return op;**

**}**

**public static void main(Sring args[])**

**{**

**SumClass obj= new SumClass();**

**System.out.println(obj.mymethod(2, 3));**

**}**

**}**

As you can see we have defined the method body in the class which is implementing our interface. Also, we can call our method using class object we don’t need interface object (object of interface is not allowed).

Lets come to the point now: All the methods of interface doesn’t have body so there is no need to call the methods in the interface itself. In order to call any method we need an object since there is no need to have object of interface, there is no need of having constructor in interface (Constructor is being called during creation of object).

## Packages

**Package** is a container of classes

* It is a group of similar types of classes, interfaces and sub-packages.
* Packages are used in Java in order to prevent naming conflicts, to control access, to make searching/locating and usage of classes, interfaces, enumerations and annotations easier, etc.
* Since the package cresates a new namespace there won't be any name conflicts with names in other packages. Using packages, it is easier to provide access control and it is also easier to locate the related classes.

Package can be categorized in two form:

* **Built-in package** : There are many built-in packages such as java, lang, awt, javax, swing, net, io, util, sql etc.
* **User-defined package:** We will have the detailed learning of creating and using user-defined packages.
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***Build-In Packages***

**Advantage of Package:**

* Reusability of code
* Package is used to categorize the classes and interfaces so that they can be easily maintained.
* Package provides access protection.
* Package removes naming collision.

#### Creating Package

The **package** statement should be the first line in the source file. There can be only one package statement in each source file, and it applies to all types in the file.

With that name at the top of every source file that contains the classes, interfaces, enumerations, and annotation types that you want to include in the package.

If a package statement is not used then the class, interfaces, enumerations, and annotation types will be put into an unnamed package.

**Example 1: Simple Package in Class**

**package mypack;**

**public class Simple{**

**public static void main(String args[]){**

**System.out.println("Welcome to package");**

**}**

**}**

**Output:** Welcome to package

**Example 2: Simple Package in Interface**

**package animals;**

**interface Animal {**

**public void eat();**

**public void travel();**

**}**

**package animals;**

**public class MammalInt implements Animal{**

**public void eat(){**

**System.out.println("Mammal eats");**

**}**

**public void travel(){**

**System.out.println("Mammal travels");**

**}**

**public int noOfLegs(){**

**return 0;**

**}**

**public static void main(String args[]){**

**MammalInt m = new MammalInt();**

**m.eat();**

**m.travel();**

**}**

**}**

Compile these two files and put them in a directory called animals and try to run as follows

**Output:** Mammal eats

Mammal travels

#### To Compile the Package (if not using IDE)

If you are not using any IDE, you need to follow the syntax given below

**javac -d directory javafilename**

**Example :**

javac -d .Simple.java

The -d switch specifies the destination where to put the generated class file. You can use any directory name like /home (in case of Linux), d:/abc (in case of windows) etc. If you want to keep the package within the same directory, you can use . (dot).

#### To Run the Package (if not using IDE)

You need to use fully qualified name E.g. mypack.Simple etc to run the class.

**To Compile: javac -d . Simple.java**

**To Run: java mypack.Simple**

**Output :** Welcome to package

The -d is a switch that tells the compiler where to put the class file i.e. it represents destination. The . represents the current folder.

#### Ways of accessing package from another package

There are three ways to access the package from outside the package.

* Import package.\*;
* Import package.classname;
* Fully Qualified Name.

##### Import packagename.\*

If you use package.\* then all the classes and interfaces of this package will be accessible but not sub packages.

The import keyword is used to make the classes and interface of another package accessible to the current package.

**Example 1: Package that import the packagename.\***

**package pack;**

**public class A{**

**public void msg(){System.out.println("Hello");}**

**}**

**package mypack;**

**import pack.\*;**

**class B{**

**public static void main(String args[]){**

**A obj = new A();**

**obj.msg();**

**}**

**}**

**Output :** Hello

##### Package name .classname

If you import package.classname then only declared class of this package will be accessible.

**Example 2: Package by import package.classname**

**package pack;**

**public class A{**

**public void msg(){System.out.println("Hello");}**

**}**

**package mypack;**

**import pack.A;**

**class B{**

**public static void main(String args[]){**

**A obj = new A();**

**obj.msg();**

**}**

**}**

**Output :** Hello

##### Fully qualified name

If you use fully qualified name then only declared class of this package will be accessible. Now there is no need to import. But you need to use fully qualified name every time when you are accessing the class or interface.

It is generally used when two packages have same class name e.g. java.util and java.sql packages contain Date class.

**Example 3: Package by import fully qualified name**

**package pack;**

**public class A{**

**public void msg(){System.out.println("Hello");}**

**}**

**package mypack;**

**class B{**

**public static void main(String args[]){**

**pack.A obj = new pack.A(); //using fully qualified name**

**obj.msg();**

**}**

**}**

**Output :** Hello

**Note :** Sometimes class name conflict may occur.

**For example:** There are two packages myPackage1 and myPackage2.Both of these packages contains a class with the same name, let it be myClass.java. Now both this packages are imported by some other class.

**import myPackage1.\*;**

**import myPackage2.\*;**

This will cause compiler error. To avoid these naming conflicts in such a situation, we have to be more specific and use the member’s qualified name to indicate exactly which **myClass.java** class we want:

**myPackage1.myClass myNewClass1 = new myPackage1.myClass ();**

**myPackage2.myClass myNewClass2 = new myPackage1.myClass ();**

**Note: If you import a package, sub packages will not be imported.**

If you import a package, all the classes and interface of that package will be imported excluding the classes and interfaces of the sub packages. Hence, you need to import the sub package as well.

**Note: Sequence of the program must be package then import then class.**
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#### Directory Structure of Packages

Two major results occur when a class is placed in a package:

* The name of the package becomes a part of the name of the class, as we just discussed in the previous section.
* The name of the package must match the directory structure where the corresponding byte code resides.

**Here is simple way of managing your files in Java:**

Put the source code for a class, interface, enumeration, or annotation type in a text file whose name is the simple name of the type and whose extension is **.java**.

**Example:**

package vehicle;

public class Car {

// Class implementation.

}

Now, put the source file in a directory whose name reflects the name of the package to which the class belongs:

....\vehicle\Car.java

Now, the qualified class name and pathname would be as below:

* Class name -> vehicle.Car
* Path name -> vehicle\Car.java (in windows)

In general, a company uses its reversed Internet domain name for its package names.

**Example**: A company's Internet domain name is apple.com, then all its package names would start with com.apple. Each component of the package name corresponds to a subdirectory.

**Example**: The company had a com.apple.computers package that contained a Dell.java source file, it would be contained in a series of subdirectories like this:

....\com\apple\computers\Dell.java

At the time of compilation, the compiler creates a different output file for each class, interface and enumeration defined in it. The base name of the output file is the name of the type, and its extension is **.class**

package com.apple.computers;

public class Dell{

}

class Ups{

}

**Now, compile this file as follows using -d option:**

$javac -d . Dell.java

**This would put compiled files as follows:**

.\com\apple\computers\Dell.class

.\com\apple\computers\Ups.class

You can import all the classes or interfaces defined in \com\apple\computers\ as follows:

import com.apple.computers.\*;

Like the .java source files, the compiled .class files should be in a series of directories that reflect the package name. However, the path to the .class files does not have to be the same as the path to the .java source files. You can arrange your source and class directories separately, as:

<path-one>\sources\com\apple\computers\Dell.java

<path-two>\classes\com\apple\computers\Dell.class

By doing this, it is possible to give the classes directory to other programmers without revealing your sources. You also need to manage source and class files in this manner so that the compiler and the Java Virtual Machine (JVM) can find all the types your program uses.

The full path to the classes directory, <path-two>\classes, is called the class path, and is set with the CLASSPATH system variable. Both the compiler and the JVM construct the path to your .class files by adding the package name to the class path.

Say <path-two>\classes is the class path, and the package name is com.apple.computers, then the compiler and JVM will look for .class files in <path-two>\classes\com\apple\compters.

A class path may include several paths. Multiple paths should be separated by a semicolon (Windows) or colon (Unix). By default, the compiler and the JVM search the current directory and the JAR file containing the Java platform classes so that these directories are automatically in the class path.

##### Set CLASSPATH System Variable:

To display the current CLASSPATH variable, use the following commands in Windows and UNIX (Bourne shell):

* In Windows -> C:\> set CLASSPATH
* In UNIX -> % echo $CLASSPATH

To delete the current contents of the CLASSPATH variable, use :

* In Windows -> C:\> set CLASSPATH=
* In UNIX -> % unset CLASSPATH; export CLASSPATH

To set the CLASSPATH variable:

* In Windows -> set CLASSPATH=C:\users\jack\java\classes
* In UNIX -> % CLASSPATH=/home/jack/java/classes; export CLASSPATH

##### Sub Package

Package inside the package is called the **sub package**. It should be created **to categorize the package further**.

Let's take an example, Sun Microsystem has defined a package named java that contains many classes like System, String, Reader, Writer, Socket etc.

These classes represent a particular group e.g. Reader and Writer classes are for Input/output operation, Socket and ServerSocket classes are for networking etc and so on.

So, Sun has subcategorized the java package into sub packages such as lang, net, io etc. and put the Input/output related classes in io package, Server and ServerSocket classes in net packages and so on.

**Example: Sub Package**

**package com.javatpoint.core;**

**class Simple{**

**public static void main(String args[]){**

**System.out.println("Hello Subpackage");**

**}**

**}**

**To Compile: javac -d . Simple.java**

**To Run:** java com.javatpoint.core.Simple

**Output :** Hello Subpackage

**How to send the class file to another directory or drive?**

There is a scenario, I want to put the class file of A.java source file in classes folder of c: drive

![](data:image/png;base64,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)

**Example:**

**package mypack;**

**public class Simple{**

**public static void main(String args[]){**

**System.out.println("Welcome to package");**

**}**

**}**

**To Compile:**

**e:\sources> javac -d c:\classes Simple.java**

**To Run:**

**e:\sources> set classpath=c:\classes;.;**

**e:\sources> java mypack.Simple**

**Another way to run this program by -classpath switch of java**

The -classpath switch can be used with javac and java tool.

To run this program from e:\source directory, you can use -classpath switch of java that tells where to look for class file.

**e:\sources> java -classpath c:\classes mypack.Simple**

**Output:** Welcome to package

**Rule:** There can be only one public class in a java source file and it must be saved by the public class name.

**//save as C.java otherwise Compile Time Error**

**class A{}**

**class B{}**

**public class C{}**

**How to put two public classes in a package?**

If you want to put two public classes in a package, have two java source files containing one public class, but keep the package name same

**//save as A.java**

**package javatpoint;**

**public class A{}**

**//save as B.java**

**package javatpoint;**

**public class B{}**

#### Static Import

**Static Import** is feature that expands the capabilities of **import** keyword. It is used to import static member of a class. We know that static members are referred in association with its class name outside the class.

Static imports are used to save your time and typing. If you hate to type same thing again and again then you may find such imports interesting.

Using static import ,it is possible to refer to the static member directly without its class name.

There are two general form of static import statement

* The first form of static import statement ,import only a single static member of a class

**Syntax**

**import static package.class-name.static-member-name;**

**Example**

**import static java.lang.Math.sqrt;//importing static method sqrt**

**// of Math class**

* The second form of static import statement ,import all the static member of a class.

**Syntax**

**import static package.class-type-name.\*;**

**Example**

**import static java.lang.Math.\*;//importing all static member of**

**// Math class**

**Example 1: Without Static Imports**

**class Demo1{**

**public static void main(String args[]){**

**double var1= Math.sqrt(5.0);**

**double var2= Math.tan(30);**

**System.out.println("Square of 5 is:"+ var1);**

**System.out.println("Tan of 30 is:"+ var2);**

**}**

**}**

**Output:** Square of 5 is: 2.23606797749979

Tan of 30 is: -6.405331196646276

**Example 2: Using Static Imports**

**import static java.lang.System.out;**

**import static java.lang.Math.\*;**

**class Demo2{**

**public static void main(String args[]){**

**double var1= sqrt(5.0); //instead of Math.sqrt need to use only sqrt**

**double var2= tan(30); //instead of Math.tan need to use only tan**

**//need not to use System in both the below statements**

**out.println("Square of 5 is:"+var1);**

**out.println("Tan of 30 is:"+var2);**

**}**

**}**

**Output:** Square of 5 is: 2.23606797749979

Tan of 30 is: -6.405331196646276

**Points to note:** Package import syntax

**import static java.lang.System.out;**

**import static java.lang.Math.\*;**

**When to use static imports?**

If you are going to use static variables/methods a lot then it’s fine to use static imports. for example if you want to write a code with lot of mathematical calculations then you may want to use static import.

**Drawbacks:** It makes the code confusing and less readable so if you are going to use static members very few times in your code then probably you should avoid using it. You can also use wildcard (\*) imports.

**Points To Remember :**

* **private**: Accessible only in the class.
* **no modifier**: So-called “package” access — accessible only in the same package.
* **protected**: Accessible (inherited) by subclasses, and accessible by code in same package.
* **public**: Accessible anywhere the class is accessible, and inherited by subclasses.
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# Collection In Java

## Introduction to Collection Framework

Collections is a framework that provides an architecture to store and manipulate the group of objects.

* An operations that allows you perform on a data such as searching, sorting, insertion, manipulation, deletion etc. can be performed by Java Collections.
* It provides many interfaces (Set, List, Queue, Deque etc.) and classes (ArrayList, Vector, LinkedList, PriorityQueue, HashSet, LinkedHashSet, TreeSet etc).

**What is Collection in java?**

Collection represents a single unit of objects i.e. a group.

**What is framework in java?**

* provides readymade architecture.
* represents set of classes and interface.
* is optional.

**What is Collection framework?**

Collection framework represents a unified architecture for storing and manipulating group of object. It has:

* **Interfaces:** These are abstract data types that represent collections. Interfaces allow collections to be manipulated independently of the details of their representation. In object-oriented languages, interfaces generally form a hierarchy.
* **Implementations, i.e., Classes:** These are the concrete implementations of the collection interfaces. In essence, they are reusable data structures.
* **Algorithms:** These are the methods that perform useful computations, such as searching and sorting, on objects that implement collection interfaces. The algorithms are said to be polymorphic: that is, the same method can be used on many different implementations of the appropriate collection interface.

In addition to collections, the framework defines several map interfaces and classes. Maps store key/value pairs. Although maps are not *collections* in the proper use of the term, but they are fully integrated with collections.

## Hierarchy of Collection Framework

The **java.util** package contains all the classes and interfaces for Collection framework.
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#### The Collection Interfaces

The collections framework defines several interfaces. This section provides an overview of each interface:

|  |  |  |
| --- | --- | --- |
| SN | Interfaces | Description |
| 1 | **Collection Interface** | This enables you to work with groups of objects; it is at the top of the collections hierarchy. |
| 2 | **List Interface** | This extends **Collection** and an instance of List stores an ordered collection of elements. |
| 3 | **Set** | This extends Collection to handle sets, which must contain unique elements |
| 4 | **SortedSet** | This extends Set to handle sorted sets |
| 5 | **Map** | This maps unique keys to values. |
| 6 | **Map.Entry** | This describes an element (a key/value pair) in a map. This is an inner class of Map. |
| 7 | **SortedMap** | This extends Map so that the keys are maintained in ascending order. |
| 8 | **Enumeration** | This is legacy interface and defines the methods by which you can enumerate (obtain one at a time) the elements in a collection of objects. This legacy interface has been superceded by Iterator. |

#### The Collection Classes

Java provides a set of standard collection classes that implement Collection interfaces.

|  |  |  |
| --- | --- | --- |
| SN | Classes | Description |
| 1 | **AbstractCollection** | Implements most of the Collection interface. |
| 2 | **AbstractList** | Extends **AbstractCollection** and implements most of the List interface. |
| 3 | **AbstractSequentialList** | Extends **AbstractList** for use by a collection that uses sequential rather than random access of its elements. |
| 4 | [**LinkedList**](http://www.tutorialspoint.com/java/java_linkedlist_class.htm) | Implements a linked list by extending **AbstractSequentialList**. |
| 5 | [**ArrayList**](http://www.tutorialspoint.com/java/java_arraylist_class.htm) | Implements a dynamic array by extending **AbstractList**. |
| 6 | **AbstractSet** | Extends **AbstractCollection** and implements most of the Set interface. |
| 7 | [**HashSet**](http://www.tutorialspoint.com/java/java_hashset_class.htm) | Extends **AbstractSet** for use with a hash table. |
| 8 | [**LinkedHashSet**](http://www.tutorialspoint.com/java/java_linkedhashset_class.htm) | Extends **HashSet** to allow insertion-order iterations. |
| 9 | [**TreeSet**](http://www.tutorialspoint.com/java/java_treeset_class.htm) | Implements a set stored in a tree. Extends **AbstractSet**. |
| 10 | **AbstractMap** | Implements most of the **Map** interface. |
| 11 | [**HashMap**](http://www.tutorialspoint.com/java/java_hashmap_class.htm) | Extends **AbstractMap** to use a hash table. |
| 12 | [**TreeMap**](http://www.tutorialspoint.com/java/java_treemap_class.htm) | Extends **AbstractMap** to use a tree. |
| 13 | **WeakHashMap** | Extends **AbstractMap** to use a hash table with weak keys. |
| 14 | **LinkedHashMap** | Extends **HashMap** to allow insertion-order iterations. |
| 15 | [**IdentityHashMap**](http://www.tutorialspoint.com/java/java_identityhashmap_class.htm) | Extends **AbstractMap** and uses reference equality when comparing documents. |

Some of the classes provide full implementations that can be used as-is and others are abstract class, providing skeletal implementations that are used as starting points for creating concrete collections.

The ***AbstractCollection***, ***AbstractSet***, ***AbstractList***, ***AbstractSequentialList*** and ***AbstractMap*** classes provide skeletal implementations of the core collection interfaces, to minimize the effort required to implement them.

#### The Legacy Classes

|  |  |  |
| --- | --- | --- |
| SN | Classes | Description |
| 1 | **Vector** | It implements a dynamic array. It is similar to **ArrayList**, It is Synchonized |
| 2 | **Stack** | Stack is a subclass of **Vector** that implements a standard last-in, first-out stack. |
| 3 | **Dictionary** | Dictionary is an abstract class that represents a key/value storage repository and operates much like Map. |
| 4 | [**Hashtable**](http://www.tutorialspoint.com/java/java_linkedlist_class.htm) | It was part of the original java.util and is a concrete implementation of a Dictionary. |
| 5 | [**Properties**](http://www.tutorialspoint.com/java/java_arraylist_class.htm) | Properties is a subclass of **Hashtable**. It is used to maintain lists of values in which the key is a String and the value is also a String. |
| 6 | **BitSet** | It creates a special type of array that holds bit values. It can increase in size as needed. |

## List Interface

The List interface extends Collection and declares the behavior of a collection that stores a sequence of elements.

* Elements can be inserted or accessed by their position in the list, using a zero-based index.
* A list may contain duplicate elements.

List Interface broadly used in below classes for manipulating list of objects.

* Array List
* Linked List

#### Array List

**ArrayList** : It extends ***AbstractList*** and implements the ***List*** interface. It supports dynamic arrays that can grow as needed.

* It can contain duplicate elements.
* It maintains insertion order.
* It is not synchronized.
* Random access because array works at the index basis.
* Searching is fast because it is index based , however the manipulation is slower because a lot of shifting needs to be occurred if any element is removed from the array list.

**Note** : ***AbstractList*** extends ***AbstractCollection*** which implements ***Collection*** interface ***,*** hence abstract collections methods implemented in abstract list too.

**Array List - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **ArrayList()** | Constructs an empty list with an initial capacity of ten. |
| 2 | **ArrayList(Collection c)** | Constructs a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |
| 3 | **ArrayList(int initialCapacity)** | Constructs an empty list with the specified initial capacity. |

**Array List Methods - To Manipulated the Dynamic Array**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(int index, Object element)** | Inserts the specified element at the specified position index in this list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index > size()). |
| 2 | **boolean add(Object o)** | Appends the specified element to the end of this list. |
| 3 | **boolean addAll**  **(Collection c)** | Appends all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. Throws **NullPointerException** if the specified collection is null. |
| 4 | **boolean addAll(int index, Collection c)** | Inserts all of the elements in the specified collection into this list, starting at the specified position. Throws **NullPointerException** if the specified collection is null. |
| 5 | **void clear()** | Removes all of the elements from this list. |
| 6 | **Object clone()** | Returns a shallow copy of this **ArrayList**. |
| 7 | **boolean contains**  **(Object o)** | Returns true if this list contains the specified element. More formally, returns true if and only if this list contains at least one element e such that (o==null ? e==null : o.equals(e)). |
| 8 | **void ensureCapacity**  **(int minCapacity)** | Increases the capacity of this **ArrayList** instance, if necessary, to ensure that it can hold at least the number of elements specified by the minimum capacity argument. |
| 9 | **Object get(int index)** | Returns the element at the specified position in this list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index >= size()). |
| 10 | **int indexOf(Object o)** | Returns the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| 11 | **int lastIndexOf(Object o)** | Returns the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| 12 | **Object remove(int index)** | Removes the element at the specified position in this list. Throws **IndexOutOfBoundsException** if index out of range (index < 0 || index >= size()). |
| 13 | **protected void removeRange(int fromIndex, int toIndex)** | Removes from this List all of the elements whose index is between **fromIndex**, inclusive and **toIndex**, exclusive. |
| 14 | **Object set(int index, Object element)** | Replaces the element at the specified position in this list with the specified element. Throws **IndexOutOfBoundsException** if the specified index is is out of range (index < 0 || index >= size()). |
| 15 | **int size()** | Returns the number of elements in this list. |
| 16 | **List subList(int startIndex,int lastIndex)** | It retrieves the list from parent list by passing defined index and any changes made in sub-list will impact the main list. |
| 17 | **Object[] toArray()** | Returns an array containing all of the elements in this list in the correct order. Throws **NullPointerException** if the specified array is null. |
| 18 | **Object[] toArray**  **(Object[] a)** | Returns an array containing all of the elements in this list in the correct order; the runtime type of the returned array is that of the specified array. |
| 19 | **void trimToSize()** | Trims the capacity of this **ArrayList** instance to be the list's current size. |
| 20 | **boolean isEmpty()** | Return true if the list is empty |
| 21 | **Collection.reverse(List)** | It is static method in collection class ,used to reverse list of elements. |
| 22 | **Collection.shuffle(List)** | It is static method in collection class, used to shuffle the list of elements randomly. |
| 23 | **Collection.swap(List,**  **int indexOfElement1,**  **int indexOfElement2)** | It is static method in collection class, used to swap the elements in list. |
| 24 | **Iterator iterator(int index)** | Returns a iterator of the elements in array (in proper sequence), starting at the specified position in the list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index >= size()). |

**Iterator – Interface :** It enables you to cycle through a collection, obtaining or removing elements

Before you can access a collection through an iterator, you must obtain one. Each of the collection classes provides an iterator( ) method that returns an iterator to the start of the collection. By using this iterator object, you can access each element in the collection, one element at a time.

In general, to use an iterator to cycle through the contents of a collection, follow these steps:

* Obtain an iterator to the start of the collection by calling the collection's iterator( ) method.
* Set up a loop that makes a call to **hasNext( ).** Have the loop iterate as long as **hasNext( )** returns true.
* Within the loop, obtain each element by calling **next( ).**

**Iterator Methods – To Manipulated Collections**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **boolean hasNext( )** | Returns true if there are more elements. Otherwise, returns false. |
| 2 | **Object next( )** | Returns the next element. Throws **NoSuchElementException** if there is not a next element. |
| 3 | **void remove( )** | Removes the current element. Throws **IllegalStateException** if an attempt is made to call remove() that is not preceded by a call to next() |

#### Linked List

**LinkedList** : It extends ***AbstractSequentialList*** and implements the ***List*** interface. It provides a linked-list data structure.

* It uses doubly linked list to store the elements. It extends the ***AbstractList*** class and implements List and Deque interfaces.
* It can contain duplicate elements.
* It maintains insertion order.
* It is not synchronized.
* No random access.
* Manipulation is faster because no shifting needs to be occurred while adding/removing elements, however searching an element in Linked list is slower since it not index based.
* It can be used as list, stack or queue.
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**Linked-List - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **LinkedList()** | Constructs an empty linked list. |
| 2 | **LinkedList(Collection c)** | Constructs a list containing the elements of the specified collection, in the order they are returned by the collection's iterator. |

**Linked List Methods - To Manipulated the List**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(int index, Object element)** | Inserts the specified element at the specified position index in this list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index > size()). |
| 2 | **boolean add(Object o)** | Appends the specified element to the end of this list. |
| 3 | **boolean addAll**  **(Collection c)** | Appends all of the elements in the specified collection to the end of this list, in the order that they are returned by the specified collection's iterator. Throws **NullPointerException** if the specified collection is null. |
| 4 | **boolean addAll(int index, Collection c)** | Inserts all of the elements in the specified collection into this list, starting at the specified position. Throws **NullPointerException** if the specified collection is null. |
| 5 | **void addFirst(Object o)** | Inserts the given element at the beginning of this linked list. |
| 6 | **void addLast(Object o)** | Appends the given element to the end of this linked list. |
| 7 | **void clear()** | Removes all of the elements from this list. |
| 8 | **Object clone()** | Returns a shallow copy of this **LinkedList**. |
| 9 | **boolean contains**  **(Object o)** | Returns true if this list contains the specified element. More formally, returns true if and only if this list contains at least one element e such that (o==null ? e==null : o.equals(e)). |
| 10 | **Object get(int index)** | Returns the element at the specified position in this list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index >= size()). |
| 11 | **Object getFirst()** | Returns the first element in this list. Throws **NoSuchElementException** if this list is empty. |
| 12 | **Object getLast()** | Returns the last element in this list. Throws **NoSuchElementException** if this list is empty. |
| 13 | **int indexOf(Object o)** | Returns the index in this list of the first occurrence of the specified element, or -1 if the List does not contain this element. |
| 14 | **int lastIndexOf**  **(Object o)** | Returns the index in this list of the last occurrence of the specified element, or -1 if the list does not contain this element. |
| 15 | **ListIterator listIterator**  **(int index)** | Returns a list-iterator of the elements in this list (in proper sequence), starting at the specified position in the list. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index >= size()). |
| 16 | **Object remove**  **(int index)** | Removes the element at the specified position in this list. Throws **NoSuchElementException** if this list is empty. |
| 17 | **boolean remove**  **(Object o)** | Removes the first occurrence of the specified element in this list. Throws **NoSuchElementException** if this list is empty. Throws **IndexOutOfBoundsException** if the specified index is out of range |
| 18 | **Object removeFirst()** | Removes and returns the first element from this list. Throws **NoSuchElementException** if this list is empty. |
| 19 | **Object removeLast()** | Removes and returns the last element from this list. Throws **NoSuchElementException** if this list is empty. |
| 20 | **Object peek()** | It is used to look at the object at the top of this stack without removing it from the stack |
| 21 | **Object peekFirst()** | It retrieves, but does not remove, the first element of this list, or returns null if this list is empty. |
| 22 | **Object peekLast()** | It retrieves, but does not remove, the last element of this list, or returns null if this list is empty. |
| 23 | **void Push()** | It pushes an element onto the stack represented by this list. In other words, inserts the element at the front of this list. |
| 24 | **Object Pop()** | It pops an element from the stack represented by this list. Popping means remove and return the first element of this list. |
| 25 | **poll()** | It retrieves and removes the head (first element) of this list |
| 26 | **pollFirst()** | It retrieves and removes the first element of this list, or returns null if this list is empty. |
| 27 | **pollLast()** | It retrieves and removes the last element of this list, or returns null if this list is empty. |
| 28 | **List subList(int start,int last)** | It retrieves the list from parent list by passing defined index and any changes made in sub-list will impact the main list. |
| 29 | **int size()** | Returns the number of elements in this list. |
| 30 | **Object set(int index, Object element)** | Replaces the element at the specified position in this list with the specified element. Throws **IndexOutOfBoundsException** if the specified index is out of range (index < 0 || index >= size()). |
| 31 | **Object[] toArray()** | Returns an array containing all of the elements in this list in the correct order. Throws **NullPointerException** if the specified array is null. |
| 32 | **Object[] toArray**  **(Object[] a)** | Returns an array containing all of the elements in this list in the correct order; the runtime type of the returned array is that of the specified array. |
| 33 | **boolean isEmpty()** | Return true if the list is empty |
| 34 | **Collection.reverse(List)** | It is static method in collection class ,used to reverse list of elements. |
| 35 | **Collection.shuffle(List)** | It is static method in collection class, used to shuffle the list of elements randomly. |
| 36 | **Collection.swap(List,**  **int indexOfElement1,**  **int indexOfElement2)** | It is static method in collection class, used to swap the elements in list. |

**List Iterator –** It extends Iterator to allow bidirectional traversal of a list, and the modification of elements.

**List Iterator Methods – To Manipulated Collections**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(Object obj)** | Inserts obj into the list in front of the element that will be returned by the next call to next( ). |
| 2 | **boolean hasNext( )** | Returns true if there is a next element. Otherwise, returns false. |
| 3 | **boolean hasPrevious()** | Returns true if there is a previous element. else, returns false. |
| 4 | **Object next( )** | Returns the next element. A **NoSuchElementException** is thrown if there is not a next element. |
| 5 | **int nextIndex( )** | Returns the index of the next element. If there is not a next element, returns the size of the list. |
| 6 | **Object previous( )** | Returns the previous element. A **NoSuchElementException** is thrown if there is not a previous element. |
| 7 | **int previousIndex( )** | Returns the index of the previous element. If there is not a previous element, returns -1. |
| 8 | **void remove( )** | Removes the current element from the list. An**IllegalStateException** is thrown if remove() is called before next() or previous( ) is invoked |
| 9 | **void set(Object obj)** | Assigns obj to the current element. This is the element last returned by a call to either next( ) or previous( ). |

## Set Interface

A Set is a Collection that cannot contain duplicate elements. It models the mathematical set abstraction.

* Set interface contains only methods inherited from Collection and adds the restriction that duplicate elements are prohibited.
* It adds a stronger contract on the behavior of the equals and hashCode operations, allowing Set instances to be compared meaningfully even if their implementation types differ.

Set Interface broadly used in below classes for manipulating list of objects.

* Hash Set
* Linked Hash Set
* Tree Set

#### Hash Set

**HashSet** : It extends ***AbstractSet*** and implements the ***Set*** interface. It creates a collection that uses a hash table for storage.

* A hash table stores information by using a mechanism called hashing. In hashing, the informational content of a key is used to determine a unique value, called its hash code.
* The hash code is then used as the index at which the data associated with the key is stored. The transformation of the key into its hash code is performed automatically.
* It contains unique elements only.

**Hash Set - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **HashSet()** | Constructs an empty set. |
| 2 | **HashSet (Collection c)** | Constructs and initializes the hash set by using the elements of c. |
| 3 | **HashSet(int c)** | Constructs and initializes the capacity of the hash set to capacity. |
| 4 | **HashSet(int capacity, float fillRatio)** | It form initializes both the capacity and the fill ratio (also called load capacity) of the hash set from its arguments. Here the fill ratio must be between 0.0 and 1.0, and it determines how full the hash set can be before it is resized upward. Specifically, when the number of elements is greater than the capacity of the hash set multiplied by its fill ratio, the hash set is expanded. |

**Hash Set Methods - To Manipulated the Set**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **boolean add(Object o)** | Adds the specified element to this set if it is not already present. |
|  | **boolean addAll**  **(Collection c)** | Adds all of the elements in the specified collection to this collection (optional operation). |
| 2 | **void clear()** | Removes all of the elements from this set. |
| 3 | **Object clone()** | Returns a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| 4 | **boolean contains**  **(Object o)** | Returns true if this set contains the specified element. |
| 5 | **boolean containsAll**  **(Collection c)** | Returns true if this collection contains all of the elements in the specified collection. |
| 6 | **boolean isEmpty()** | Returns true if this set contains no elements. |
| 7 | **boolean remove(Object o)** | Removes the specified element from this set if it is present. |
| 8 | **boolean removeAll**  **(Collection c)** | Removes all of this collection's elements that are also contained in the specified collection (optional operation). |
| 9 | **boolean retainAll**  **(Collection c)** | Retains only the elements in this collection that are contained in the specified collection (optional operation). |
| 10 | **int size()** | Returns the number of elements in this set. |
| 11 | **Object [] toArray()** | Returns an array containing all of the elements in this collection. |
| 12 | **Collection[] toArray**  **(Collection[] a)** | Returns an array containing all of the elements in this collection; the runtime type of the returned array is that of the specified array. |
| 13 | **String toString()** | Returns a string representation of this collection. |
| 14 | **Iterator iterator()** | Returns a iterator of the elements in set (in proper sequence) |
| 15 | **boolean equals(Object o)** | Compares the specified object with this set for equality. |
| 16 | **int hashCode()** | Returns the hash code value for this set. |

#### Linked Hash Set

**LinekHashSet** : It extends ***HashSet*** class and implements ***Set*** interface.

* It maintains a linked list of the entries in the set, in the order in which they were inserted. This allows insertion-order iteration over the set.
* It maintains insertion order.
* Hash code is then used as the index at which the data associated with the key is stored. The transformation of the key into its hash code is performed automatically.

**Linked Hash Set - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **LinkedHashSet ()** | Constructs an empty set. |
| 2 | **LinkedHashSet (Collection c)** | Constructs and initializes the hash set by using the elements of c. |
| 3 | **LinkedHashSet (int c)** | Constructs and initializes the capacity of the hash set to capacity. The capacity grows automatically as elements are added to the Hash. |
| 4 | **LinkedHashSet (int capacity, float fillRatio)** | It form initializes both the capacity and the fill ratio (also called load capacity) of the hash set from its arguments. Here the fill ratio must be between 0.0 and 1.0, and it determines how full the hash set can be before it is resized upward. Specifically, when the number of elements is greater than the capacity of the hash set multiplied by its fill ratio, the hash set is expanded. |

**Linked Hash Set Methods - To Manipulated the Set**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **boolean add(Object o)** | Adds the specified element to this set if it is not already present. |
|  | **boolean addAll**  **(Collection c)** | Adds all of the elements in the specified collection to this collection (optional operation). |
| 2 | **void clear()** | Removes all of the elements from this set. |
| 3 | **Object clone()** | Returns a shallow copy of this HashSet instance: the elements themselves are not cloned. |
| 4 | **boolean contains**  **(Object o)** | Returns true if this set contains the specified element. |
| 5 | **boolean containsAll**  **(Collection c)** | Returns true if this collection contains all of the elements in the specified collection. |
| 6 | **boolean isEmpty()** | Returns true if this set contains no elements. |
| 7 | **boolean remove(Object o)** | Removes the specified element from this set if it is present. |
| 8 | **boolean removeAll**  **(Collection c)** | Removes all of this collection's elements that are also contained in the specified collection (optional operation). |
| 9 | **boolean retainAll**  **(Collection c)** | Retains only the elements in this collection that are contained in the specified collection (optional operation). |
| 10 | **int size()** | Returns the number of elements in this set. |
| 11 | **Object [] toArray()** | Returns an array containing all of the elements in this collection. |
| 12 | **Collection[] toArray**  **(Collection[] a)** | Returns an array containing all of the elements in this collection; the runtime type of the returned array is that of the specified array. |
| 13 | **String toString()** | Returns a string representation of this collection. |
| 14 | **Iterator iterator()** | Returns a iterator of the elements in set (in proper sequence) |
| 15 | **boolean equals(Object o)** | Compares the specified object with this set for equality. |
| 16 | **int hashCode()** | Returns the hash code value for this set. |

**Have to Verify These Linked List Methods in LinkedHashSet Methods**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Object getFirst()** | It returns the first element in the ordered set but does not delete it in the set. |
| 2 | **Object getLast()** | It returns the last element in the ordered set but does not delete it in the set. |
| 3 | **Object removeFirst()** | It returns the first element from the set |
| 4 | **Object removeLast()** | It returns the last element from the set |

#### Tree Set

**Tree Set** : It extends ***SortedSet*** class and implements ***NavigableSet*** interface.

* **TreeSet** provides an implementation of the Set interface that uses a tree for storage. Objects are stored in sorted, ascending order.
* Access and retrieval times are quite fast, which makes **TreeSet** an excellent choice when storing large amounts of sorted information that must be found quickly.

**Tree Set - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **TreeSet ()** | Constructs an empty sorted set. |
| 2 | **TreeSet (Collection c)** | Constructs and initializes the sorted set by using the elements of c. |
| 3 | **TreeSet (Comparator c)** | Constructs an empty tree set that will be sorted according to the comparator specified by c |
| 4 | **TreeSet (SortedSet s)** | It builds a tree set that contains the elements of s |

**Tree Set Methods - To Manipulated the Set**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(Object element)** | Adds the specified element to this set if it is not already present. |
| 2 | **boolean add(Object o)** | Adds the specified element to this set if it is not already present. |
| 3 | **boolean addAll(Collection c)** | Adds all of the elements in the specified collection to this set. |
| 4 | **void clear()** | Removes all of the elements from this set. |
| 5 | **Object clone()** | Returns a shallow copy of this **TreeSet** instance. |
| 6 | **Iterator iterator()** | Returns an iterator over the elements in this set in ascending order |
| 7 | **Iterator descendingIterator()** | Returns an iterator over the elements in this set in descending order. |
| 8 | **boolean contains(Object o)**  **(Object o)** | Returns true if this set contains the specified element. |
| 9 | **Comparator comparator()** | Returns the comparator used to order this sorted set, or null if this tree set uses its elements natural ordering. |
| 10 | **boolean isEmpty()** | Returns true if this set contains no elements. |
| 11 | **Object first()** | Returns the first (lowest) element currently in this sorted set. |
| 12 | **Object last()** | Returns the last (highest) element currently in this sorted set. |
| 13 | **boolean remove(Object o)** | Removes the specified element from this set if it is present. |
| 14 | **boolean removeAll(Object o)** | Removes from this set all of its elements that are contained in the specified collection (optional operation). |
| 15 | **int size()** | Returns the number of elements in this set. |
| 16 | **boolean equals(Object o)** | Compares the specified object with this set for equality. |
| 17 | **int hashCode()** | Returns the hash code value for this set. |
| 18 | **NavigableSet subSet(Object fromElement, Boolean fromInclusive, Object toElement,Boolean toInclusive)** | Returns a view of the portion of this set whose elements range from **fromElement** to **toElement**. |
| 19 | **SortedSet subSet(Object fromElement, Object toElement)** | Returns a view of the portion of this set whose elements range from **fromElement**, inclusive, to **toElement**, exclusive. |
| 20 | **NavigableSet headSet(Object toElement,Boolean inclusive)** | Returns a view of the portion of this set whose elements are less than (or equal to, if inclusive is true) **toElement**. |
| 21 | **SortedSet headSet(Object toElement)** | Returns a view of the portion of this set whose elements are strictly less than **toElement**. |
| 22 | **NavigableSet tailSet(Object fromElement,Boolean inclusive)** | Returns a view of the portion of this set whose elements are greater than (or equal to, if inclusive is true) **fromElement**. |
| 23 | **SortedSet tailSet(Object fromElement)** | Returns a view of the portion of this set whose elements are greater than or equal to **fromElement**. |
| 24 | **Collection ceiling**  **(Collection c)** | Returns the least element in this set greater than or equal to the given element, or null if there is no such element. |
| 25 | **Collection floor**  **(Collection c)** | Returns the greatest element in this set less than or equal to the given element, or null if there is no such element. |
| 26 | **Collection higher**  **(Collection c)** | Returns the least element in this set strictly greater than the given element, or null if there is no such element. |
| 27 | **Collection lower**  **(Collection c)** | Returns the greatest element in this set strictly less than the given element, or null if there is no such element. |
| 28 | **Collection pollFirst()** | Retrieves and removes the first (lowest) element, or returns null if this set is empty. |
| 29 | **Collection pollLast()** | Retrieves and removes the last (highest) element, or returns null if this set is empty. |
| 30 | **NavigableSet desendingSet()** | Returns a reverse order view of the elements contained in this set. |

## Map Interface

It maps unique keys to values. A key is an object that you use to retrieve a value at a later.

* Given a key and a value, you can store the value in a Map object. After the value is stored, you can retrieve it by using its key.
* Several methods throw a **NoSuchElementException** when no items exist in the invoking map.
* A **ClassCastException** is thrown when an object is incompatible with the elements in a map.
* A **NullPointerException** is thrown if an attempt is made to use a null object and null is not allowed in the map.
* An **UnsupportedOperationException** is thrown when an attempt is made to change an unmodifiable map.

Map Interface broadly used in below classes for manipulating key/value pair.

* Hash Map
* Linked Hash Map
* Weak Hash Map
* Identity Hash Map
* Tree Map

#### Hash Map

**HashMap** : It extends ***AbstractMap*** to use hashtable and implements the ***Map*** interface. It creates a collection of key/value pair.

* A hash table stores information by using a mechanism called hashing. In hashing, the informational content of a key is used to determine a unique value, called its hash code.
* The hash code is then used as the index at which the data associated with the key is stored. The transformation of the key into its hash code is performed automatically.
* It contains unique elements only.

**Note:**

* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains no order.

**Hash Map - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **HashMap()** | Constructs default hash map. |
| 2 | **HashMap(Map m)** | Constructs and initializes the hash map by using the elements of m. |
| 3 | **HashMap(int capacity)** | Constructs and initializes the capacity of the hash map to capacity. |
| 4 | **HashMap(int capacity, float fillRatio)** | It form initializes both the capacity and the fill ratio (also called load capacity) of the hash map from its arguments. |

**Hash Map Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear()** | Removes all mappings from this map. |
| 2 | **Object clone()** | Returns a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| 3 | **boolean containsKey**  **(Object key)** | Returns true if this map contains a mapping for the specified key. |
| 4 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 5 | **Set entrySet()** | Returns a collection view of the mappings contained in this map. |
| 6 | **boolean equals(Object obj)** | Returns true if obj is a Map and contains the same entries. Otherwise, returns false. |
| 7 | **Object get(Object key)** | Returns the value to which the specified key is mapped in this identity hash map, or null if the map contains no mapping for this key. |
| 8 | **int hashCode( )** | Returns the hash code for the invoking map. |
| 9 | **boolean isEmpty()** | Returns true if this map contains no key-value mappings. |
| 10 | **Set keySet()** | Returns a set view of the keys contained in this map. |
| 11 | **Object put(Object key, Object value)** | Associates the specified value with the specified key in this map. |
| 12 | **Void putAll(Map m)** | Copies all of the mappings from the specified map to this map These mappings will replace any mappings that this map had for any of the keys currently in the specified map. |
| 13 | **Object remove(Object key)** | Removes the mapping for this key from this map if present. |
| 14 | **int size()** | Returns the number of key-value mappings in this map. |
| 15 | **Collection values()** | Returns a collection view of the values contained in this map. |

#### Linked Hash Map

**LinekHashMap** : It extends ***HashMap*** and implements the ***Map*** interface. It creates a collection of key/value pair.

* It maintains a linked list of the entries in the map, in the order which they were inserted. This allows insertion-order iteration over the map.
* We can also create a LinkedHashMap that returns its elements in the order in which they were last accessed.

**Note:**

* It contains only unique elements.
* It may have one null key and multiple null values.
* It maintains insertion order.

**Linked Hash Map - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **LinkedHashMap ()** | Constructs default Linked Hash Map |
| 2 | **LinkedHashMap(Map m)** | Constructs and initializes the Linked Hash Map by using the elements of m. |
| 3 | **LinkedHashMap(int c)** | Constructs and initializes the capacity of the Linked Hash Map to capacity. |
| 4 | **LinkedHashMap(int capacity, float fillRatio)** | It form initializes both the capacity and the fill ratio (also called load capacity). It is same as Hash Map utility. |

**Linked Hash Map Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear()** | Removes all mappings from this map. |
| 2 | **Object clone()** | Returns a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| 3 | **boolean containsKey**  **(Object key)** | Returns true if this map contains a mapping for the specified key. |
| 4 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 5 | **Set entrySet()** | Returns a collection view of the mappings contained in this map. |
| 6 | **boolean equals(Object obj)** | Returns true if obj is a Map and contains the same entries. Otherwise, returns false. |
| 7 | **Object get(Object key)** | Returns the value to which the specified key is mapped in this identity hash map, or null if the map contains no mapping for this key. |
| 8 | **int hashCode( )** | Returns the hash code for the invoking map. |
| 9 | **boolean isEmpty()** | Returns true if this map contains no key-value mappings. |
| 10 | **Set keySet()** | Returns a set view of the keys contained in this map. |
| 11 | **Object put(Object key, Object value)** | Associates the specified value with the specified key in this map. |
| 12 | **Void putAll(Map m)** | Copies all of the mappings from the specified map to this map These mappings will replace any mappings that this map had for any of the keys currently in the specified map. |
| 13 | **Object remove(Object key)** | Removes the mapping for this key from this map if present. |
| 14 | **int size()** | Returns the number of key-value mappings in this map. |
| 15 | **Collection values()** | Returns a collection view of the values contained in this map. |
| 16 | **protected boolean removeEldestEntry(Map.Entry eldest)** | Returns true if this map should remove its eldest entry. |

**Have to Verify These Linked List Methods in LinkedHashMap Methods**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Object getFirst()** | It returns the first element in the ordered set but does not delete it in the set. |
| 2 | **Object getLast()** | It returns the last element in the ordered set but does not delete it in the set. |
| 3 | **Object removeFirst()** | It returns the first element from the set |
| 4 | **Object removeLast()** | It returns the last element from the set |

#### Weak Hash Map

**WeakHashMap** : It extends ***AbstractMap*** to use hashtable and implements the ***Map*** interface. It that stores only weak references to its keys.

* Storing only weak references allows a key-value pair to be garbagecollected when its key is no longer referenced outside of the WeakHashMap.
* It provides the easiest way to harness the power of weak references. It is useful for implementing "registry-like" data structures, where the utility of an entry vanishes when its key is no longer reachable by any thread.
* The WeakHashMap functions identically to the HashMap with one very important exception, if the Java memory manager no longer has a strong reference to the object specified as a key, then the entry in the map will be removed.

**Weak Reference:** If the only references to an object are weak references, the garbage collector can reclaim the object's memory at any time.it doesn't have to wait until the system runs out of memory. Usually, it will be freed the next time the garbage collector runs.

**Weak Hash Map - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **WeakHashMap()** | Constructs a new, empty WeakHashMap with the default initial capacity (16) and the default load factor (0.75). |
| 2 | **WeakHashMap(Map m)** | Constructs and initializes the Weak hash map by using the elements of m. |
| 3 | **WeakHashMap(int capacity)** | Constructs and initializes the weak hash map to given capacity with default load factor as 0.75. |
| 4 | **WeakHashMap(int capacity, float fillRatio)** | It form initializes both the capacity and the fill ratio (also called load capacity) of the hash map from its arguments. |

**Weak Hash Map Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear()** | Removes all mappings from this map. |
| 2 | **Object clone()** | Returns a shallow copy of this WeakHashMap instance: the keys and values themselves are not cloned. |
| 3 | **boolean containsKey**  **(Object key)** | Returns true if this map contains a mapping for the specified key. |
| 4 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 5 | **Set entrySet()** | Returns a collection view of the mappings contained in this map. |
| 6 | **Object get(Object key)** | Returns value to which the specified key is mapped in this identity hash map, or null if the map contains no mapping for this key. |
| 7 | **int hashCode( )** | Returns the hash code for the invoking map. |
| 8 | **boolean isEmpty()** | Returns true if this map contains no key-value mappings. |
| 9 | **Set keySet()** | Returns a set view of the keys contained in this map. |
| 10 | **Object put(Object key, Object value)** | Associates the specified value with the specified key in this map. |
| 11 | **Void putAll(Map m)** | Copies all of the mappings from the specified map to this map These mappings will replace any mappings that this map had for any of the keys currently in the specified map. |
| 12 | **Object remove(Object key)** | Removes the mapping for this key from this map if present. |
| 13 | **int size()** | Returns the number of key-value mappings in this map. |
| 14 | **Collection values()** | Returns a collection view of the values contained in this map. |

Refer weak hash map program in tutorials point

#### Identity Hash Map

**IdentityHashMap** : It extends ***AbstractMap*** to use hashtable and implements the ***Map*** interface. It is similar to HashMap except that it uses reference equality when comparing elements.

* It is not a general-purpose Map implementation. While this class implements the Map interface, it intentionally violates Map's general contract, which mandates the use of the equals method when comparing objects.
* It is designed for use only in the rare cases wherein reference-equality semantics are required.
* This class provides constant-time performance for the basic operations (get and put), assuming the system identity hash function (System.identityHashCode(Object)) disperses elements properly among the buckets.
* This class has one tuning parameter (which affects performance but not semantics): expected maximum size. This parameter is the maximum number of key-value mappings that the map is expected to hold.

**Identity Hash Map - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **IdentityHashMap()** | Constructs a new, empty identity hash map with a default expected maximum size (21). |
| 2 | **IdentityHashMap(Map m)** | Constructs a new identity hash map containing the keys-value mappings in the specified map |
| 3 | **IdentityHashMap(int capacity)** | Constructs a new, empty map with the specified expected maximum size. |

**Identity Hash Map Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear()** | Removes all mappings from this map. |
| 2 | **Object clone()** | Returns a shallow copy of this WeakHashMap instance: the keys and values themselves are not cloned. |
| 3 | **boolean containsKey**  **(Object key)** | Returns true if this map contains a mapping for the specified key. |
| 4 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 5 | **Set entrySet()** | Returns a collection view of the mappings contained in this map. |
| 6 | **boolean equals(Object obj)** | Returns true if obj is a Map and contains the same entries. Otherwise, returns false. |
| 7 | **Object get(Object key)** | Returns the value to which the specified key is mapped in this identity hash map, or null if the map contains no mapping for this key. |
| 8 | **int hashCode( )** | Returns the hash code for the invoking map. |
| 9 | **boolean isEmpty()** | Returns true if this map contains no key-value mappings. |
| 10 | **Set keySet()** | Returns a set view of the keys contained in this map. |
| 11 | **Object put(Object key, Object value)** | Associates the specified value with the specified key in this map. |
| 12 | **Void putAll(Map m)** | Copies all of the mappings from the specified map to this map These mappings will replace any mappings that this map had for any of the keys currently in the specified map. |
| 13 | **Object remove(Object key)** | Removes the mapping for this key from this map if present. |
| 14 | **int size()** | Returns the number of key-value mappings in this map. |
| 15 | **Collection values()** | Returns a collection view of the values contained in this map. |

Refer identity hash map program in tutorials point

#### Tree Map

**TreeMap** : It extends ***AbstractMap*** to use hashtable and implements the ***NavigableMap*** interface. It creates a collection of key/value pair in sorted order, and allows rapid retrieval.

* It contains only unique elements.
* It cannot have null key but can have multiple null values.
* Unlike a hash map, a tree map guarantees that its elements will be sorted in ascending key order.
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**Tree Map - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **TreeMap()** | Constructs an empty tree map that will be sorted by using the natural order of its keys |
| 2 | **TreeMap(Comparator c)** | Constructs an empty tree-based map that will be sorted by using the Comparator comp. |
| 3 | **TreeMap(Map m)** | Constructs a tree map with the entries from m, which will be sorted by using the natural order of the keys. |
| 4 | **TreeMap(SortedMap sm)** | Construts tree map with the entries from sm, which will be sorted in the same order as sm. |

**Tree Map Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear()** | Removes all mappings from this map. |
| 2 | **Object clone()** | Returns a shallow copy of this HashMap instance: the keys and values themselves are not cloned. |
| 3 | **Comparator comparator()** | Returns the comparator used to order this map, or null if this map uses its keys' natural order. |
| 4 | **boolean containsKey**  **(Object key)** | Returns true if this map contains a mapping for the specified key. |
| 5 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 6 | **Set entrySet()** | Returns a collection view of the mappings contained in this map. |
| 7 | **Object get(Object key)** | Returns the value to which the specified key is mapped in this identity hash map, or null if the map contains no mapping for this key. |
| 8 | **Object firstKey()** | Returns the first (lowest) key currently in this sorted map. |
| 9 | **Object lastKey()** | Returns the last (highest) key currently in this sorted map. |
| 10 | **Set keySet()** | Returns a set view of the keys contained in this map. |
| 11 | **Object put(Object key, Object value)** | Associates the specified value with the specified key in this map. |
| 12 | **Void putAll(Map m)** | Copies all of the mappings from the specified map to this map These mappings will replace any mappings that this map had for any of the keys currently in the specified map. |
| 13 | **Object remove(Object key)** | Removes the mapping for this key from this map if present. |
| 14 | **int size()** | Returns the number of key-value mappings in this map. |
| 15 | **SortedMap headMap(Object toKey)** | Returns a view of the portion of this map whose keys are strictly less than toKey. |
| 16 | **SortedMap subMap(Object fromKey, Object toKey)** | Returns a view of the portion of this map whose keys range from fromKey, inclusive, to toKey, exclusive. |
| 17 | **SortedMap tailMap(Object fromKey** | Returns a view of the portion of this map whose keys are greater than or equal to fromKey. |
| 18 | **Collection values()** | Returns a collection view of the values contained in this map. |

## Map – Entry Interface

**Map.Entry:** It extends ***AbstractMap.SimpleEntry and AbstractMap.SimpleImmutableEntry*** and implements the ***Map*** interface.

**Entry** is the subinterface of Map. So we will access it by Map.Entry name.It provides methods to get key and value.

The **entrySet()** method declared by the Map interface returns a Set containing the map entries. Each of these set elements is a Map.Entry object.

**Map.Entry Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **boolean equals(Object obj)** | Returns true if obj is a Map.Entry whose key and value are equal to that of the invoking object. |
| 2 | **Object getKey( )** | Returns the key for this map entry. |
| 3 | **Object getValue( )** | Returns the value for this map entry. |
| 4 | **int hashCode( )** | Returns the hash code for this map entry. |
| 5 | **boolean containsValues**  **(Object Value)** | Returns true if this map maps one or more keys to the specified value. |
| 6 | **Object setValue(Object v)** | Sets the value for this map entry to v. A ClassCastException is thrown if v is not the correct type for the map. A NullPointerException is thrown if v is null and the map does not permit null keys. An UnsupportedOperationException is thrown if the map cannot be changed. |

## Legacy Collection Classes

Early version of java did not include the Collection framework. It only defined several classes and interface that provide method for storing objects. When Collection framework were added in J2SE 1.2, the original classes were reengineered to support the collection interface. These classes are also known as Legacy classes. All legacy claases and interface were redesign by JDK 5 to support Generics.

#### Vector

**Vector**: It is a dynamic array. It is similar to ArrayList, but with two differences:

* Vector is synchronized.
* Vector contains many legacy methods that are not part of the collections framework.

Vector proves to be very useful if you don't know the size of the array in advance or you just need one that can change sizes over the lifetime of a program.

**Note** : Vector works on the principle of First-in First-out [FIFO]

**Vector - Constructors**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Vector()** | Creates a default vector with an initial capacity of ten. |
| 2 | **Vector(int size)** | Creates a vector whose initial capacity is specified by size. |
| 3 | **Vector(int size, int incr)** | Creates a vector whose initial capacity is specified by size and whose increment is specified by incr. The increment specifies the number of elements to allocate each time that a vector is resized upward. |
| 4 | **Vector(Collection c)** | Creates a vector that contains the elements of collection c. |

**Vector Methods - To Manipulated the Dynamic Array**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(int index, Object element)** | Inserts the specified element at the specified position in this Vector. |
| 2 | **boolean add(Object o)** | Appends the specified element to the end of this Vector. |
| 3 | **boolean addAll**  **(Collection c)** | Appends all of the elements in the specified Collection to the end of this Vector, in the order that they are returned by the specified Collection's Iterator. |
| 4 | **boolean addAll(int index, Collection c)** | Inserts all of the elements in in the specified Collection into this Vector at the specified position. |
| 5 | **void addElement(Object obj)** | Adds the specified component to the end of this vector, increasing its size by one. |
| 6 | **int capacity()** | Returns the current capacity of this vector. |
| 7 | **void clear()** | Removes all of the elements from this Vector. |
| 8 | **Object clone()** | Returns a clone of this vector. |
| 9 | **boolean contains**  **(Object o)** | Tests if the specified object is a component in this vector. |
| 10 | **boolean containsAll(Collection c)** | Returns true if this Vector contains all of the elements in the specified Collection. |
| 11 | **void copyInto(Object[] anArray)** | Copies the components of this vector into the specified array. |
| 12 | **Object elementAt(int index)** | Returns the component at the specified index. |
| 13 | **Enumeration elements()** | Returns an enumeration of the components of this vector. |
| 14 | **void ensureCapacity(int minCapacity)** | Increases the capacity of this vector, if necessary, to ensure that it can hold at least the number of components specified by the minimum capacity argument. |
| 15 | **boolean equals(Object o)** | Compares the specified Object with this Vector for equality. |
| 16 | **Object firstElement()** | Returns the first component (the item at index 0) of this vector. |
| 17 | **Object get(int index)** | Returns the element at the specified position in this Vector. |
| 18 | **int hashCode()** | Returns the hash code value for this Vector. |
| 19 | **int indexOf(Object o)** | Searches for the first occurence of the given argument, testing for equality using the equals method. |
| 20 | **int indexOf(Object elem, int index)** | Searches for the first occurence of the given argument, beginning the search at index, and testing for equality using the equals method. |
| 21 | **void insertElementAt(Object obj, int index)** | Inserts the specified object as a component in this vector at the specified index. |
| 22 | **boolean isEmpty()** | Tests if this vector has no components. |
| 23 | **Object lastElement()** | Returns the last component of the vector. |
| 24 | **int lastIndexOf(Object elem)** | Returns the index of the last occurrence of the specified object in this vector. |
| 25 | **int lastIndexOf(Object elem, int index)** | Searches backwards for the specified object, starting from the specified index, and returns an index to it. |
| 26 | **Object remove(int index)** | Removes the element at the specified position in this Vector. |
| 27 | **boolean remove(Object o)** | Removes the first occurrence of the specified element in this Vector If the Vector does not contain the element, it is unchanged. |
| 28 | **boolean removeAll(Collection c)** | Removes from this Vector all of its elements that are contained in the specified Collection. |
| 29 | **void removeAllElements()** | Removes all components from this vector and sets its size to zero. |
| 30 | **boolean removeElement(Object o)** | Removes the first (lowest-indexed) occurrence of the argument from this vector. |
| 31 | **void removeElementAt(int index)** | RemoveElement at the index |
| 32 | **protected void removeRange(int fromIndex, int toIndex)** | Removes from this List all of the elements whose index is between fromIndex, inclusive and toIndex, exclusive. |
| 33 | **boolean retainAll(Collection c)** | Retains only the elements in this Vector that are contained in the specified Collection. |
| 34 | **Object set(int index, Object element)** | Replaces the element at the specified position in this Vector with the specified element. |
| 35 | **void setElementAt(Object obj, int index)** | Sets the component at the specified index of this vector to be the specified object. |
| 36 | **void setSize(int newSize)** | Sets the size of this vector. |
| 37 | **int size()** | Returns the number of elements in this list. |
| 38 | **List subList(int startIndex,int lastIndex)** | It retrieves the list from parent list by passing defined index and any changes made in sub-list will impact the main list. |
| 39 | **Object[] toArray()** | Returns an array containing all of the elements in this Vector in the correct order. |
| 40 | **Object[] toArray**  **(Object[] a)** | Returns an array containing all of the elements in this Vector in the correct order; the runtime type of the returned array is that of the specified array. |
| 41 | **String toString()** | Returns a string representation of this Vector, containing the String representation of each element. |
| 42 | **void trimToSize()** | Trims the capacity of this vector to be the vector's current size. |

#### Stack

**Stack** : It is a subclass of Vector that implements a standard ***last-in - first-out[LIFO]*** stack.List inside stack is used to traverse a collection in reverse order.

A stack is a data structure that allows data to be inserted (a 'push' operation), and removed (a 'pop' operation). Many stacks also support a read ahead (a 'peek' operation), which reads data without removing it. A stack is a LIFO-queue, meaning that the last data to be inserted will be the first data to be removed.

Stack only defines the default constructor, which creates an empty stack. Stack includes all the methods defined by Vector, and adds several of its own.

**Stack - Constructor**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Stack()** | Creates a default stack with an initial capacity of ten. |

**Stack Methods - To Manipulated the Array**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void add(int index, Object element)** | Inserts the specified element at the specified position in this Stack. |
| 2 | **boolean add(Object o)** | Appends the specified element to the end of this Stack. |
| 3 | **boolean addAll**  **(Collection c)** | Appends all of the elements in the specified Collection to the end of this Stack, in the order that they are returned by the specified Collection's Iterator. |
| 4 | **boolean addAll(int index, Collection c)** | Inserts all of the elements in in the specified Collection into this Stack at the specified position. |
| 5 | **void addElement(Object obj)** | Adds the specified component to the end of this Stack, increasing its size by one. |
| 6 | **int capacity()** | Returns the current capacity of this Stack. |
| 7 | **void clear()** | Removes all of the elements from this Stack. |
| 8 | **Object clone()** | Returns a clone of this Stack. |
| 9 | **boolean contains**  **(Object o)** | Tests if the specified object is a component in this Stack. |
| 10 | **boolean containsAll(Collection c)** | Returns true if this Stack contains all of the elements in the specified Collection. |
| 11 | **void copyInto(Object[] anArray)** | Copies the components of this Stack into the specified array. |
| 12 | **Object elementAt(int index)** | Returns the component at the specified index. |
| 13 | **Enumeration elements()** | Returns an enumeration of the components of this Stack. |
| 14 | **void ensureCapacity(int minCapacity)** | Increases the capacity of this Stack, if necessary, to ensure that it can hold at least the number of components specified by the minimum capacity argument. |
| 15 | **boolean equals(Object o)** | Compares the specified Object with this Stack for equality. |
| 16 | **Object firstElement()** | Returns the first component (the item at index 0) of this Stack. |
| 17 | **Object get(int index)** | Returns the element at the specified position in this Stack. |
| 18 | **int hashCode()** | Returns the hash code value for this Stack. |
| 19 | **int indexOf(Object o)** | Searches for the first occurence of the given argument, testing for equality using the equals method. |
| 20 | **int indexOf(Object elem, int index)** | Searches for the first occurence of the given argument, beginning the search at index, and testing for equality using the equals method. |
| 21 | **void insertElementAt(Object obj, int index)** | Inserts the specified object as a component in this Stack at the specified index. |
| 22 | **boolean isEmpty()** | Tests if this Stack has no components. |
| 23 | **Object lastElement()** | Returns the last component of the Stack. |
| 24 | **int lastIndexOf(Object elem)** | Returns the index of the last occurrence of the specified object in this Stack. |
| 25 | **int lastIndexOf(Object elem, int index)** | Searches backwards for the specified object, starting from the specified index, and returns an index to it. |
| 26 | **Object remove(int index)** | Removes the element at the specified position in this Stack. |
| 27 | **boolean remove(Object o)** | Removes the first occurrence of the specified element in this Stack If the Stack does not contain the element, it is unchanged. |
| 28 | **boolean removeAll(Collection c)** | Removes from this Stack all of its elements that are contained in the specified Collection. |
| 29 | **void removeAllElements()** | Removes all components from this Stack and sets its size to zero. |
| 30 | **boolean removeElement(Object o)** | Removes the first (lowest-indexed) occurrence of the argument from this Stack. |
| 31 | **void removeElementAt(int index)** | RemoveElement at the index |
| 32 | **protected void removeRange(int fromIndex, int toIndex)** | Removes from this List all of the elements whose index is between fromIndex, inclusive and toIndex, exclusive. |
| 33 | **boolean retainAll(Collection c)** | Retains only the elements in this Stack that are contained in the specified Collection. |
| 34 | **Object set(int index, Object element)** | Replaces the element at the specified position in this Stack with the specified element. |
| 35 | **void setElementAt(Object obj, int index)** | Sets the component at the specified index of this Stack to be the specified object. |
| 36 | **void setSize(int newSize)** | Sets the size of this Stack. |
| 37 | **int size()** | Returns the number of elements in this list. |
| 38 | **List subList(int startIndex,int lastIndex)** | It retrieves the list from parent list by passing defined index and any changes made in sub-list will impact the main list. |
| 39 | **Object[] toArray()** | Returns an array containing all of the elements in this Stack in the correct order. |
| 40 | **Object[] toArray**  **(Object[] a)** | Returns an array containing all of the elements in this Stack in the correct order; the runtime type of the returned array is that of the specified array. |
| 41 | **String toString()** | Returns a string representation of this Stack, containing the String representation of each element. |
| 42 | **void trimToSize()** | Trims the capacity of this Stack to be the Stack's current size. |
| 43 | **boolean empty()** | Tests if this stack is empty. Returns true if the stack is empty, and returns false if the stack contains elements. |
| 44 | **Object peek( )** | Returns the element on the top of the stack, but does not remove it. |
| 45 | **Object pop( )** | Returns the element on the top of the stack, removing it in the process. |
| 46 | **Object push(Object elem)** | Pushes element onto the stack. element is also returned. |
| 47 | **int search(Object element)** | Searches for element in the stack. If found, its offset from the top of the stack is returned. Otherwise, .1 is returned. |

#### Dictionary

**Dictionary** : It is the abstract parent of any class, such as Hashtable, which maps keys to values. Every key and every value is an object. In any one Dictionary object, every key is associated with at most one value.

Given a key and value, you can store the value in a Dictionary object. Once the value is stored, you can retrieve it by using its key. Thus, like a map, a dictionary can be thought of as a list of key/value pairs. Any non-null object can be used as a key and as a value.

**Note :**

* A rule, the ***equals*** method should be used by implementations of this class to decide if two keys are the same.
* This class is obsolete. New implementations should implement the Map interface, rather than extending this class.(i.e ) we should need implement the [Map interface](http://www.tutorialspoint.com/java/java_map_interface.htm) to obtain key/value storage functionality.

**Dictionary - Constructor**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Dictionary()** | Creates a default map |

**Dictionary Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Enumeration elements()** | Returns an enumeration of the values contained in the dictionary. |
| 2 | **Object get(Object key)** | Returns the element at the specified position in this Stack. |
| 3 | **boolean isEmpty()** | Returns true if the dictionary is empty, and returns false if it contains at least one key. |
| 4 | **Enumeration keys( )** | Returns an enumeration of the keys contained in the dictionary. |
| 5 | **Object put(Object key, Object value)** | Inserts a key and its value into the dictionary. Returns null if key is not already in the dictionary; returns the previous value associated with key if key is already in the dictionary. |
| 6 | **Object remove(Object key)** | Removes key and its value. Returns the value associated with key. If key is not in the dictionary, a null is returned. |
| 7 | **int size()** | Returns the number of entries in the dictionary. |

#### HashTable

**Hashtable** : It contains values based on the key. It implements the ***Map*** interface and extends ***Dictionary*** class.

* It is an array of list.Each list is known as a bucket.The position of bucket is identified by calling the ***hashcode()*** method.
* It is similar to HashMap, but is synchronized.
* It contains only unique elements.
* It may have not have any null key or value.
* Like HashMap, While using a Hashtable, have to specify an object that is used as a key, and the value that you want linked to that key. The key is then hashed, and the resulting hash code is used as the index at which the value is stored within the table.

**HashTable - Constructor**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Hashtable ()** | Creates a default map |
| 2 | **Hashtable(int size)** | Creates a hash table that has an initial size specified by size |
| 3 | **Hashtable(int size, float fillRatio)** | Creates a hash table that has an initial size specified by size and a fill ratio specified by fillRatio. This ratio must be between 0.0 and 1.0, and it determines how full the hash table can be before it is resized upward. |
| 4 | **Hashtable(Map m)** | Creates a hash table that is initialized with the elements in m.  The capacity of the hash table is set to twice the number of elements in m. The default load factor of 0.75 is used. |

**Dictionary Methods - To Manipulated the Map**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **void clear( )** | Resets and empties the hash table. |
| 2 | **Object clone( )** | Returns a duplicate of the invoking object. |
| 3 | **boolean contains(Object value)** | Returns true if some value equal to value exists within the hash table. Returns false if the value isn't found. |
| 4 | **boolean containsKey(Object key)** | Returns true if some key equal to key exists within the hash table. Returns false if the key isn't found. |
| 5 | **boolean containsValue(Object value)** | Returns true if some value equal to value exists within the hash table. Returns false if the value isn't found. |
| 6 | **Enumeration elements( )** | Returns an enumeration of the values contained in the hash table. |
| 7 | **Set entrySet()** | Returns a [Set](http://docs.oracle.com/javase/7/docs/api/java/util/Set.html) view of the mappings contained in this map. |
| 8 | **boolean equals(Object o)** | Compares the specified Object with this Map for equality, as per the definition in the Map interface. |
| 9 | **Object get(Object key)** | Returns the object that contains the value associated with key. If key is not in the hash table, a null object is returned. |
| 10 | **int hashCode( )** | Returns the hash code for the invoking map. |
| 11 | **boolean isEmpty( )** | Returns true if the hash table is empty; returns false if it contains at least one key. |
| 12 | **Enumeration elements( )** | Returns an enumeration of the values contained in the hash table. |
| 13 | **Enumeration keys( )** | Returns an enumeration of the keys in this hashtable. |
| 14 | **Set keySet()** | Returns a Set view of the keys contained in this map. |
| 15 | **Object put(Object key, Object value)** | Puts the specified key to its specified value into the hashtable. |
| 16 | **Object putAll(Object key, Object value)** | Copies all of the mappings from the specified map to this hashtable. |
| 17 | **void rehash( )** | Increases the size of the hash table and rehashes all of its keys. |
| 18 | **Object remove(Object key)** | Removes key and its value. Returns the value associated with key. If key is not in the dictionary, a null is returned. |
| 19 | **int size()** | Returns the number of entries in the dictionary. |
| 20 | **String toString( )** | Returns the string equivalent of a hash table. |
| 21 | **Collection values()** | Returns a Collection view of the values contained in this map. |

#### Properties

**Properties** : It is a subclass of Hashtable. It is used to maintain lists of values in which the key is a String and the value is also a String.

It can be used to get property value based on the property key. The Properties class provides methods to get data from properties file and store data into properties file. Moreover, it can be used to get properties of system.

**Note:**The Properties class is used by many other Java classes. For example, it is the type of object returned by System.getProperties( ) when obtaining environmental values.

**Default Properties:**

|  |  |
| --- | --- |
| Properties defaults; | Properties define the following instance variable. This variable holds a default property list associated with a Properties object. |

**Properties - Constructor**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **Properties ()** | Creates a default values |
| 2 | **Properties (Properties prop)** | Creates an object that uses “prop” for its default values. In both cases, the property list is empty |

**Properties Methods - To Manipulated the Key/Value Pair**

|  |  |  |
| --- | --- | --- |
| SN | Methods | Description |
| 1 | **String getProperty(String key)** | Returns the value associated with key. A null object is returned if key is neither in the list nor in the default property list. |
| 2 | **String getProperty(String key, String defaultProperty)** | Returns the value associated with key. defaultProperty is returned if key is neither in the list nor in the default property list. |
| 3 | **void list(PrintStream streamOut)** | Sends the property list to the output stream linked to streamOut. |
| 4 | **void list(PrintWriter streamOut)** | Sends the property list to the output stream linked to streamOut. |
| 5 | **void load(InputStream streamIn) throws IOException** | Inputs a property list from the input stream linked to streamIn. |
| 6 | **Enumeration propertyNames( )** | Returns an enumeration of the keys. This includes those keys found in the default property list, too. |
| 7 | **Object setProperty(String key, String value)** | Associates value with key. Returns the previous value associated with key, or returns null if no such association exists. |
| 8 | **void store(OutputStream streamOut, String description)** | After writing the string specified by description, the property list is written to the output stream linked to streamOut. |

**How to use an Iterator ?**

* Often, you will want to cycle through the elements in a collection. For example, you might want to display each element.
* The easiest way to do this is to employ an iterator, which is an object that implements either the Iterator or the ***ListIterator*** interface.
* Iterator enables you to cycle through a collection, obtaining or removing elements. ***ListIterator*** extends Iterator to allow bidirectional traversal of a list and the modification of elements.

**How to use a Comparator ?**

* Both ***TreeSet*** and ***TreeMap*** store elements in sorted order. However, it is the comparator that defines precisely what sorted order means.
* This interface lets us sort a given collection any number of different ways. Also this interface can be used to sort any instances of any class (even classes we cannot modify).

**Java Non-Generic Vs Java Generic:**

Java collection framework was non-generic before JDK 1.5. Since 1.5, it is generic.

Java new generic collection allows you to have only one type of object in collection. Now it is type safe so typecasting is not required at run time.

Let's see the old non-generic example of creating java collection.

**ArrayList al=new ArrayList();//creating old non-generic arraylist**

Let's see the new generic example of creating java collection.

**ArrayList<String> al=new ArrayList<String>();//creating new generic arraylist**

In generic collection, we specify the type in angular braces. Now ***ArrayList*** is forced to have only specified type of objects in it. If you try to add another type of object, it gives compile time error.

## Comparable

A comparable object is capable of comparing itself with another object. The class itself must implements the java.lang.Comparable interface in order to be able to compare its instances.

## Comparator

A comparator object is capable of comparing two different objects. The class is not comparing its instances, but some other class’s instances. This comparator class must implement the java.util.Comparator interface.

What are the difference between throw and throws?

The differences are between throw and throws are:

Throw is used to trigger an exception where as throws is used in declaration of exception.  
Without throws, Checked exception cannot be handled where as checked exception can be propagated with throws.  
Throw is used inside the method where as throws is used with the method signature.  
Throw is followed by an instance but throws is followed by class.

What is difference between preemptive scheduling and time slicing?

Differences between preemptive and time scheduling are:

In Preemptive scheduling the highest priority task executes until it enters the waiting or dead stated or a higher priority task comes into existence.  
Time slicing, a task executes for a predefined time period and then the pool of ready tasks. The scheduler then determines which task should execute next, based on priority and other factor.

The basic features of Java are given below :  
• Java is simple.  
• Java provides immense security.  
• Java provides high portability.  
• Java provides object oriented programming features  
• Java provides robustness.  
• Java is multuthreaded.  
• Java provides architecture neutrality.  
• Java is distributed  
• Java is dynamic.  
How java becomes object oriented?

• Java follows the paradigm of OO programming.  
• Java follows modular approach.  
• Java follows the abstraction aspect.  
• Java follows the OO principle encapsultaion.  
• Java follows the OO principle polymorphism.  
• Java follows the OO principle inheritance.  
How java becomes robust?

• Java provides multi-platformed environment.  
• Java provides high reliability in the design.  
• Java is a strictly typed language.  
• Java checks the code at runtime.  
• Java provides predictablity.  
• java provides various keywords.  
How a Java program compiles?

• First the source file name must be extended with .java extension. e.g. Myprog.java  
• Execute the javac compiler.  
• javac compiler creates a file called Myprog.class i.e. the bytecode version of Myprog.java.  
• The butecode is executed by the Java runtime-systems which is called Java Virtual Machine (JVM).  
• JVM is platform dependent.  
What is 'public static void main ( String args[ ] ) ' signifies?

• the access specifier is the 'public' keyword .  
• 'static' keyword allows main() to be called without instantiating a particular instance of a class.  
• 'void' affirns the compiler that no value is returned by main().  
• 'main()' mathod is called at the beginning of a Java program.  
• 'String args()' tells a parameter named args,which is an instance array of class String  
What 'System.out.println()' signifies?

• 'System' is a predefined class .  
• System class givesacces to the system.  
• 'out' is the output stream.  
• 'println' is printing the line on the console.  
• This is a console output statement.  
What is a variable in Java program?

• It's a memory location.  
• The memory location is given some name.  
• The memory location is being assigned some value.  
• The value may change of the variable.  
• The memory location size changes with the type of the variable.  
What is JVM?

• JVM is the acronym stands for 'Java virtual machine'.  
• JVM provides the execution environment.  
• JVM is not platform independent..  
• JVM is the Java run-time system.  
• JVM is an interpreter of bytecode.  
• JVM also makes the sytem secured.  
What is bytecode?

• Bytecode is an instruction set.  
• Bytecode extends wiith .class.  
• 'javac' compiler translates the .java file into .class.  
• JVM interpretes bytecode.  
• Bytecode facility makes Java platform-independent.  
• It also confirms security tothe Java code.  
What is Java applet?

• Applet is a java program.  
• It has been designed for transmitting the Java code over the internet.  
• It is automatically executed by Java-enabled Web Browser.  
• Applet can repnse to the user input.  
• Applet is dynamically programmed.