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| **An Object-Oriented Version of SIMLIB (a Simple Simulation Package)**   Brian J. Huffman School of Business University of Wisconsin - River Falls 315 North Hall, River Falls, WI 54022-5001, USA  [brian.j.huffman@uwrf.edu](mailto:brian.j.huffman@uwrf.edu)  http://archive.ite.journal.informs.org/graphics/trans.gif   |  |  |  |  |  |  |  |  |  |  |  |  |  | | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | | **Abstract**  This paper introduces an object-oriented version of SIMLIB (an easy-to-understand discrete-event simulation package). The object-oriented version is preferable to the original procedural language versions of SIMLIB in that it is easier to understand and teach simulation from an object point of view. A single-server queue simulation is demonstrated using the object-oriented SIMLIB.  **1. Introduction**  Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)) presents an easy-to-understand discrete-event simulation package called SIMLIB which “takes care of some standard list-processing tasks as well as several other common simulation chores, such as processing the event list, accumulating statistics, generating random numbers and observations from a few distributions, and writing out results.”  A review of Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)) on [Amazon.com](http://www.amazon.com/exec/obidos/ASIN/0070592926/qid=995504414/sr=2-3/002-0371249-8187250) noted that an object-oriented version of SIMLIB could be written, and implied that and object-oriented version is needed. Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)) mentions the growing popularity of the object-orientation in simulation and lists several advantages to the object-orientation (those advantages and others are mentioned in the next section).  The Java package introduced in this article is the first object-oriented version of SIMLIB. Porting SIMLIB from a procedural or third generation language like FORTRAN to an object-oriented language like Java is not so much a translation as a redesign. The result is a simulation package that is even easier to understand and use than the original SIMLIB (again, for reasons that will be given below).  The next section states the advantages of the new object-oriented simulation package compared to the old procedural language version. After that it will be shown how the Java files work to support discrete-event simulation. Finally a single-server queue simulation is implemented using the Java package.    **2. The Advantages of an Object-Oriented Simulation Package**  The object-oriented version of SIMLIB has many advantages. First, it has the same major advantage that any version of SIMLIB has: students using SIMLIB learn the basics of discrete-event simulation by being able to look “under the hood” of a simulation package. Students learn far more beginning with SIMLIB then they would by beginning with sophisticated commercial-quality simulation packages in which important details of the simulation implementation are hidden (and thus never understood). The student with SIMLIB experience is a more confident and competent user of commercial-quality simulation packages. In fact, the SIMLIB experience imparts the sort of deep knowledge of simulation without which the author of this paper could not have produced this work.  Second, in the object-oriented version of SIMLIB the relationship between the simulation model and the real world is more obvious than in the procedural language version (and therefore easier to teach and to understand). It is certainly easier to understand that a customer gets into a queue at the back then it is to understand that the arrival time for a customer is stored in list 3 (a queue) in order based on the data in position 2 (arrival time).  Hill ([1996](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Hill)) and Meyer ([1988](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Meyer)) both commented on object-orientation as the apparent choice in discrete-event simulation. Meyer noted that object-orientation was probably used more in simulation than in any other domain. Hill explained that popularity by noting that the object-oriented approach to the development of *any* software is analogous to writing a discrete-event simulation. In other words, one writes a discrete-event simulation when writing *any* object-oriented program.  Third, although Java is related to C and C++ (those who can read C or C++ can read Java), Java is easier to work with for two reasons. Java does not use pointers (which are difficult to teach or understand). Also, Java performs automatic garbage collection. That is, all objects that are no longer used in a program are automatically discarded saving computer memory space (and obviating the need to teach students to return memory occupied by unused objects to the system). Because it is not necessary to explicitly return memory to the system (as one must in C and C++), “memory leaks that are common in other languages like C and C++ cannot happen in Java” (Deitel [1998](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Deitel)).  Fourth, Java (as an object-oriented language) supports data hiding so students cannot accidentally change simulation variables such as the clock time (which is a global variable in the original version of SIMLIB). Fifth, the Java version of SIMLIB allows the use of descriptive names where meaningless names and indexes are needed in the original version of SIMLIB. For example, the original SIMLIB had one master list of lists so the student had to know the index of the event list or the index of the list representing a customer queue. In the Java version a list can be given any name the student likes so the event list can be called something easily remembered like *eventList*, and the customer queue can be called something easily remembered like *queue* (the italicized names are used in the single server simulation which follows).  Sixth, since Java is the language of the web, the 7 files presented here could be rewritten as an applet and uploaded to run on the web. Finally, free versions of the Java compiler can be downloaded from Sun Microsystems at: <http://java.sun.com/products/jdk/1.1/download-jdk-windows.html>  Each student can have the same free Java compiler running on their own machine thus reducing the unnecessary use of computer labs.    **3. How the Java Files Support Discrete-Event Simulation**  This section will explain how the Java files work to support discrete-event simulation. It is not necessary for the reader to be familiar with either SIMLIB in general or the sequential language versions of SIMLIB in particular to be able to understand this section, but references to sequential language versions of SIMLIB will be made for the benefit of those who are familiar with it.  The sequential language versions of SIMLIB consist of 14 files: INITLK, FILE, REMOVE, TIMING, CANCEL, SAMPST, TIMEST, FILEST, OUTSAM, OUTTIM, OUTFIL, EXPON, IRANDI, UNIFRM. This object-oriented version consists of 5 main files and 2 support files. All 7 files are listed in the [Appendix I](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appI). The 5 main files are: [List.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/List.java), [Timer.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Timer.java), [Random.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Random.java), [ContinStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/ContinStat.java), and [DiscreteStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/DiscreteStat.java). The 2 support files are: [EmptyListException.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/EmptyListException.java) and [SimObject.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SimObject.java). None of the 7 files does the work that was done in the CANCEL, FILEST, OUTSAM, OUTTIM, and OUTFIL files in the sequential language versions of SIMLIB; those files are useful, but unnecessary. Those interested in looking at the old sequential language version of SIMLIB can download the complete source code (as well as the code for four example simulations) from: <http://www.mhhe.com/lawkelton>.    *3.1 Discrete-Event Simulation in General* Discrete-event simulations such as the single server simulation shown in the [flowchart](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#flowchart) in Figure 1 proceed in three stages:   |  |  | | --- | --- | |  | Stage 1. Variables and lists are initialized (the 2 boxes on the top of the [flowchart](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#flowchart)) | |  | Stage 2. A loop operates until a stopping condition is reached. | |  | Stage 3. The results are printed out. |   Every simulation needs several lists. A list might represent a queue at a bank, or jobs waiting to be processed on a machine. One special list, the event list, contains events in the order in which those events are to take place.  Every simulation needs a clock to track simulated time. In the second stage of the simulation the event list determines what happens and when it happens. Events are removed from the event list in chronological order. Just before an event is processed, the simulation clock is advanced to the time that the event takes place.  Every simulation needs methods for generating random numbers. For example, the simulation may need to generate a random interarrival time (the time between arrivals) to determine when the next customer will arrive. The designer of the simulation may want the interarrival time for customers to be according to an exponential distribution with a mean of 5 minutes, and the amount of time it takes to service a customer to be according to another distribution with a different mean.  Finally every simulation needs to track and record both continuous and discrete statistics. Continuous statistics are those which can be describe as a *time average*; that is, time is the denominator when averaging takes place. The time average number of customers in a queue is a continuous statistic. The utilization of a server is also a continuous statistic since utilization represents the how busy the server is *over time*. In contrast, those discrete statistics that are averages are obtained by dividing by something discrete or countable. The average time that customers wait in a queue is a discrete statistic since the average of customer waits is obtained by dividing the sum of all customer waits by the *number* of customers who had to wait. Not all discrete statistics are averages; the number of customer waits, for example, is a discrete statistic.  The java files presented here handle each of the needs just mentioned. List.java provides lists and methods for processing them. Timer.java provides the simulation clock. Random.java provides random numbers. Finally ContinStat.java and DiscreteStat.java can be used to track and record continuous and discrete statistics respectively. These files are described in detail in [Section 3.3](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#3.3).  [List.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/List.java) (supported by [EmptyListException.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/EmptyListException.java) and [SimObject.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SimObject.java)) does the same list processing that was done by the SIMLIB routines INITLK, FILE, REMOVE, and TIMING. The work formerly done by INITLK is an especially interesting case; that file was responsible for initialization, but initialization is unnecessary in Java since instances of primitive data types (built-in types like integer and floating point) have known initial values and objects (instances of user defined data types or “classes”) are automatically initialized by special routines called constructors. More will be said about primitive data types, objects, and constructors in the next section.  [Timer.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Timer.java) is the simulation clock. Simulation time was a real global variable in SIMLIB; it was supposed to be changed by the TIMING routine. However, since any routine has access to a global variable, the simulation clock could have been unintentionally changed by any routine. Simulation time in this object-oriented version of SIMLIB is maintained by a private floating point variable that belongs to the simulation clock. The simulation time cannot be accessed directly by any method (as functions are called in Java) outside the Timer class so it cannot be unintentionally changed.  [Random.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Random.java) generates random numbers doing the work that was done by EXPON, IRANDI, and UNIFRM. [ContinStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/ContinStat.java) and [DiscreteStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/DiscreteStat.java) do what TIMEST and SAMPST did respectively.    *3.2 The Java Language* This section will provide some of the additional knowledge that one who is already familiar with C or C++ would need to understand the Java SIMLIB package. Java is a C derivative and most of the meaning of Java code will be clear to anyone familiar with either C or C++.  Java has primitive types such as byte, int, short, and long (all integers); float, and double (floating-point numbers); char (characters); and boolean. Java also allows users to establish their own types or “classes.” Each of the files in the Java SIMLIB package defines a type. For example, the file Timer.java defines a timer type so users can declare a timer variable just as they can an integer variable. Also, just as an integer that will be used as a counter could be declared as:  int counter;  so a Timer that is to be used as a clock could be declared as:  Timer clock;  Just as an integer could be simultaneously declared and instantiated (initialized) as:  int counter = 0;  so a Timer can be simultaneously declared and instantiated as:  Timer clock = new Timer();  As noted in the last section, functions in Java are called “methods.” There are three types of method calls in the Java SIMLIB package. The first type of method call is a call to create an object. That type of method is called is called a “constructor.” Constructors always have the same name as the class. The constructor call “instantiates” (declares and initializes) an object. The above line of code was an example of the object “clock” being instantiated. Recall that clock is of class “Timer” so the constructor is also named “Timer.”  Objects do not exist until they are instantiated. The line:  Timer clock;  merely declares the intention to create an object called “clock”, but does not instantiate the object since the constructor was not called.  The second type of method call used in the SIMLIB package is a call made by an object to a method that belongs to that object. For example, “Timer” objects such as “clock” own certain methods. Timers can call a method “setTime” to set the present time or “getTime” to retrieve the present time. Method calls consist of the object name followed by the dot operator followed by the method name as shown in two examples here:  clock.setTime(0); // Sets the present time as zero.  clock.getTime(); // Retrieves the present time.  The third and final type of method call is a call that does not involve an object at all. The file Random.java is different from Timer.java, for example, in that users may not create “Random” type objects (there is no “Random” constructor in Random.java). Instead the Random.java file consists of a number of methods that can be called to generate various sorts of random numbers. This type of method call consists of the class name followed by the dot operator followed by the method name. The example here returns an exponentially distributed random number with a mean of 8 using random number stream number 2:  Random.expon(8, 2);  Note that the word “Random” in the call begins with a capital “R” while the word “clock” in the two calls illustrated before the last paragraph begins with a lower-case “c.” It is a convention in Java to begin class names with upper case letters and object names with lower case letters. The convention is followed in this paper so it should be easy to distinguish between the second and third type of method calls.    *3.3 The Java SIMLIB Package*  **List Processing –** [**SimObject.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#sof) Two of the Java SIMLIB files support list processing. They are: List.java and SimObject.java. If a list is like a railroad train, and each link is like a railroad car, then a SimObject is like a container that goes into a railroad car.  The SimObject.java file is the only file in the SIMLIB package that is only intended to serve as a prototype. That is, the user is supposed to customize the SimObject file, deciding what data a SimObject needs to carry and to write methods to set and retrieve (get) that data. The list itself (the “railroad train”) and the nodes that contain the SimObject (the “railroad cars”) and the methods for working with both of them will not be affected by any alterations the user makes to the SimObject file.  The user’s version of the SimObject.java file would probably have variables like the “name” and “time” variables in the prototype version (since every simulation has an event list and each event object in that list would have a name and a time at which that event is to take place). There would also need to be a corresponding set of set/get methods to set/get the event name and event time values. The next two lines show how the set/get methods work in the prototype version of SimObject; in this case the event object is an arrival of a customer at 200 minutes:  event.setName("arrival");  event.setTime(200);  The prototype SimObject.java file also has data items named: arriveTime, jobType, taskNumber, tellerNo, and remainTime. Each of those data items has its own corresponding set/get routines. These data items were needed for the single-server example demonstrated in this paper and for the other three examples in [Appendix III](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appIII). The time-shared computer model needed the arriveTime and remainTime data items. The bank model needed arriveTime and tellerNo, and the job shop model needed arriveTime, jobType, and taskNumber.  **List Processing –** [**List.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#lj) As stated above, List.java provides lists and methods for handling lists. This section will explain List.java’s operation in terms of the methods it contains. The convention from here onward will be to show a method’s *signature* followed by an explanation of that method. The signature of a method is what one sees in the first line of the method’s code. The syntax for the signatures used here is (roughly): the word “public”, followed by the return type (if any), followed by the method’s name (in bold), followed by an argument list in parenthesis. The user does not have to be concerned with the meaning of the words “public”, “synchronized”, or “static” in the methods shown below. A return type of “void” means that nothing is returned.  public **List**(String s) This method constructs a new list with name “s.”  public **List**() This method constructs a new list with a default name of “list.”  public synchronized void **insertInOrder**    (Object insertItem, float newNodeIndex) This method inserts the object “insertItem” in a list in order determined by the “newNodeIndex.” For example, in the bank simulation an event is inserted in the event list in order of when that event is to take place using the following statement:  eventList.insertInOrder(event, event.getTime());  public synchronized void **insertAtFront**(Object insertItem) This method inserts the object “insertItem” at the front of a list. This method might be used to simulate a LIFO (Last-In-First-Out) list (often called a “stack”).  public synchronized void **insertAtFront**    (Object insertItem, float newNodeIndex) This method works the same way as the last one, but also allows the user to assign an index to the inserted item.  public synchronized void **insertAtBack**(Object insertItem) This method inserts the object “insertItem” at the back of a list. This method might be used to simulate a FIFO (First-In-First-Out) list or an ordinary queue.  public synchronized Object **removeFromFront**() This method has the word “Object” where the previous methods have had the word “void.” As the reader might guess, “Object” is the return type of this method (the previous methods had “void” as return type since they don’t return anything). This method returns the object at the front of a list. The following line of code would remove the first event from the event list:  event = eventList.removeFromFront();  public synchronized Object **removeFromBack**() This method returns the object at the back of a list.  public Boolean **isEmpty**() This method returns a value of “null” if a list is empty. It is (obviously) used to see if a list is empty.  public void **print**() This method is used to print out information on all of the nodes in a list.  There is another class (in addition to the List class) in the List.java file, the ListNode class, which will not be discussed since its operation is of no concern to the user. It is the “railroad car” in the previously mentioned analogy, and its methods are only for the Lists use.  **Simulation Time –** [**Timer.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#tj) The Java SIMLIB file Timer.java supports simulation time by allowing the user to declare an object for tracking time. There are three methods in this file.  public **Timer**()  This method is a constructor and is used to declare a timer object. In all four of the examples in this article (the single-server and the three in [Appendix III](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appIII)) that object was called the “clock.” The “clock” object was always constructed (instantiated) in exactly the same way:  Timer clock = new Timer();  public void **setTime**(float time) This method sets the present time to the value of the floating-point argument “time.”  public float **getTime**() This method returns the present time.  Examples involving **setTime** and **getTime** were already given in [Section 3.2](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#3.2), the section on the Java language.  **Random Number Generation -** [**Random.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#rj) Simulations need random numbers and those numbers are generated by random number generating methods in Random.java. As stated in the section on the Java language, these methods are unusual in that they are not called by objects. Some of the methods in Random.java are only there to service other Random.java methods (they are not called directly by users). This section will not explain those service methods.  One of the service methods that will not be explained here is rand. The rand method is “the” essential method since all of the other methods call it to generate the [0,1] random variable they need to generate their random numbers. The code for rand (as well as details concerning its operation) can be found in Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)) where it is in turn attributed to Marse and Roberts ([1983](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Marse)). The “Random” methods which will be explained are:  public static float **expon**(float rmean, int istrm) This method returns an exponentially distributed floating point number generated from random number stream “istrm” and with a mean “rmean.” For example, interarrival times in the single server queue simulation were based on a mean interarrival time of 1.0 minutes (MEANARR) and using a stream number 1 (ARRSTR); the method call used was:  Random.expon(MEANARR, ARRSTR);  public static int **irandi**(int nvalue, float probd[], int istrm) This method returns an integer from 1 to “nvalue” according to the cumulative probability distribution “probd[]” using the random number stream “istrm.” For example, if we want to generate the number 1 with 10% probability, 2 with 30% probability, and 3 with 60% probability then the cumulative probability distribution “probd[]” is an array with 0.10 in the first position, 0.10 + 0.30 = 0.40 in the second position, and 0.10 + 0.30 + 0.60 = 1.00 in the third position. The “nvalue” in this case would be 3, and “istrm” can be any integer (from 1 to 100) that the user chooses.  public static int **randomInteger**(float probDistrib[], int stream) The method “irandi” will probably not be used since this method does the same thing and requires one less argument. Thus, “probDistrib[]” is a cumulative probability distribution, and “stream” is the number of the random number stream the user wants to use.  public static float **unifrm**(float a, float b, int istrm) This method generates a random floating point number uniformly distributed on the interval from “a” to “b” using the random number stream “istrm.”  public static float **erlang**(int m, float mean, int stream) This method generates an “m”-Erland random floating point number with a mean of “mean” using random number stream “stream.” A 2-Erland distribution was used in the job shop model since job processing times were assumed to depend on two factors (those factors being the item being produced and the nature of the equipment used at the current stage in the production of the item in question).  **Recording/Reporting Continuous Statistics -** [**ContinStat.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#csj) Simulations will generally involve recording and reporting some continuous statistics such as the time average number of customers in a queue or the utilization of a server (the average percentage of time the server is being used). The following methods are used to record and report these statistics:  public **ContinStat**(float value, float present) This is a constructor. It creates a continuous statistic at the “present” time with the initial value of “value.” This method could be used as shown here to create a continuous statistic for tracking the time average size of a queue (the initial queue size is “queueSize” and the time is 0):  aveQueueSize = new ContinStat(queueSize, 0);  public void **recordContin**(float value, float present) This method is called every time the value of a continuous statistic changes. It records the fact that at the “present” time the statistic took on a new value of “value.” Continuing with the last code example, if another customer joined the queue, the proper recordContin method call would be:  aveQueueSize.recordContin(queueSize, clock.getTime());  Note that the present time was obtained by using the value returned by the getTime procedure which was called by the simulation clock object.  public float **getContinAve**(float present) This method is for reporting the time average of the continuous statistic at the “present” time. Ordinarily this method call would be done once the simulation was over.  public float **getContinMax**() This method is for reporting the maximum value observed for the continuous statistic during the course of the simulation. Again, this method call would be ordinarily done once the simulation was over. It could be used, for example, to see how long a queue was at maximum.  public float **getContinMin**() This method is for reporting the minimum value observed for a continuous statistic during the course of the simulation.  **Recording/Reporting Discrete Statistics -** [**DiscreteStat.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#dsj) Simulations will also generally involve recording and reporting discrete statistics such as the average length of time a customer has to wait in queue. The following methods are used to record and report these statistics:  public **DiscreteStat**() This is a constructor. It creates a discrete statistic. Unlike the ContinStat constructor no time or initial value arguments are necessary.  public void **recordDiscrete**(float value) This method is called every time the value of a discrete statistic changes. It records the fact that the statistic took on a new value of “value.” It does not need to know the present time (as does its continuous statistic counterpart).  The next 5 methods are all for reporting about the discrete statistics and would all be called once the simulation has ended:  public float **getDiscreteSum**() This method returns the sum of the observed values of the discrete statistic.  public int **getDiscreteObs**() This method returns the number of observations made (the number of times the recordDiscrete method was called).  public float **getDiscreteMax**() This method returns the maximum value which the discrete statistic took on during the simulation.  public float **getDiscreteMin**() This method returns the minimum value which the discrete statistic took on during the simulation.  public float **getDiscreteAverage**() This method returns the average of the values which the discrete statistic took on during the simulation. It is the same as the value returned by getDiscreteSum divided by the value returned by getDiscreteObs.  **The Seventh (and Last) File -** [**EmptyListException.java**](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#elej) The last file contains only one method, a constructor named EmptyListException, the only purpose of which is to warn the user if the simulation attempts to remove an object from an empty list. This method is not called by the user so it will not be explained.    **4. A Single-Server Queue Simulation Implemented with the Java Package**  This section provides an example of how the 7 Java files in the SIMLIB package can be used in a discrete-event simulation. The Java program demonstrated here, SingleServer.java, implements a single-server queueing system and its code can be found in the [Appendix I](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appI) along with the 7 Java files that make up the SIMLIB package.  The single-server example is one of four examples covered in Chapter 2 of Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)). Instructions for loading and running these examples in Microsoft Visual J++ are included in [Appendix II](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appII). The code for the remaining examples can be found in [Appendix III](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#appIII). The other examples are not explained here (except by way of their internal documentation), but are explained in detail in Chapter 2 of Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)).  In the single-server queueing system interarrival times (the difference in time between successive customer arrivals) are independent identically distributed (IID) random variables. If a customer arrives and the server is not busy the customer is served immediately, otherwise the customer joins the queue at the back and is served after all others in the queue have been served. The service time is also an IID random variable.  The simulation runs until 11 customers have been served. A continuous (or time-averaged) statistic and a discrete statistic are both collected during the simulation and are printed when the simulation run is completed. The continuous statistic is the average size of the queue. The discrete statistic is the average time customers spent waiting in the queue.  The explanation of the SingleServer.java program which follows will reference the code in that file. The following flowchart will also help to understand the program.  http://archive.ite.journal.informs.org/Vol2No1/Huffman/image004.gif   *Figure 1*: Flow Chart for the Single Server Simulation    *4.1 Initialization* The simulation begins by initializing several variables and instantiating (creating) several objects. First a Timer object called clock is instantiated. This object is the simulation clock, and it is set to zero by the statement: clock.setTime(0).  Next the integer variable busy is set to zero indicating that the server is not busy (it is set to 1 to indicate a busy server). An integer variable queueSize is also set to zero indicating that there are no customers waiting in the queue.  Two list objects (two lists) eventList and queue are then instantiated. As mentioned above, the original versions of SIMLIB used one master list of lists requiring the student to remember which index corresponded to which list. In this object-oriented version of SIMLIB the student simply instantiates a new list whenever one is needed. Each of the lists can be given any meaningful name as is the case here; the list called eventList holds the events and the list called queue holds the queued customers.  Next a discrete statistic object called waitTime and a continuous statistic object called sizeQueue are instantiated. Once again the original versions of SIMLIB would not have allowed meaningful names to be used.  Four constants are declared next. They are the mean interarrival time, MEANARR; the mean processing time, MEANPRO; the random number stream to be used for interarrival times, ARRSTR; and the random number stream to be used for processing times, PROSTR. There are 100 random number streams so ARRSTR and PROSTR could be set to any number from 1 to 100.  In the next few lines of code four SimObjects are created. SimObjects are members of the lists eventList and queue. That is, SimObjects are either customers or events. The four SimObjects are waitingCustomer, a customer being added to the queue; event, an event being added to the eventList; dequeued, a customer who has just left the queue to be served; and removed, an event which has just been removed from the eventList. The program could have been written using only one SimObject which would have done the job of the four objects, but instantiating four objects (one object for each task) makes it easier to read and understand the code.  The event of the first customer arrival is set in the three statements beginning with event.setName("arrive") which sets the name of that event to “arrive.” The second statement event.setTime(clock.getTime() + Random.expon(MEANARR, ARRSTR)) sets the customer arrival time as the present clock time plus the interarrival time; as mentioned earlier the interarrival time is a random number with an exponential distribution. The interarrival time will have a mean MEANARR taken from stream ARRSTR. The third statement eventList.insertInOrder(event, event.getTime()) inserts the event in the eventList in order according to when that event is to take place (that is what “insertInOrder” is meant to convey).  The next part of the simulation program is enclosed in “try” and “catch” blocks for exception handling. The exception would be a student programming error involving a list. An attempt to remove a customer or an event from an empty list would be an example of this type of error. All the student needs to know is that the initialization goes before the “try” and “catch” blocks, the bulk of the program goes in the “try” block, and the final output goes after the “catch” block.  The bulk of the single server program is in the “try” block within a “while” block which begins, while(numServed < 11). That is, the simulation will run until 11 customers have been served. The first two statements in the while block:  removed = (SimObject)eventList.removeFromFront();  clock.setTime(removed.getTime());  remove the next event from the eventList and move the clock forward to the time that the event takes place. As mentioned earlier, the removed event (the object removed from the eventList) is called removed.  The removed event, removed, is either the arrival of a customer wanting service or the departure of a customer who has been served. The event type is determined at the top of the “if” block by the statement:  if (removed.getName() == "arrive")  This statement evaluates to true if the name of the removed event is “arrive” (an arrival event). If an event is not an arrival then it is a departure (there are only those two types of events in the single server simulation). Arrivals are handled by the following “if” block and departures are handled by the following “else” block.    *4.2 Arrival Event* If the event is an arrival, the next arrival is scheduled by the four statements:  event = new SimObject();  event.setName("arrive");  event.setTime(clock.getTime() + Random.expon(MEANARR, ARRSTR));  eventList.insertInOrder(event, event.getTime());  The first statement creates a new event. The function of next three statements is the same as when they were used to define the first arrival (explained above).  Next the arriving customer is either put into a waiting queue or served depending on whether or not the server is busy. The server's status is determined at the top of another “if” block by the statement:  if (busy == 1)  which evaluates to true if the server is busy. If the server is busy the queueSize is incremented:  queueSize++;  the continuous statistic sizeQueue is updated:  sizeQueue.recordContin((float)queueSize, clock.getTime());  and a new SimObject object called waitingCustomer is instantiated and put in the queue:  waitingCustomer = new SimObject();  waitingCustomer.setTime(clock.getTime();  queue.insertAtBack(waitingCustomer);  If the server is not busy the “else” block executes. The server waits on the customer immediately. The fact that the newly arriving customer didn't have to wait is noted (a wait of zero is recorded):  waitTime.recordDiscrete((float) 0);  the server is set to busy:  busy = 1;  and a new SimObject object event, the departure of the customer who just entered service, is scheduled:  event = new SimObject();  event.setName("depart");  event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR));  eventList.insertInOrder(event, event.getTime());    *4.3 Departure Event* If the event is a customer departure, another customer has been served so the number of customers served is incremented:  numServed++;  and if the queue is empty the server is set to not busy:  if(queue.isEmpty())  busy = 0;  If the queue isn't empty, the queue size is decremented,  queueSize--;  the queue size continuous statistic is updated,  sizeQueue.recordContin((float)queueSize, clock.getTime());  and the customer is dequeued (the customer in the front of the queue enters service):  dequeued = (SimObject)queue.removeFromFront();  The time that customer spent in the queue is determined (that time is represented by a floating point variable, delay), and the delay for that customer is used to update the waitTime discrete statistic:  float delay = clock.getTime() - dequeued.getTime();  waitTime.recordDiscrete(delay);  Finally, the departure of the customer that just entered service is scheduled:  event = new SimObject();  event.setName("depart");  event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR);  eventList.insertInOrder(event, event.getTime));    *4.4 Output* Output begins after the catch block outputs any errors the student may have made using the eventList or queue:  Catch (EmptyListException e)  {  System.err.println("\n" + e.toString());  }  The output consists of the sizeQueue continuous statistic and the waitTime discrete statistic. The continuous statistic is ready to be printed out when the simulation ends. Here a variable f2 is set to the average queue size:  float f2 = sizeQueue.getContinAve(clock.getTime());  The discrete statistic is not ready to be printed out. The discrete statistic that was collected was the total time that customers spent waiting in the queue so it needs to be divided by the number of waits observed (DiscreteObs) before it can be printed out. Here the variable f1 is set to the total time that customers spent waiting in the queue:  float f1 = waitTime.getDiscreteSum();  int i1 = waitTime.getDiscreteObs();  f1 = f1/i1;  Finally, the discrete and continuous statistics are printed out:  System.out.println("The average wait in queue was: " +  String.valueOf(f1));  System.out.println("The average size of the queue was: " +  String.valueOf(f2));    **References:**  Deitel, H. M., and P. J. Deitel (1998), *Java How to Program (2nd ed.)*, Prentice Hall, Upper Saddle River, NJ.  Hill, David R. C. (1996), *Object-Oriented Analysis and Simulation*, Addison-Wesley, Harlow, England.  Law, A. M. and W. D. Kelton (2000), *Simulation Modeling and Analysis (3rd ed.)*, McGraw-Hill, New York, NY.  Marse, K. and S.D. Roberts (1983), *Implementing a Portable FORTRAN Uniform (0,1) Generator*, Simulation, 41: pp.135-139.  Meyer, B. (1988), *Object Oriented Software Construction*. Prentice Hall, Upper Saddle River, NJ.    [© INFORMS](http://archive.ite.journal.informs.org/info/copyright.php)   |  |  | | --- | --- | | http://archive.ite.journal.informs.org/graphics/pdf.gif | To download a printable version of this paper (pdf), click [here](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Huffman.pdf).  To download the Adobe Acrobat reader for viewing and printing pdf files, click [here](http://www.adobe.com/products/acrobat/readstep.html). | | **http://archive.ite.journal.informs.org/graphics/people.gif** | To post a message (or read messages that have been posted) about this document, please go to the [ITE message board](http://courses.bus.ualberta.ca:8080/~ITE/) and select the conference titled ".....Huffman--An Object-Oriented..." | | http://archive.ite.journal.informs.org/graphics/hw.gif | To reference this paper, please use:  Huffman, J.B. (2001), "An Object-Oriented Version of SIMLIB (a Simple Simulation Package)," *INFORMS Transactions on Education*, Vol. 2, No. 1, [http://ite.informs.org/Vol2No1/Huffman/](http://archive.ite.journal.informs.org/Vol2No1/Huffman/) | | |
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| **http://archive.ite.journal.informs.org/graphics/trans.gif**   |  | | --- | | Appendix I    **The Java Simulation Main Files (5 Files)**  List.java  The following link is to the list.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/List.java)  class ListNode {  SimObject data; //The node holds a SimObject which holds data  float index; // I added this for method insertInOrder  ListNode next;  ListNode(SimObject o)  {  this(o, null);  }  ListNode(SimObject o, ListNode nextNode)  {  data = o;  index = (float)0.0;  next = nextNode;  }  SimObject getSimObject()  {  return data;  }  ListNode getnext()  {  return next;  }  }  public class List  {  private ListNode firstNode;  private ListNode lastNode;  private ListNode newNode;  private ListNode thisNode;  private String name;  public List (String s)  {  name = s;  firstNode = lastNode = null;  }  public List()  {  this("list");  }  public synchronized void insertInOrder  (SimObject insertItem, float newNodeIndex)  // Data in the first argument is inserted according to the value  // in the second argument  {  if (isEmpty() || firstNode.index > newNodeIndex)  insertAtFront(insertItem, newNodeIndex);  else  {  newNode = new ListNode(insertItem);  newNode.index = newNodeIndex;  thisNode = firstNode;  while (thisNode.next != null &&  thisNode.next.index <= newNodeIndex)  thisNode = thisNode.next;  newNode.next = thisNode.next;  thisNode.next = newNode;  if (newNode.next == null) // Reset lastNode if needed  lastNode = newNode;  }  }  public synchronized void insertAtFront(SimObject insertItem)  {  if (isEmpty())  firstNode = lastNode = new ListNode(insertItem);  else  firstNode = new ListNode(insertItem, firstNode);  }  public synchronized void insertAtFront(SimObject insertItem,  float newNodeIndex)  {  if (isEmpty())  firstNode = lastNode = new ListNode(insertItem);  else  firstNode = new ListNode(insertItem, firstNode);  firstNode.index = newNodeIndex;  }  public synchronized void insertAtBack(SimObject insertItem)  {  if (isEmpty())  firstNode = lastNode = new ListNode(insertItem);  else  lastNode = lastNode.next = new ListNode(insertItem);  }  public synchronized SimObject removeFromFront()  throws EmptyListException  {  SimObject removeItem = null;  if (isEmpty())  throw new EmptyListException(name);  removeItem = firstNode.data;  if(firstNode.equals(lastNode))  firstNode = lastNode = null;  else  firstNode = firstNode.next;  return removeItem;  }  public synchronized SimObject removeFromBack()  throws EmptyListException  {  SimObject removeItem = null;  if (isEmpty())  throw new EmptyListException(name);  removeItem = lastNode.data;  if (firstNode.equals(lastNode))  firstNode = lastNode = null;  else  {  ListNode current = firstNode;  while (current.next != lastNode)  current = current.next;  lastNode = current;  current.next = null;  }  return removeItem;  }  public boolean isEmpty()  {  return firstNode == null;  }    public void print()  {  if (isEmpty())  {  System.out.println("Empty " + name);  }  System.out.print("The " + name + " is: ");  ListNode current = firstNode;  while (current != null)  {  System.out.print(current.data.toString() + " ");  current = current.next;  }  System.out.println("\n");  }  }  Timer.java  The following link is to the timer.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Timer.java)  public class Timer  {  private float present;  public Timer()  {  present = 0;  }  public void setTime(float time)  {  present = time;  }  public float getTime()  {  return present;  }  }    Random.java The following link is to the random.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Random.java)  public class Random  {  private static final int MULT1 = 24112;  private static final int MULT2 = 26143;  private static final int B2E15 = 32768; // 2 to 15th power  private static final int B2E16 = 65536; // 2 to 16th power  private static final int MODLUS = 2147483647; // largest integer supported  private static long zrng[] = {0,  1973272912, 281629770, 20006270, 1280689831, 2096730329,  1933576050, 913566091, 246780520, 1363774876, 604901985,  1511192140, 1259851944, 824064364, 150493284, 242708531,  75253171, 1964472944, 1202299975, 233217322, 1911216000,  726370533, 403498145, 993232223, 1103205531, 762430696,  1922803170, 1385516923, 76271663, 413682397, 726466604,  336157058, 1432650381, 1120463904, 595778810, 877722890,  1046574445, 68911991, 2088367019, 748545416, 622401386,  2122378830, 640690903, 1774806513, 2132545692, 2079249579,  78130110, 852776735, 1187867272, 1351423507, 1645973084,  1997049139, 922510944, 2045512870, 898585771, 243649545,  1004818771, 773686062, 403188473, 372279877, 1901633463,  498067494, 2087759558, 493157915, 597104727, 1530940798,  1814496276, 536444882, 1663153658, 855503735, 67784357,  1432404475, 619691088, 119025595, 880802310, 176192644,  1116780070, 277854671, 1366580350, 1142483975, 2026948561,  1053920743, 786262391, 1792203830, 1494667770, 1923011392,  1433700034, 1244184613, 1147297105, 539712780, 1545929719,  190641742, 1645390429, 264907697, 620389253, 1502074852,  927711160, 364849192, 2049576050, 638580085, 547070247  };  // Note there is no constructor here. Objects are never instantiated.  // The next routine supplies a random float on the interval from 0 to 1  // the input is a stream # from 1 to 100  public static float rand(int stream)  {  long zi, lowprd, hi31;  zi = zrng[stream];  lowprd = (zi & 65535) \* MULT1;  hi31 = (zi >> 16) \* MULT1 + (lowprd >> 16);  zi = ((lowprd & 65535) - MODLUS) +  ((hi31 & 32767) << 16) + (hi31 >> 15);  if (zi < 0) zi += MODLUS;  lowprd = (zi & 65535) \* MULT2;  hi31 = (zi >> 16) \* MULT2 + (lowprd >> 16);  zi = ((lowprd & 65535) - MODLUS) +  ((hi31 & 32767) << 16) + (hi31 >> 15);  if (zi < 0) zi += MODLUS;  zrng[stream] = zi;  return ((zi >> 7 | 1) + 1)/(float)16777216.0;  }  public static void randst(long zset, int stream)  {  zrng[stream] = zset;  }    public static long randgt(int stream)  {  return zrng[stream];  }  public static float expon(float rmean, int istrm)  {  float u;  u = rand(istrm);  return rmean\*(float)Math.log(u)\*(-1);  }  public static int irandi(int nvalue, float probd[], int istrm)  {  int randInt = nvalue;  float u = rand(istrm);  for (int i = nvalue; i > 0; i--)  {  if (u < probd[i])  {  randInt = i;  }  }  return randInt; // This is an indication of an error  }    public static float unifrm(float a, float b, int istrm)  {  float u;  u = rand(istrm);  return a + u\*(b-a);  }    public static float erlang(int m, float mean, int stream)  {  float mean\_exponential, sum;    mean\_exponential = mean/m;  sum = (float)0.0;  for (int i = 1; i <= m; i++)  sum += expon(mean\_exponential, stream);  return sum;  }    public static int randomInteger(float probDistrib[], int stream)  {  float u = rand(stream);  int retrn = 1;  for (int i = 1; u >= probDistrib[i]; i++)  retrn++;  return retrn;  }    }  ContinStat.java The following link is to the ContinStat.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/ContinStat.java)  public class ContinStat  {  private float start;  private float area;  private float prevValue;  private float prevTime;  private float max;  private float min;  public ContinStat(float value, float present)  {  start = present;  area = 0;  prevValue = value;  prevTime = present;  max = (float)-3.4E+38;  min = (float)3.4E+38;  }  public float getContinAve(float present)  {  area += (present - prevTime)\*prevValue;  prevTime = present;  return area/(present - start);  }  public float getContinMax()  {  return max;  }  public float getContinMin()  {  return min;  }  public void recordContin(float value, float present)  {  area += (present - prevTime)\*prevValue;  if (value > max)  max = value;  if (value < min)  min = value;  prevValue = value;  prevTime = present;  }  }  DiscreteStat.java The following link is to the Discrete.Stat.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/DiscreteStat.java)  public class DiscreteStat  {  private float sum;  private int numObs;  private float max;  private float min;  public DiscreteStat()  {  sum = 0;  numObs = 0;  max = (float)-3.4E+38;  min = (float)3.4E+38;  }  public float getDiscreteSum()  {  return sum;  }  public int getDiscreteObs()  {  return numObs;  }  public float getDiscreteMax()  {  return max;  }  public float getDiscreteMin()  {  return min;  }  public void recordDiscrete(float value)  {  sum += value;  numObs += 1;  if (value > max)  max = value;  if (value < min)  min = value;  }    public float getDiscreteAverage()  {  return sum/numObs;  }  }  **The Java Simulation Support Files (2 Files)**  EmptyListException.java The following link is to the EmptyListException.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/EmptyListException.java)  public class EmptyListException extends RuntimeException  {  public EmptyListException(String name)  {  super("The " + name + " is empty");  }  }  SimObject.java The following link is to the SimObject.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SimObject.java)  public class SimObject  // This is an object that holds data. SimObjects are put into lists.    {  private String name;  private float time;  // Private data below this time are particular to this problem  private float arriveTime;  private int jobType;  private int taskNumber;  private int tellerNo;  private float remainTime;    public SimObject()  {  name = "";  time = (float)0.0;  }  public void setName(String str)  {  name = str;  }  public String getName()  {  return name;  }  public void setTime(float fl)  {  time = fl;  }  public float getTime()  {  return time;  }    /\* All set/gets below this line are made to support the  specific simulation. These set/gets support all the simulations  in Chapter 2 of Law and Kelton \*/    public void setArriveTime(float fl)  {  arriveTime = fl;  }  public float getArriveTime()  {  return arriveTime;  }    public void setJobType(int job)  {  jobType = job;  }  public int getJobType()  {  return jobType;  }  public void setTaskNumber(int tn)  {  taskNumber = tn;  }  public int getTaskNumber()  {  return taskNumber;  }    public void setTellerNo(int t)  {  tellerNo = t;  }  public int getTellerNo()  {  return tellerNo;  }    public void setRemainTime(float fl)  {  remainTime = fl;  }  public float getRemainTime()  {  return remainTime;  }  }  **The Single Server Simulation (1 File)**  SingleServer.java The following link is to the SingleServer.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SingleServer.java)  public class SingleServer  {  private DataOutputStream outStream;    public SingleServer()  {  try  {  outStream = new DataOutputStream(new FileOutputStream("C:/output"));  }  catch (IOException e)  {  }  }    public void addRecord(String s)  {  try  {  outStream.writeBytes(s);  outStream.writeBytes("\n\r");  }  catch (IOException e)  {  }    }    public void closeFile()  {  try  {  outStream.close();  }  catch (IOException e)  {  }  }    public static void main(String args[])  {  // The output file prepared  SingleServer ss = new SingleServer();      // The next 2 lines create the simulation clock  Timer clock = new Timer();  clock.setTime(0); // Timer initialized to zero  List eventList = new List(); // A list to hold events  List queue = new List(); // A list to represent a queue    // Discrete statistic  DiscreteStat waitTime = new DiscreteStat();    // Continuous statistics  int queueSize = 0; // Customer queue is empty  int busy = 0; // Server not busy  // The next 2 lines must follow the initialization of the clock  // and the initialization of the continuous statistics we want to track  ContinStat aveQueueSize = new ContinStat((float)queueSize, clock.getTime());  ContinStat utilization = new ContinStat((float)busy, clock.getTime());    final float MEANARR = (float)1.000;  final float MEANPRO = (float)0.500;  final int ARRSTR = 1;  final int PROSTR = 2;  int numServed = 0;    // The next 4 lines create the first arrival  SimObject event = new SimObject();  event.setName("arrive");  event.setTime(clock.getTime() + Random.expon(MEANARR, ARRSTR));  eventList.insertInOrder(event, event.getTime());  try  {  while(numServed < 1000)  {  // The next 2 lines do what timing did  SimObject removed = eventList.removeFromFront();  clock.setTime(removed.getTime());  // ss.addRecord(removed.getName().toString());  // ss.addRecord("Time = " + String.valueOf(clock.getTime()));    // Now the event is processed  if (removed.getName() == "arrive") // if the event is an arrival  {  // First the next customer arrival is scheduled  event = new SimObject();  event.setName("arrive");  event.setTime(clock.getTime() + Random.expon(MEANARR,ARRSTR));  eventList.insertInOrder(event, event.getTime());  if (busy == 1) // If the server is busy the customer waits  {  // Record customer arrival time and put customer in queue  SimObject waitingCustomer = new SimObject();  waitingCustomer.setTime(clock.getTime());  queue.insertAtBack(waitingCustomer);  // Increment queue size and collect continuous statistic  queueSize++;  aveQueueSize.recordContin((float)queueSize, clock.getTime());  }  else // If the server is not busy the customer is helped immediately  {  waitTime.recordDiscrete((float) 0); // Zero wait recorded  busy = 1;  utilization.recordContin((float)busy, clock.getTime());  event = new SimObject();  event.setName("depart");  event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR));  eventList.insertInOrder(event, event.getTime());  }  }  else // A departure event  {  numServed++;  if (queue.isEmpty())  {  busy = 0;  utilization.recordContin((float)busy, clock.getTime());  }  else  {  // Remove next customer from queue and record statistics  SimObject dequeued = queue.removeFromFront();  queueSize--;  aveQueueSize.recordContin((float)queueSize, clock.getTime());  waitTime.recordDiscrete(clock.getTime() - dequeued.getTime());  // Schedule the departure of the customer who has begun to be helped  event = new SimObject();  event.setName("depart");  event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR));  eventList.insertInOrder(event, event.getTime());  }  }  }  }  catch (EmptyListException e)  {  System.err.println("\n" + e.toString());  }    ss.addRecord("The time average size of the queue was: " +  String.valueOf(aveQueueSize.getContinAve(clock.getTime())));  ss.addRecord("The time average utilization of the server was: " +  String.valueOf(utilization.getContinAve(clock.getTime())));  ss.addRecord("The aveage wait in queue was: " +  String.valueOf(waitTime.getDiscreteAverage()));  ss.addRecord("Wait times were divided by: " +  String.valueOf(waitTime.getDiscreteObs()));  ss.closeFile();  }  } | | Appendix II    **Loading Files into Microsoft Visual J++**   1. When you start [Microsoft Visual J++](http://msdn.microsoft.com/visualj/" \t "_new) the “New Project” window opens automatically, if it isn’t open it can be opened by clicking on “File” on the main menu and then selecting “New Project” (the top item on the drop-down menu). 2. In the “New Project” window you will see 3 tabs on top. Those tabs are “New”, “Existing”, and “Recent.” Click on the “New” tab. 3. In the “Name:” textbox at the bottom of the “New Project” window you will see a suggested project name. Change it if you like. The name will be attached to the directory in which will be stored all of the files for the application you are building. The “Location:” textbox shows the path to that file. 4. Click the “Open” button on the bottom of the “New Project” window. 5. The “New Project” window closes and you should see a window called “Project Explorer – Project Name” (where Project Name is the name you assigned to the project in step 3). If the “Project Explorer” window isn’t open click “View” on the main menu then click “Project Explorer” (which is the top item on the drop-down menu). 6. The “Add Item” window pops up. There are two tabs on this window: “New” and “Existing.” Click on the “Existing” tab. 7. Navigate around on your hard drive by clicking on the folder icon to the right of the “Look in:” textbox or by clicking on the folder icons below that line until you find the java files you want to load (the files all have a “.java” extension). 8. Hold down the shift key on your keyboard and click on every “.java” file you want to load. This will be the main program file (“[SingleServer.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SingleServer.java)” for example) and all of the java files that support the simulation ([ContinStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/ContinStat.java), [DiscreteStat.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/DiscreteStat.java), [EmptyListException.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/EmptyListException.java), [List.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/List.java), [Random.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Random.java), [SimObject.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SimObject.java), and [Timer.java](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Timer.java)). 9. Click the open button on the bottom of the “Add Item” window. 10. You can look at or edit any file by double clicking on its name in the “Project Explorer – Project Name” window. 11. To run the project. Click “Build” on the main menu and click “Build” on the drop-down menu. Then click “Debug” on the main menu and “Start” on the drop-down menu. Since this is the first time you are running the program a “Project Name Properties” window will pop up. Select the “Launch” tab. Make sure the “Default” radio button is selected and make sure the name of the main program file (“SingleServer.java” in this example) appears in the “When the project runs, load:” textbox. Click the “OK” button at the bottom of the window and the application will run. 12. When you leave Microsoft j++ a window will pop up asking you if you want to save two files: “Project Name.sln” and “Project Name.vjp.” Selecting “Yes” will save all the files you have loaded. | | Appendix III    **The Other Three Examples**  *The Time-Shared Computer Model* This model is equivalent to the one covered in Section 2.5 in Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/" \l "Law)). The file name is Time\_Share.java. The following link is to the Time\_Share.java source code which is a text file.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Time_Share.java)  *The Bank Teller Model* This model is equivalent to the one covered in Section 2.6 in Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)). The file name is Bank.java. The following link is to the Bank.java source code which is a text file.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Bank.java)  *The Job Shop Model* This model is equivalent to the one covered in Section 2.7 in Law and Kelton ([2000](http://archive.ite.journal.informs.org/Vol2No1/Huffman/#Law)). The file name is Job\_Shop.java. The following link is to the Job\_Shop.java source code which is a text file.  [Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Job_Shop.java) | |

**The Java Simulation Main Files (5 Files)**

List.java   
The following link is to the list.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/List.java)

class ListNode {

SimObject data; //The node holds a SimObject which holds data

float index; // I added this for method insertInOrder

ListNode next;

ListNode(SimObject o)

{

this(o, null);

}

ListNode(SimObject o, ListNode nextNode)

{

data = o;

index = (float)0.0;

next = nextNode;

}

SimObject getSimObject()

{

return data;

}

ListNode getnext()

{

return next;

}

}

public class List

{

private ListNode firstNode;

private ListNode lastNode;

private ListNode newNode;

private ListNode thisNode;

private String name;

public List (String s)

{

name = s;

firstNode = lastNode = null;

}

public List()

{

this("list");

}

public synchronized void insertInOrder

(SimObject insertItem, float newNodeIndex)

// Data in the first argument is inserted according to the value

// in the second argument

{

if (isEmpty() || firstNode.index > newNodeIndex)

insertAtFront(insertItem, newNodeIndex);

else

{

newNode = new ListNode(insertItem);

newNode.index = newNodeIndex;

thisNode = firstNode;

while (thisNode.next != null &&

thisNode.next.index <= newNodeIndex)

thisNode = thisNode.next;

newNode.next = thisNode.next;

thisNode.next = newNode;

if (newNode.next == null) // Reset lastNode if needed

lastNode = newNode;

}

}

public synchronized void insertAtFront(SimObject insertItem)

{

if (isEmpty())

firstNode = lastNode = new ListNode(insertItem);

else

firstNode = new ListNode(insertItem, firstNode);

}

public synchronized void insertAtFront(SimObject insertItem,

float newNodeIndex)

{

if (isEmpty())

firstNode = lastNode = new ListNode(insertItem);

else

firstNode = new ListNode(insertItem, firstNode);

firstNode.index = newNodeIndex;

}

public synchronized void insertAtBack(SimObject insertItem)

{

if (isEmpty())

firstNode = lastNode = new ListNode(insertItem);

else

lastNode = lastNode.next = new ListNode(insertItem);

}

public synchronized SimObject removeFromFront()

throws EmptyListException

{

SimObject removeItem = null;

if (isEmpty())

throw new EmptyListException(name);

removeItem = firstNode.data;

if(firstNode.equals(lastNode))

firstNode = lastNode = null;

else

firstNode = firstNode.next;

return removeItem;

}

public synchronized SimObject removeFromBack()

throws EmptyListException

{

SimObject removeItem = null;

if (isEmpty())

throw new EmptyListException(name);

removeItem = lastNode.data;

if (firstNode.equals(lastNode))

firstNode = lastNode = null;

else

{

ListNode current = firstNode;

while (current.next != lastNode)

current = current.next;

lastNode = current;

current.next = null;

}

return removeItem;

}

public boolean isEmpty()

{

return firstNode == null;

}

public void print()

{

if (isEmpty())

{

System.out.println("Empty " + name);

}

System.out.print("The " + name + " is: ");

ListNode current = firstNode;

while (current != null)

{

System.out.print(current.data.toString() + " ");

current = current.next;

}

System.out.println("\n");

}

}

Timer.java   
The following link is to the timer.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Timer.java)

public class Timer

{

private float present;

public Timer()

{

present = 0;

}

public void setTime(float time)

{

present = time;

}

public float getTime()

{

return present;

}

}

Random.java  
The following link is to the random.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/Random.java)

public class Random

{

private static final int MULT1 = 24112;

private static final int MULT2 = 26143;

private static final int B2E15 = 32768; // 2 to 15th power

private static final int B2E16 = 65536; // 2 to 16th power

private static final int MODLUS = 2147483647; // largest integer supported

private static long zrng[] = {0,

1973272912, 281629770, 20006270, 1280689831, 2096730329,

1933576050, 913566091, 246780520, 1363774876, 604901985,

1511192140, 1259851944, 824064364, 150493284, 242708531,

75253171, 1964472944, 1202299975, 233217322, 1911216000,

726370533, 403498145, 993232223, 1103205531, 762430696,

1922803170, 1385516923, 76271663, 413682397, 726466604,

336157058, 1432650381, 1120463904, 595778810, 877722890,

1046574445, 68911991, 2088367019, 748545416, 622401386,

2122378830, 640690903, 1774806513, 2132545692, 2079249579,

78130110, 852776735, 1187867272, 1351423507, 1645973084,

1997049139, 922510944, 2045512870, 898585771, 243649545,

1004818771, 773686062, 403188473, 372279877, 1901633463,

498067494, 2087759558, 493157915, 597104727, 1530940798,

1814496276, 536444882, 1663153658, 855503735, 67784357,

1432404475, 619691088, 119025595, 880802310, 176192644,

1116780070, 277854671, 1366580350, 1142483975, 2026948561,

1053920743, 786262391, 1792203830, 1494667770, 1923011392,

1433700034, 1244184613, 1147297105, 539712780, 1545929719,

190641742, 1645390429, 264907697, 620389253, 1502074852,

927711160, 364849192, 2049576050, 638580085, 547070247

};

// Note there is no constructor here. Objects are never instantiated.

// The next routine supplies a random float on the interval from 0 to 1

// the input is a stream # from 1 to 100

public static float rand(int stream)

{

long zi, lowprd, hi31;

zi = zrng[stream];

lowprd = (zi & 65535) \* MULT1;

hi31 = (zi >> 16) \* MULT1 + (lowprd >> 16);

zi = ((lowprd & 65535) - MODLUS) +

((hi31 & 32767) << 16) + (hi31 >> 15);

if (zi < 0) zi += MODLUS;

lowprd = (zi & 65535) \* MULT2;

hi31 = (zi >> 16) \* MULT2 + (lowprd >> 16);

zi = ((lowprd & 65535) - MODLUS) +

((hi31 & 32767) << 16) + (hi31 >> 15);

if (zi < 0) zi += MODLUS;

zrng[stream] = zi;

return ((zi >> 7 | 1) + 1)/(float)16777216.0;

}

public static void randst(long zset, int stream)

{

zrng[stream] = zset;

}

public static long randgt(int stream)

{

return zrng[stream];

}

public static float expon(float rmean, int istrm)

{

float u;

u = rand(istrm);

return rmean\*(float)Math.log(u)\*(-1);

}

public static int irandi(int nvalue, float probd[], int istrm)

{

int randInt = nvalue;

float u = rand(istrm);

for (int i = nvalue; i > 0; i--)

{

if (u < probd[i])

{

randInt = i;

}

}

return randInt; // This is an indication of an error

}

public static float unifrm(float a, float b, int istrm)

{

float u;

u = rand(istrm);

return a + u\*(b-a);

}

public static float erlang(int m, float mean, int stream)

{

float mean\_exponential, sum;

mean\_exponential = mean/m;

sum = (float)0.0;

for (int i = 1; i <= m; i++)

sum += expon(mean\_exponential, stream);

return sum;

}

public static int randomInteger(float probDistrib[], int stream)

{

float u = rand(stream);

int retrn = 1;

for (int i = 1; u >= probDistrib[i]; i++)

retrn++;

return retrn;

}

}

ContinStat.java  
The following link is to the ContinStat.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/ContinStat.java)

public class ContinStat

{

private float start;

private float area;

private float prevValue;

private float prevTime;

private float max;

private float min;

public ContinStat(float value, float present)

{

start = present;

area = 0;

prevValue = value;

prevTime = present;

max = (float)-3.4E+38;

min = (float)3.4E+38;

}

public float getContinAve(float present)

{

area += (present - prevTime)\*prevValue;

prevTime = present;

return area/(present - start);

}

public float getContinMax()

{

return max;

}

public float getContinMin()

{

return min;

}

public void recordContin(float value, float present)

{

area += (present - prevTime)\*prevValue;

if (value > max)

max = value;

if (value < min)

min = value;

prevValue = value;

prevTime = present;

}

}

DiscreteStat.java  
The following link is to the Discrete.Stat.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/DiscreteStat.java)

public class DiscreteStat

{

private float sum;

private int numObs;

private float max;

private float min;

public DiscreteStat()

{

sum = 0;

numObs = 0;

max = (float)-3.4E+38;

min = (float)3.4E+38;

}

public float getDiscreteSum()

{

return sum;

}

public int getDiscreteObs()

{

return numObs;

}

public float getDiscreteMax()

{

return max;

}

public float getDiscreteMin()

{

return min;

}

public void recordDiscrete(float value)

{

sum += value;

numObs += 1;

if (value > max)

max = value;

if (value < min)

min = value;

}

public float getDiscreteAverage()

{

return sum/numObs;

}

}

**The Java Simulation Support Files (2 Files)**

EmptyListException.java  
The following link is to the EmptyListException.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/EmptyListException.java)

public class EmptyListException extends RuntimeException

{

public EmptyListException(String name)

{

super("The " + name + " is empty");

}

}

SimObject.java  
The following link is to the SimObject.java source code which is a text file. Since that file is not formatted for optimal appearance under html, the code is included here for readability.

[Link to Actual Source Code](http://archive.ite.journal.informs.org/Vol2No1/Huffman/SimObject.java)

public class SimObject

// This is an object that holds data. SimObjects are put into lists.

{

private String name;

private float time;

// Private data below this time are particular to this problem

private float arriveTime;

private int jobType;

private int taskNumber;

private int tellerNo;

private float remainTime;

public SimObject()

{

name = "";

time = (float)0.0;

}

public void setName(String str)

{

name = str;

}

public String getName()

{

return name;

}

public void setTime(float fl)

{

time = fl;

}

public float getTime()

{

return time;

}

/\* All set/gets below this line are made to support the

specific simulation. These set/gets support all the simulations

in Chapter 2 of Law and Kelton \*/

public void setArriveTime(float fl)

{

arriveTime = fl;

}

public float getArriveTime()

{

return arriveTime;

}

public void setJobType(int job)

{

jobType = job;

}

public int getJobType()

{

return jobType;

}

public void setTaskNumber(int tn)

{

taskNumber = tn;

}

public int getTaskNumber()

{

return taskNumber;

}

public void setTellerNo(int t)

{

tellerNo = t;

}

public int getTellerNo()

{

return tellerNo;

}

public void setRemainTime(float fl)

{

remainTime = fl;

}

public float getRemainTime()

{

return remainTime;

}

}

**Modelo Servicio Simple**

public class SingleServer

{

private DataOutputStream outStream;

public SingleServer()

{

try

{

outStream = new DataOutputStream(new FileOutputStream("C:/output"));

}

catch (IOException e)

{

}

}

public void addRecord(String s)

{

try

{

outStream.writeBytes(s);

outStream.writeBytes("\n\r");

}

catch (IOException e)

{

}

}

public void closeFile()

{

try

{

outStream.close();

}

catch (IOException e)

{

}

}

public static void main(String args[])

{

// The output file prepared

SingleServer ss = new SingleServer();

// The next 2 lines create the simulation clock

Timer clock = new Timer();

clock.setTime(0); // Timer initialized to zero

List eventList = new List(); // A list to hold events

List queue = new List(); // A list to represent a queue

// Discrete statistic

DiscreteStat waitTime = new DiscreteStat();

// Continuous statistics

int queueSize = 0; // Customer queue is empty

int busy = 0; // Server not busy

// The next 2 lines must follow the initialization of the clock

// and the initialization of the continuous statistics we want to track

ContinStat aveQueueSize = new ContinStat((float)queueSize, clock.getTime());

ContinStat utilization = new ContinStat((float)busy, clock.getTime());

final float MEANARR = (float)1.000;

final float MEANPRO = (float)0.500;

final int ARRSTR = 1;

final int PROSTR = 2;

int numServed = 0;

// The next 4 lines create the first arrival

SimObject event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEANARR, ARRSTR));

eventList.insertInOrder(event, event.getTime());

try

{

while(numServed < 1000)

{

// The next 2 lines do what timing did

SimObject removed = eventList.removeFromFront();

clock.setTime(removed.getTime());

// ss.addRecord(removed.getName().toString());

// ss.addRecord("Time = " + String.valueOf(clock.getTime()));

// Now the event is processed

if (removed.getName() == "arrive") // if the event is an arrival

{

// First the next customer arrival is scheduled

event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEANARR,ARRSTR));

eventList.insertInOrder(event, event.getTime());

if (busy == 1) // If the server is busy the customer waits

{

// Record customer arrival time and put customer in queue

SimObject waitingCustomer = new SimObject();

waitingCustomer.setTime(clock.getTime());

queue.insertAtBack(waitingCustomer);

// Increment queue size and collect continuous statistic

queueSize++;

aveQueueSize.recordContin((float)queueSize, clock.getTime());

}

else // If the server is not busy the customer is helped immediately

{

waitTime.recordDiscrete((float) 0); // Zero wait recorded

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("depart");

event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR));

eventList.insertInOrder(event, event.getTime());

}

}

else // A departure event

{

numServed++;

if (queue.isEmpty())

{

busy = 0;

utilization.recordContin((float)busy, clock.getTime());

}

else

{

// Remove next customer from queue and record statistics

SimObject dequeued = queue.removeFromFront();

queueSize--;

aveQueueSize.recordContin((float)queueSize, clock.getTime());

waitTime.recordDiscrete(clock.getTime() - dequeued.getTime());

// Schedule the departure of the customer who has begun to be helped

event = new SimObject();

event.setName("depart");

event.setTime(clock.getTime() + Random.expon(MEANPRO, PROSTR));

eventList.insertInOrder(event, event.getTime());

}

}

}

}

catch (EmptyListException e)

{

System.err.println("\n" + e.toString());

}

ss.addRecord("The time average size of the queue was: " +

String.valueOf(aveQueueSize.getContinAve(clock.getTime())));

ss.addRecord("The time average utilization of the server was: " +

String.valueOf(utilization.getContinAve(clock.getTime())));

ss.addRecord("The aveage wait in queue was: " +

String.valueOf(waitTime.getDiscreteAverage()));

ss.addRecord("Wait times were divided by: " +

String.valueOf(waitTime.getDiscreteObs()));

ss.closeFile();

}

}

**Modelo Computador tiempo compartido**

import java.io.\*;

public class Time\_Share

{

private DataOutputStream outStream;

public Time\_Share()

{

try

{

outStream = new DataOutputStream(new FileOutputStream("C:/output2"));

}

catch (IOException e)

{

}

}

public void addRecord(String s)

{

try

{

outStream.writeBytes(s);

outStream.writeBytes("\n\r");

}

catch (IOException e)

{

}

}

public void closeFile()

{

try

{

outStream.close();

}

catch (IOException e)

{

}

}

public static void main(String args[])

{

// The output file prepared

Time\_Share ts = new Time\_Share();

Timer clock;

List eventList, queue, cpu;

// Discrete statistic

DiscreteStat response = new DiscreteStat();

// Continuous statistics

int queueSize; // Customer queue is empty

int busy; // Server not busy

// The next 2 lines must follow the initialization of the clock

// and the initialization of the continuous statistics we want to track

ContinStat aveQueueSize, utilization;

int completeJobs;

float cpuTime, remaining;

final int MAX\_JOBS = 1000;

final float MEAN\_THINK = (float)25.00;

final float MEAN\_SERV = (float)0.800;

final int THINK\_STR = 1;

final int SERV\_STR = 2;

final float QUANTUM = (float)0.100;

final float TAU = (float)0.015;

int term;

int TERMINALS;

SimObject event, job;

for (TERMINALS = 10; TERMINALS <= 80; TERMINALS += 10)

{

// The next 2 lines set the clock

clock = new Timer();

clock.setTime(0); // Timer initialized to zero

eventList = new List(); // A list to hold events

queue = new List(); // A list to represent a queue

cpu = new List(); // A one-slot list to represent the cpu

// Discrete statistic

response = new DiscreteStat();

// Continuous statistics

queueSize = 0; // Customer queue is empty

busy = 0; // Server not busy

// The next 2 lines must follow the initialization of the clock

// and the initialization of the continuous statistics we want to track

aveQueueSize = new ContinStat((float)queueSize, clock.getTime());

utilization = new ContinStat((float)busy, clock.getTime());

completeJobs = 0;

cpuTime = (float)0.0;

remaining = (float)0.0;

for (term = 1; term <= TERMINALS; term++)

{

event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEAN\_THINK, THINK\_STR));

eventList.insertInOrder(event, event.getTime());

}

try

{

while(completeJobs < MAX\_JOBS)

{

// The next 2 lines do what timing did

event = eventList.removeFromFront();

clock.setTime(event.getTime());

// Now the event is processed

if (event.getName() == "arrive") // if the event is an arrival

{

job = new SimObject();

job.setArriveTime(clock.getTime());

job.setRemainTime(Random.expon(MEAN\_SERV, SERV\_STR));

if (busy == 0) // If the CPU is idle, process the job

{

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

// Load job in the cpu

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

else // if CPU is busy, put the job in the back of the queue

{

queue.insertAtBack(job);

queueSize++;

aveQueueSize.recordContin(queueSize, clock.getTime());

}

}

else // An endrun event

{

// Remove job from CPU

job = cpu.removeFromFront();

busy = 0;

utilization.recordContin((float)busy, clock.getTime());

// Does job require more CPU time?

if (job.getRemainTime() > 0) //Yes

{

//No need to record queue stats here since queue size is

//incremented and immediately decremented

queue.insertAtBack(job);

job = queue.removeFromFront();

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

else // Job is finished

{

// record response time (present time - job arrival time)

response.recordDiscrete(clock.getTime() - job.getArriveTime());

// schedule an arrival event

event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEAN\_THINK, THINK\_STR));

eventList.insertInOrder(event, event.getTime());

// Add 1 to the number of jobs processed

completeJobs++;

// If the number of jobs < MAX\_JOBS and more jobs

// remain in the queue

if (completeJobs < MAX\_JOBS && !queue.isEmpty())

{

// Remove first job from queue

job = queue.removeFromFront();

queueSize--;

aveQueueSize.recordContin(queueSize, clock.getTime());

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

}

}

} // End of while completeJobs < MAX\_JOBS

} // End of try block

catch (EmptyListException e)

{

System.err.println("\n" + e.toString());

}

ts.addRecord("The time average size of the queue was: " +

String.valueOf(aveQueueSize.getContinAve(clock.getTime())));

ts.addRecord("The time average utilization of the CPU was: " +

String.valueOf(utilization.getContinAve(clock.getTime())));

ts.addRecord("The average response time was: " +

String.valueOf(response.getDiscreteAverage()));

ts.addRecord("Total response times were divided by: " +

String.valueOf(response.getDiscreteObs()));

// ts.closeFile();

} // End for TERMINALS ... incremented by 10

ts.closeFile();

} // End of main

} // End of Time\_Share

**Modelo Banco**

import java.io.\*;

public class Time\_Share

{

private DataOutputStream outStream;

public Time\_Share()

{

try

{

outStream = new DataOutputStream(new FileOutputStream("C:/output2"));

}

catch (IOException e)

{

}

}

public void addRecord(String s)

{

try

{

outStream.writeBytes(s);

outStream.writeBytes("\n\r");

}

catch (IOException e)

{

}

}

public void closeFile()

{

try

{

outStream.close();

}

catch (IOException e)

{

}

}

public static void main(String args[])

{

// The output file prepared

Time\_Share ts = new Time\_Share();

Timer clock;

List eventList, queue, cpu;

// Discrete statistic

DiscreteStat response = new DiscreteStat();

// Continuous statistics

int queueSize; // Customer queue is empty

int busy; // Server not busy

// The next 2 lines must follow the initialization of the clock

// and the initialization of the continuous statistics we want to track

ContinStat aveQueueSize, utilization;

int completeJobs;

float cpuTime, remaining;

final int MAX\_JOBS = 1000;

final float MEAN\_THINK = (float)25.00;

final float MEAN\_SERV = (float)0.800;

final int THINK\_STR = 1;

final int SERV\_STR = 2;

final float QUANTUM = (float)0.100;

final float TAU = (float)0.015;

int term;

int TERMINALS;

SimObject event, job;

for (TERMINALS = 10; TERMINALS <= 80; TERMINALS += 10)

{

// The next 2 lines set the clock

clock = new Timer();

clock.setTime(0); // Timer initialized to zero

eventList = new List(); // A list to hold events

queue = new List(); // A list to represent a queue

cpu = new List(); // A one-slot list to represent the cpu

// Discrete statistic

response = new DiscreteStat();

// Continuous statistics

queueSize = 0; // Customer queue is empty

busy = 0; // Server not busy

// The next 2 lines must follow the initialization of the clock

// and the initialization of the continuous statistics we want to track

aveQueueSize = new ContinStat((float)queueSize, clock.getTime());

utilization = new ContinStat((float)busy, clock.getTime());

completeJobs = 0;

cpuTime = (float)0.0;

remaining = (float)0.0;

for (term = 1; term <= TERMINALS; term++)

{

event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEAN\_THINK, THINK\_STR));

eventList.insertInOrder(event, event.getTime());

}

try

{

while(completeJobs < MAX\_JOBS)

{

// The next 2 lines do what timing did

event = eventList.removeFromFront();

clock.setTime(event.getTime());

// Now the event is processed

if (event.getName() == "arrive") // if the event is an arrival

{

job = new SimObject();

job.setArriveTime(clock.getTime());

job.setRemainTime(Random.expon(MEAN\_SERV, SERV\_STR));

if (busy == 0) // If the CPU is idle, process the job

{

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

// Load job in the cpu

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

else // if CPU is busy, put the job in the back of the queue

{

queue.insertAtBack(job);

queueSize++;

aveQueueSize.recordContin(queueSize, clock.getTime());

}

}

else // An endrun event

{

// Remove job from CPU

job = cpu.removeFromFront();

busy = 0;

utilization.recordContin((float)busy, clock.getTime());

// Does job require more CPU time?

if (job.getRemainTime() > 0) //Yes

{

//No need to record queue stats here since queue size is

//incremented and immediately decremented

queue.insertAtBack(job);

job = queue.removeFromFront();

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

else // Job is finished

{

// record response time (present time - job arrival time)

response.recordDiscrete(clock.getTime() - job.getArriveTime());

// schedule an arrival event

event = new SimObject();

event.setName("arrive");

event.setTime(clock.getTime() + Random.expon(MEAN\_THINK, THINK\_STR));

eventList.insertInOrder(event, event.getTime());

// Add 1 to the number of jobs processed

completeJobs++;

// If the number of jobs < MAX\_JOBS and more jobs

// remain in the queue

if (completeJobs < MAX\_JOBS && !queue.isEmpty())

{

// Remove first job from queue

job = queue.removeFromFront();

queueSize--;

aveQueueSize.recordContin(queueSize, clock.getTime());

// The Start Routine

// Compute CPU time and decrement remaining service time

remaining = job.getRemainTime();

if (remaining <= QUANTUM)

{

cpuTime = remaining + TAU;

job.setRemainTime((float)0.0);

}

else

{

cpuTime = QUANTUM + TAU;

job.setRemainTime(remaining - QUANTUM);

}

cpu.insertAtFront(job);

busy = 1;

utilization.recordContin((float)busy, clock.getTime());

event = new SimObject();

event.setName("endrun");

event.setTime(clock.getTime() + cpuTime);

eventList.insertInOrder(event, event.getTime());

}

}

}

} // End of while completeJobs < MAX\_JOBS

} // End of try block

catch (EmptyListException e)

{

System.err.println("\n" + e.toString());

}

ts.addRecord("The time average size of the queue was: " +

String.valueOf(aveQueueSize.getContinAve(clock.getTime())));

ts.addRecord("The time average utilization of the CPU was: " +

String.valueOf(utilization.getContinAve(clock.getTime())));

ts.addRecord("The average response time was: " +

String.valueOf(response.getDiscreteAverage()));

ts.addRecord("Total response times were divided by: " +

String.valueOf(response.getDiscreteObs()));

// ts.closeFile();

} // End for TERMINALS ... incremented by 10

ts.closeFile();

} // End of main

} // End of Time\_Share

**Planta Manufacturera Kelton**

import java.io.\*;

public class Job\_Shop

{

private DataOutputStream outStream;

public Job\_Shop()

{

try

{

outStream = new DataOutputStream(new FileOutputStream("C:/output2"));

}

catch (IOException e)

{

}

}

public void addRecord(String s)

{

try

{

outStream.writeBytes(s);

outStream.writeBytes("\n\r");

}

catch (IOException e)

{

}

}

public void closeFile()

{

try

{

outStream.close();

}

catch (IOException e)

{

}

}

public static void main(String args[])

{

// The output file prepared

Job\_Shop js = new Job\_Shop();

final int STREAM\_INTERARRIVAL = 1;

final int STREAM\_JOB\_TYPE = 2;

final int STREAM\_SERVICE = 3;

final int NUM\_STATIONS = 5;

int station;

final int NUM\_JOB\_TYPES = 3;

float meanInterarrival = (float)0.25;

float lengthSimulation = (float)365.0;

// Number of machines in each station...note arrays are zero based

// so first entry is for station 0

int numMachines[] = {0, 3, 2, 4, 3, 1};

// All machines in each station are initially not busy

int numMachinesBusy[] = {0, 0, 0, 0, 0, 0};

// All queues in each station are initially empty

int queueSize[] = {0, 0, 0, 0, 0, 0};

// Number of tasks for each job type

int numTasks[] = {0, 4, 3, 5};

int route[][] = {{0}, {0, 3, 1, 2, 5}, {0, 4, 1, 3},{0, 2, 5, 1, 4, 3}};

float probDistribJobType[] = {(float)0.0, (float)0.300, (float)0.800, (float)1.00};

float meanService[][] = {{0f},{0f,0.50f,0.60f,0.85f,0.50f},

{0f,1.10f,0.80f,0.75f},

{0f,1.20f,0.25f,0.70f,0.90f,1.00f}};

// Initialize the simulation

Timer clock = new Timer();

clock.setTime(0);

SimObject event, job;

// Discrete statistics average delay at station and by job type

DiscreteStat stationDelay[] = new DiscreteStat[NUM\_STATIONS + 1];

DiscreteStat jobTypeDelay[] = new DiscreteStat[NUM\_JOB\_TYPES + 1];

/\* Continuous statistic time average number of number of machines

busy at each station and time average number in queue\*/

ContinStat aveMachinesBusy[] = new ContinStat[NUM\_STATIONS + 1];

ContinStat aniq[] = new ContinStat[NUM\_STATIONS + 1];

List eventList = new List();

List queues[] = new List[NUM\_STATIONS + 1];

for (int i = 1; i <= NUM\_STATIONS; i++)

{

queues[i] = new List();

aveMachinesBusy[i] = new ContinStat((float)0.0, clock.getTime());

aniq[i] = new ContinStat((float)0.0, clock.getTime());

stationDelay[i] = new DiscreteStat();

}

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

{

jobTypeDelay[i] = new DiscreteStat();

}

/\* Schedule the arrival of the first job. Note that the job type

and task number are not set since they are set in the arrival

routine \*/

event = new SimObject();

event.setTime(clock.getTime() + Random.expon(meanInterarrival,STREAM\_INTERARRIVAL));

event.setName("arrival");

eventList.insertInOrder(event, event.getTime());

// Schedule the end of the simulation

event = new SimObject();

event.setTime(8 \* lengthSimulation);

event.setName("end");

eventList.insertInOrder(event, event.getTime());

try {

boolean end = false;

do

{

// Determine the next event

SimObject nextEvent = eventList.removeFromFront();

// Advance clock to time of next event

clock.setTime(nextEvent.getTime());

int nextID;

if (nextEvent.getName() == "arrival")

nextID = 1;

else

if (nextEvent.getName() == "departure")

nextID = 2;

else // end of simulation

nextID = 3;

// Involk the appropriate event function

switch (nextID)

{

case 1: // Arrival

//js.addRecord("Time of 1st arrival " + String.valueOf(nextEvent.getTime()));

// This is a new arrival to the system (instead of a move from one machine

// to the next) so we generate the time of the next arrival and determine

// the job type and task number of the arriving job

event = new SimObject();

event.setTime(clock.getTime() + Random.expon(meanInterarrival,STREAM\_INTERARRIVAL));

event.setName("arrival");

eventList.insertInOrder(event, event.getTime());

// Set JobType and TaskNumber of new job

nextEvent.setJobType(Random.randomInteger(probDistribJobType,STREAM\_JOB\_TYPE));

nextEvent.setTaskNumber(1);

// Determine the station from the route matrix

station = route[nextEvent.getJobType()][nextEvent.getTaskNumber()];

// Check to see if all machines in this station are busy

if (numMachinesBusy[station] == numMachines[station])

{

/\* All machines in this station are busy, so place the arriving

job at the end of the appropriate queue. Note that the

following data are stored in the record for each job.

1. Time of arrival to this station

2. Job type which is already set

3. Current task number which is also already set. \*/

nextEvent.setArriveTime(clock.getTime());

queues[station].insertAtBack(nextEvent);

queueSize[station] += 1;

float t6 = nextEvent.getArriveTime();

aniq[station].recordContin(queueSize[station],clock.getTime());

}

else

{

/\* A machine in this station is idle, so start service on the

arriving job (which has a delay of zero) \*/

stationDelay[station].recordDiscrete((float)0.0);

jobTypeDelay[nextEvent.getJobType()].recordDiscrete((float)0.0);

numMachinesBusy[station] += 1;

aveMachinesBusy[station].recordContin(numMachinesBusy[station], clock.getTime());

// Schedule a service completion

nextEvent.setTime(clock.getTime() +

Random.erlang(2, meanService[nextEvent.getJobType()][nextEvent.getTaskNumber()],STREAM\_SERVICE));

nextEvent.setName("departure");

float fin = nextEvent.getTime();

// Job type and task number are not reset so just put the job in the event list

eventList.insertInOrder(nextEvent, nextEvent.getTime());

}

break;

case 2: // Departure

// Find the station from which a job is departing

int jobType = nextEvent.getJobType();

int task = nextEvent.getTaskNumber();

station = route[jobType][task];

// check to see if the queue for this station is empty

if (queueSize[station] == 0)

{

/\* The queue for this station is empty, so make a machine

in this station idle \*/

numMachinesBusy[station] -= 1;

aveMachinesBusy[station].recordContin((float)numMachinesBusy[station], clock.getTime());

}

else

{

// The queue isn't empty, start work on the first job

job = queues[station].removeFromFront();

queueSize[station] -= 1;

aniq[station].recordContin(queueSize[station],clock.getTime());

// Record delay for station and job type

float jobDelay = clock.getTime() - job.getArriveTime();

stationDelay[station].recordDiscrete(jobDelay);

int jobTyp = job.getJobType();

int jobTaskNumber = job.getTaskNumber();

jobTypeDelay[jobTyp].recordDiscrete(jobDelay);

// Schedule a service completion for this job at this station.

job.setTime(clock.getTime() +

Random.erlang(2, meanService[jobTyp][jobTaskNumber],STREAM\_SERVICE));

job.setName("departure");

// Job Type and Task Number don't need to be set

eventList.insertInOrder(job, job.getTime());

}

/\* If the current departing job has one or more tasks yet to

be done, send the job to the next station on its route \*/

if (task < numTasks[jobType])

{

task++;

nextEvent.setTaskNumber(task);

// Determine the station from the route matrix

station = route[jobType][task];

// Check to see if all machines in this station are busy

if (numMachinesBusy[station] == numMachines[station])

{

/\* All machines in this station are busy, so place the arriving

job at the end of the appropriate queue. Note that the

following data are stored in the record for each job.

1. Time of arrival to this station

2. Job type which is already set

3. Current task number which is also already set. \*/

nextEvent.setArriveTime(clock.getTime());

queues[station].insertAtBack(nextEvent);

queueSize[station] += 1;

aniq[station].recordContin(queueSize[station],clock.getTime());

}

else

{

/\* A machine in this station is idle, so start service on the

arriving job (which has a delay of zero) \*/

stationDelay[station].recordDiscrete((float)0.0);

jobTypeDelay[nextEvent.getJobType()].recordDiscrete((float)0.0);

numMachinesBusy[station] += 1;

aveMachinesBusy[station].recordContin(numMachinesBusy[station], clock.getTime());

// Schedule a service completion

nextEvent.setTime(clock.getTime() +

Random.erlang(2, meanService[nextEvent.getJobType()][nextEvent.getTaskNumber()],STREAM\_SERVICE));

nextEvent.setName("departure");

// Job type and task number are not reset so just put the job in the event list

eventList.insertInOrder(nextEvent, nextEvent.getTime());

}

}

break;

case 3: // End of Simulation

//js.addRecord("End of simulation " + String.valueOf(nextEvent.getTime()));

end = true;

break;

}

} while (!end); // until the end of the simulation

} // end of try

catch (EmptyListException e)

{

}

/\* js.addRecord("Job-shop model\n\n");

js.addRecord("Number of work stations" + String.valueOf(NUM\_STATIONS));

js.addRecord("Number of machines in each station");

for (int i = 1; i <= NUM\_STATIONS; i++)

js.addRecord(String.valueOf(numMachines[i]));

js.addRecord("Number of job types: " + String.valueOf(NUM\_JOB\_TYPES));

js.addRecord("Number of tasks for each job type");

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

js.addRecord(String.valueOf(numTasks[i]));

js.addRecord("Distribution function of job types");

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

js.addRecord(String.valueOf(probDistribJobType[i]));

js.addRecord("Mean interarrival time of jobs: " + String.valueOf(meanInterarrival));

js.addRecord("Length of Simulation: " + String.valueOf(lengthSimulation) + " days.");

js.addRecord("Work stations of route");

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

{

for (int j = 1; j <= numTasks[i]; j++)

{

js.addRecord(String.valueOf(route[i][j]));

}

}

js.addRecord("Mean Service Times");

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

{

for (int j = 1; j <= numTasks[i]; j++)

{

js.addRecord(String.valueOf(meanService[i][j]));

}

} \*/

// Output begins here

js.addRecord("Average total delay in queue");

float oajtd = (float)0.0; // Overall average job total delay

float ajtd; // Average job total delay

float sumProbs = (float)0.0;

for (int i = 1; i <= NUM\_JOB\_TYPES; i++)

{

/\* average job total delay = average delay for job type for

each task times the number of tasks \*/

ajtd = jobTypeDelay[i].getDiscreteAverage() \* numTasks[i];

js.addRecord(String.valueOf(ajtd));

/\* oajtd is a weighted average of the total time a job waits

in queue. Total waits (ojtd) are multiplied by the probability

job being of a particular type. Oajtd would be the typical

total wait \*/

oajtd += (probDistribJobType[i] - sumProbs)\*ajtd;

sumProbs = probDistribJobType[i];

}

js.addRecord("Overall average job total delay: " + String.valueOf(oajtd));

/\* Compute the average number in queue, the average utilization, and

the average delay in queue for each station \*/

js.addRecord("\n\nWork Average Number Average Average Delay");

js.addRecord("Station in Queue Utilization in queue ");

for (int i = 1; i <= NUM\_STATIONS; i++)

{

js.addRecord(String.valueOf(i) + " " +

String.valueOf(aniq[i].getContinAve(clock.getTime())) + " " +

String.valueOf(aveMachinesBusy[i].getContinAve(clock.getTime())/numMachines[i]) +

" " +

String.valueOf(stationDelay[i].getDiscreteAverage()));

}

js.closeFile();

} // End of main

} // End of Job\_Shop