# Phase 1 Quick References

Ruby, Git and GitHub, Rspec, Regular expressions, Markdown, SQL. This is what you need for phase 1. Updates, feel free to reach out to any of the **SF-Dragonflies-2015**

**G**ot an update, correction, let me know:

[mikefarr@mac.com](mailto:mikefarr@mac.com)

michaelmfarr@gmail.com

# Ruby

Everything is an Object, even basic datatypes. methods of an object are called using dot syntax.

Every method returns an object. Therefore methods and method-results can be chained.

25.**methods.sort**

### Numbers

1.even?

1.odd?

to\_s to\_sym to\_f round between chr

div next pred even ceil chr divmod

### Operators

**+ - \* / = == != > < >= <= [] \*\***

**. ::**

### 70’s style user input

**name = gets.chomp** **#read user input and remove the \n**

### Arrays

**ar=[] #empty array**

**ar = Array.new(8){Array.new(8)} #use block to init multi-dimensional arrays**

**words = ["foo", "bar", "baz"]**

**numbers = [1,2,3,4,5]**

**words[i]**  **#return ith element**

**words[-5]**  #**return 5th from end**

**words[0..1]**  **#return array with first two items**

**.first**

**.last**

**words << 'woot'**  **#append new element , push**

**words + sentences #concatenate arrays**

**words.concat(sentences) #same but modifies words**

Useful methods:

**.size**

**.length #number of elements**

.**pop #pops off last element, deleting it**

.**push(item) #pushes at end**

**.shift #returns first element, modifies array**

**.delete(obj)**  **#delete every element that matches. Note that 2**

**.delete(obj){"rtn this if not found"} #obj's can have different IDs but same contents**

.**delete\_if{|obj| obj.size < 4 } #delete obj based on property, i.e. obj.size < 4**

.**join (delim)**  **#into string, ["hello", "there"].join(' ')**

.**include? (element) #does the array contain element**

**.index(element) #index of where the element is stored**

**.insert(idx, obj, obj2…)** **#insert obj before element idx**

.**map { |el| el + 1 }**  **#rtn array w/ 1 added to each element**

Iteration: do something on each element of the array. It looks like this:

**my\_ar.each { |element| puts element }**

or

**my\_ar.each do |element| #side effects only.(puts element)**

**puts element #the array is returned not changed.**

**#but can assign in loop:**

**end #new\_ar << element + 5 within do**

**.each\_with\_index {|element, index | puts element + index }**

**#access to element and its index.**

.**any?( {|element| condition})**

.**all?( {|element| condition})**

**.none?( {|element| condition})#return appropriate boolean**

**.select {|num| num % 2 == 0}** **#keeps only even**

**.select do |number| … end** #alt format

**.delete\_if {|num| num % 2 == 0}** **#keeps only odd**

**.flatten** **#multi-dim array to linear array**

**.sort**  **#return an new sorted array**

**.sort!** **#modify the original array**

### Splat

the splat operator turns arrays into a parameter list, and a param list into an array.

**def** divide(numerator, denominator)

numerator / denominator

**end**

divide(\*[4,2]) **#array into params**

values = [5, 6, 7, 8]

**def** min\_max(\*values) **#params into array**

[values.min, values.max]

**end**

min, max = min\_max(3,5,2) **#min # => 2,max # => 5**

first, \*rest = [1, 2, 3] **#using splat to slurp**

first **# => 1**

rest **# => [2, 3]**

triples = [[1, 2, 3], [4, 5, 6], [7, 8, 9]] **#array to params in block**

triples.each { |(first, second, third)| puts second } **#note multiple parameters**

triples.map { |(first, \*rest)| rest.join(' ') } **# => ["2 3", "5 6", "8 9"]**

### Strings

**str = "str variable"**

**'' and " " # single quote doesn't allow string interpolation inside**

**puts "this is a #{str}" #=> this is a string variable**

**puts 'this is a #{str}' #=> this is a #{str}**

**text = %q{This is a test #create multi line string**

**of multi-line text}**

**“The var is: #{variable}.” #print string and value**

**'Red' << ‘Ruby' #=> "RedRuby" String append (shovel operator)**

**'Red' + ‘Ruby' #=> "RedRuby" String append (+ operator)**

**.each\_char**

**.each\_line**

**.length**

**.index ’c’ #return the index of first ‘c’**

**.starts\_with?(string)**

**.end\_with?(string)**

**.split(’ ‘) #split into an array at each ‘ ‘**

**.to\_f #convert to float**

**.to\_i #convert to integer**

**.next #inc as int or string, stays a string**

**.sub('I', 'We')**

**.gsub('I', 'We')**

**.gsub(/[aeiou]/,'ff') #sub ‘ff’ for each & every vowel**

**.match(/ ./,4) #match “ .” at pos 4 or after**

**65.chr #returns the ascii char for a number**

**'c'.getbyte(0) #returns the letter for a 1 byte ascii**

Logical Operators

|| && !

### Hash: Key/Value pairs.

**kid\_ages = { "Jack" =>** 10**,"Jill" =>** 12**} #string key, rocket form**

**kid\_ages["Jack"] =** 11

**kid\_ages =** {**:Jack** => 10, **:Jill** => 12} **#symbol key**

**kid\_ages[√] =** 11

**kid\_ages =** {**Jack:** 10, **Jill:** 12} **#short cut form**

**kid\_ages[:Jack] =** 11

**a =** [**:punch**, 0] **#alternative defining of a Hash**

**b** = [**:kick**, 72]

**key\_value\_pairs** = [a,b];

**chuck\_norris** = Hash[key\_value\_pairs]

**kid\_ages = Hash.new("brown") #default value for missing keys**

**kid\_ages.keys #retrieving keys**

**.keys**

**.values**

**.clear**

**.delete(key) #deletes the k,v pair, returns v**

**.delete\_if { |k, v| v < 12 } #delete any for which block rtns true**

**.has\_value?(v)**

**.has\_key?(k)**

**.each { |k, v| puts "#{k} and #{v}" }**

**.delete\_if {**|k, v| k == 4 && v <=11**}**

**.select {**|k, v| k == 4 && v <=11**}**

hash = {:a => 1, :b => 2, :c => 3} **#hash values to variables**

a, b = hash.values\_at(:a, :b)

### Conditionals

**if** *condition*

*stmt*

**elsif** *condition*

*stmt*

**else**

*stmt*

**end**

**end**

stmt

**end**

**unless** can be used instead of **if**

*cond* **?** *stmt1* : *stmt2* **#ternary: if cond then do stmt1 else to stmt2**

*expr* **if** *condition* **#used for 1 line conditional**

*expr* **unless** *condition*

**case** my\_var

**when** *5*

*stmt*

**when** *(6..10)*

*stmt*

**else**

*stmt*

**end**

**case #without a variable, when can be full conditional**

**when** *x < 25 & y > 18*

*stmt*

**when** *condition*

*stmt*

**else**

*comp*

**end**

### Loops

**loop do**

**break [conditiona]**

**end**

**while** *condition*

**next if condition**  **#skip to the next loop iteration**

**end**

statement **while** *condition*

**until** *condition*

…

end

**loop** **do**

**break if** *condition*

**end**

5.**times** do |i|

**end**

5.**downto(1)** do |i|

**end**

**for element in** array do

**end**

**for element in** (a..b) do

**end**

**array.each** do |element|

**end**

**array.each\_with\_index** do |element, index|

**end**

**hash.each** {|key,value| puts key + value }

**string.each\_char** do |c|

**end**

(3..6).**each** do |el|

**end**

**for i in** (0..5) do

1.**upto(5)**1**)** do |number|

Sometimes frowned upon:

$i = 0

$num = 5

**begin**

puts("Inside the loop i = #$i" )

$i +=1

**end while** $i < $num

### Classes

**class** Rectangle

**attr\_accessor** :var1, :var2, :var3

**def** initialize(length, breadth)

**@**length = length

**@**breadth = breadth

**end**

**def** perimeter

2 \* (@length + @breadth)

**end**

**end**

Over-riding a Method

**class MyClass**

**def initialize**

**@code = ['A', 'B', 'C', 'D']**

**end**

**def [](i)**

**@code[i]**

**end**

**end**

**mine = MyClass.new**

**puts mine[3]**

### Blocks & Procs

A proc is just a block you give a name so you could call it from more than one place.

Create like this: **my\_p** = Proc.new {|a, b| a + b}

Call it like this: **my\_p**.call(a, b)

#Whenever you pass a Proc to a method you have to do it as you would a variable, within the method's( )s. #You pass block outside the ().

def calculation(a, b, my\_p) #define a method that takes a proc

my\_p.call(a, b)

**end**

addition = lambda {|a,b| a+b } #lambdas are like proc but also check number of args

puts calculation(5,4,addition)

With the addition of the & you can pass a raw block outside when you call the method:

**def** takes\_a\_block(a, b, &operation)

operation.call(a, b)

**end**

puts takes\_a\_block(7,4){|a,b| a + b}

#In this case to pass a lambda or proc you must have a & in the call to turn it back into a block

puts takes\_a\_block(5, 14, &my\_p)

def takes\_a\_block(a, b, &my\_p) #Using yeild you call the block

yield(a, b)

**en**

puts takes\_a\_block(1,4){|a,b| a + b}

or implicit:

def calculation(a, b) #don't use this, it sucks you can't see the block

yield(a, b)

**end**

puts calculation(-1,-4){|a,b| a + b}

—-

### Files

string = File.read("movie-times.txt")

array = File.readlines("movie-times.txt")

f = File.new("todos")

f.each {|line| puts "#{f.lineno}: #{line}" }

File.open("cool-things.txt", "w") do |f| #will create if file doesn’t exist

f.puts "Race cars"

f.puts “Lasers”

end

f.close

$stdin.each do |input| #line is basic unit

puts "I was given: #{ input }”

if \_\_FILE\_\_ == $PROGRAM\_NAME #if run directly from bash (not pry) do this stuff

### ARGV

$ ruby my\_cat\_counter.rb list\_of\_cats.txt

if !ARGV.length==0

puts ARGV[0]

### Exceptions

**class BadCommand < StandardError  
end** puts **"hi there"** loop **do  
 begin** *input* **= ask\_user  
 break  
 rescue BadCommand** *=>* e  
 puts e.message  
 puts **"Try again: "** *#puts e.backtrace.inspect* **end  
 end  
  
end  
  
def ask\_user** puts **"enter a command: "** command**=** gets.chomp  
 *raise* **BadCommand**.new **"Not a valid command" \**

**unless** [**"jump"**, **"roll-over"**, **"sit"**].include?(command)  
 command**end**

# Regular Expressions

Regular expressions match patterns in strings. For example, the \* character is often used as a "wild card" character that matches one or more of any character, so **\*apple** matches both **apple** and **crabapple.** if you use UNIX you'll know that

**ls \*.rb**

willlist all of the ruby files in the directory, those whose name ends in ".**rb**". Regexes can be useful to match legal forms of phone numbers or email addresses and not invalid ones, or to substitute a replacement string for a matched one (using **string.gsub**).

Regular expressions are virtually unreadable, mind-numbing, tedious but powerful. A regex command string is usually placed between slash characters: / and /

In Ruby regexes are used with the methods **string.match** and **string.gsub.**

Each code from the summary below can be used to match one or more characters in a string. To include a special character like '{' or '(' in a string (e.g. a phone number) use a backslash before the special character to "escape" it.

Encosing a regex pattern in (..) will capture the string it matches which can then be used in the replacement string of a gsub call. Each (…) group can be referenced by number, for example '\1' is the first such group. See the example below.

[rubular.com](http://rubular.com) is a website for testing regexes.

Examples:

/[aeiou]/ **match any single vowel**

/\d/ **match any single digit**

/\d{3} **match any string of three digits**

/\d{3}.? **match any 3 digits followed by zero or one other char**

\d{3}\)?.\d{3}.?\d{4} **match any three digits, a possible ')', then three digits,**

**and then 4 digits with possible separators**.

/\A[+-]?\d+\Z/ **match only integers**

Here's an example that removes parenthesis and other chars from a phone number. The phone digits are captured in (…) and used as '\1' . Easier to use Ruby's string.select, no?

string = **"(415) 297-3277"**

**puts string.gsub**(/\(?(\d{3})\)?.?(\d{3}).?(\d{4})\)?/, '\1''\2''\3')

#=> 4152973277

### Regular Expression Matchers

[abc] **A single character of: a, b, or c**

[^abc] **Any single character except: a, b, or c**

[a-z] **Any single character in the range a-z**

[a-zA-Z] **Any single character in the range a-z or A-Z**

^ **Start of line**

$ **End of line**

\A **Start of string**

\z **End of string**

. **Any single character**

\s **Any whitespace character**

\S **Any non-whitespace character**

\d **Any digit**

\D **Any non-digit**

\w **Any word character (letter, number, underscore)**

\W **Any non-word character**

\b **Any word boundary**

(...) **Capture everything enclosed, see groups in**

(a|b) **a or b**

a? **Zero or one of a**

a\* **Zero or more of a**

a+ **One or more of a**

a{3} **Exactly 3 of a**

a{3,} **3 or more of a**

a{3,6} **Between 3 and 6 of** a

\ **putting a \ before a special char like ) or } means treat is as just a char**

# Git and GitHub

### Where is my Phase-N Guide?

* + - <https://github.com/sf-bumblebees-2015> #make this a bookmark
    - search for "guide" if you don't immediately see your phase guide

### How do I: Fork a repository from DevBootCamp to my own github account?

* Fork will copy and break the connection to the parent repository. You can't git push to the parent.
* Go to [GitHub.com](http://GitHub.com) and login to your account.
* Go to the GitHub repository page you want.
* If you see the following graphic, it's a repository you can fork. Click it.![](data:image/png;base64,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)

clone a repository from DevBootCamp to your own computer

It will ask you where to fork it, and you can click on your GitHub picture.

### How do I clone a DBC repository to my Mac?
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Look for this:

If you don't see this, you are not on a repository page. Click the little clipboard icon to copy that URL. Make sure it says "https" since this is a protected directory.

Go to your computer and navigate in terminal to a folder (e.g. ~/DevBootCamp) where you want the cloned directory to be placed. I had folders for each phase and each week inside the folder DevBootCamp. Then from the terminal type git clone and paste in the URL you just copied above:

git clone <https://github.com/sf-bumblebees-2015/phase-1-guide.git>

### OK, I've cloned to my machine. How do I make a branch?

Make sure you in the repository's main directory. If you are not sure do an

**ls -la**

and you should see the **.git** directory.

drwxr-xr-x@ 14 mikefarr staff 476B Jun 4 22:08 **.git**

Now, if you are on your own computer:

**git checkout** -b *mybranchname* **master**

If you are at DBC:

**weare** *git-hub-name*

or if pairing:

**weare** *git-hub-name,other-git-hub-name*

**pair-branch**

This will do the checkout -b for you. Do this whenever you clone a repository and need to make your own branch. When you leave be sure to do a

**weare out**

to log out of the DBC computer.

### OK, how do I push my own branch to DBC?

Make sure you are not on the master branch. Make sure you have committed all files. A common mistake is that you forgot to add modified or new files. Do a:

git status

git commit -m "commit message:

git push origin *mybranchname*

If you are at DBC, this branch should start with "pair-" You can type

git push origin pair<tab>

Git should fill in the name of the branch. If it doesn't auto-complete you are likely not in the correct branch.

### How do I push my local git repository up to my own GitHub account?

OK, so you've used git init or git clone to create a repository locally. Now you want to push it up to your GitHub account. I did this all the time to save a copy of all my work. First, go to your github account in the browser. You bookmarked it, right?
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or

![](data:image/png;base64,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)

Add an MIT license to it.

Copy the URL using the clipboard icon again:

Go back to the terminal window and create a

readme if you don't have one yet:

echo "# Shortest description">> README.md

Make sure you have done a git status. Commit anything you need to.

git status

git commit -m "first commit"

Now type the following to add a new remote name for this repository, pasting in the URL you copied from GitHub.

git remote add upstream <https://github.com/username/repo_name.git>

git push -u upstream master

Remember that **both** parameters to a git push, the "origin master", "origin branch name" or "upstream master" refer to the remote. It's push current branch to *remote\_repo remote\_branch*

# RSpec Cheat Sheet

require\_relative 'grocery\_list'

describe GroceryList do

let(:groceries) { GroceryList.new } **#**let **is reset at every** it **clause**

it **"has a list array"** do

expect(groceries.list).to be\_a(Array)

end

context '#add' do

item = “lettuce” **#item defined inside context only**

it "adds an item to the list array" do

groceries.add(item)

expect(groceries.list[0]).to eq("Lettuce")

end

end

it "removes an item from the list array" do

groceries.add("Yogurt")

groceries.add("Gogurt")

groceries.remove("Yogurt")

expect(groceries.list[0]).to eq("Gogurt")

end

end

**#Checking inheritence example. See matchers below:**

describe "Dog" do

describe "inheritance" do

it "inherits from Pet" do

expect(Dog < Pet).to be true

end

end

## Built-in Rspec matchers

### Equivalence

expect(actual).to eq(expected) # passes if actual == expected

expect(actual).to eql(expected) # passes if actual.eql?(expected)

expect(actual).not\_to eql(not\_expected) # passes if not(actual.eql?(expected))

### Identity

expect(actual).to be(expected) # passes if actual.equal?(expected)

expect(actual).to equal(expected) # passes if actual.equal?(expected)

Comparisons

expect(actual).to be > expected

expect(actual).to be >= expected

expect(actual).to be <= expected

expect(actual).to be < expected

expect(actual).to be\_within(delta).of(expected)

### Regular expressions

expect(actual).to match(/expression/)

### Types/classes

expect(actual).to be\_an\_instance\_of(expected) # passes if actual.class == expected

expect(actual).to be\_a(expected) # passes if actual.kind\_of?(expected)

expect(actual).to be\_an(expected) # an alias for be\_a

expect(actual).to be\_a\_kind\_of(expected) # another alias

### Truthiness

expect(actual).to be\_truthy # passes if actual is truthy (not nil or false)

expect(actual).to be true # passes if actual == true

expect(actual).to be\_falsy # passes if actual is falsy (nil or false)

expect(actual).to be false # passes if actual == false

expect(actual).to be\_nil # passes if actual is nil

expect(actual).to\_not be\_nil # passes if actual is not nil

### Expecting errors

expect { ... }.to raise\_error

expect { ... }.to raise\_error(ErrorClass)

expect { ... }.to raise\_error("message")

expect { ... }.to raise\_error(ErrorClass, "message")

### Expecting throws

expect { ... }.to throw\_symbol

expect { ... }.to throw\_symbol(:symbol)

expect { ... }.to throw\_symbol(:symbol, 'value')

### Yielding

expect { |b| 5.tap(&b) }.to yield\_control # passes regardless of yielded args

expect { |b| yield\_if\_true(true, &b) }.to yield\_with\_no\_args # passes only if no args are yielded

expect { |b| 5.tap(&b) }.to yield\_with\_args(5)

expect { |b| 5.tap(&b) }.to yield\_with\_args(Fixnum)

expect { |b| "a string".tap(&b) }.to yield\_with\_args(/str/)

expect { |b| [1, 2, 3].each(&b) }.to yield\_successive\_args(1, 2, 3)

expect { |b| { :a => 1, :b => 2 }.each(&b) }.to yield\_successive\_args([:a, 1], [:b, 2])

### Ranges

expect(1..10).to cover(3)

### Collection membership

expect(actual).to include(expected)

expect(actual).to start\_with(expected)

expect(actual).to end\_with(expected)

expect(actual).to contain\_exactly(individual, items)

# ActiveRecord -

1. Active Record is a collection of Ruby classes that wraps an SQL database. Using the AR classes is easier than using SQL.
2. Using Active Record like this:
3. Is there a default AR directory structure setup? I.e. new AR app?
   1. Use SQL designer and create a schema
   2. Create some Ruby AR "migration" classes that define/create the database
   3. Create Ruby "Base" classes that represent the entities in your database (the Model)
   4. Use objects from those base classes instead of the database
4. AR applications have a rather consistent directory structure:

<http://guides.rubyonrails.org/active_record_querying.html>

Dog.all

Dog.where(age: 1)

The SQL executed was SELECT "dogs".\* FROM "dogs" WHERE "dogs"."age" = 1.

Dog.where("age = ? and name like ?", 1, '%Te%')

Dog.order(age: :desc)

Dog.limit(2)

Dog.count

Dog.pluck(:name, :age)

Dog.first

Dog.find(1)

Dog.order(name: :asc).where(age: 1).limit(1)

Dog.create([{name: “Spot”, age: 1}, {name: “Cosmo”}])

Dog.find\_or\_initialize\_by(name: “Tenley”, license: “OH-9384764”)

Dog.find\_or\_create\_by() # will try to save a new obj

#Once you have an instance, AR creates getter and setter methods for all attributes

henley = Dog.find\_by(name: “Henley”)

henley

henley

ActiveRecord::Base.connection.tables #the table in the DB

class Rating < ActiveRecord::Base

belongs\_to :dog

end

gives us rating.dog and rating.dog =

#build\_dog, #create\_dog, and #create\_dog!

In ratings:

belongs\_to :dog, { :class\_name => "Dog", :foreign\_key => :dog\_id }

belongs\_to :judge, { :class\_name => "People", :foreign\_key => :judge\_id }