创建Vue3项目

* node version > 16.0
* npm create vue@latest
  + npm install
  + npm run dev

Vue3项目结构

* `vite.config.js`：项目的配置文件，基于vite的配置
* `package.json`：项目包文件
* `index.html`：单页入口，提供挂载点
* `main.js`：入口文件，createApp()函数创建应用实例
* `App.vue`：根组件，<script> - <template> - <style>

├── ...

├── src

│   ├── main.js

│   ├── App.vue

│   ├── components

│   └── assets

├── vite.config.js

├── package.json

├── index.html

└── ...

组合式API：setup选项

* beforeCreate钩子之前，自动执行
* this不再指向组件实例，指向undefined

|  |  |
| --- | --- |
| 标准写法 | setup语法糖 |
| <script>  export default {  setup() {  const message = "Hello World"  const logMessage = () => console.log(message)  return {  message, logMessage  }  }  }  </script> | <script setup>  const message = "Hello World"  const logMessage = () => console.log(message)  </script> |

组合式API：reactive()、ref()函数

* reactive()函数
  + 接受对象类型数据的参数传入，并返回一个响应式对象

<script setup>

// 导入reactive

import { reactive } from 'vue'

const state = reactive({

count: 0

})

const increaseOne = () => state.count++

</script>

<template>

<button @click="increaseOne">{{ state.count }}</button>

</template>

* ref()函数
  + 接受简单类型或对象类型的参数传入，并返回一个响应式对象

<script setup>

// 导入ref

import { ref } from 'vue';

const count = ref(0)

const increaseOne = () => count.value++

</script>

<template>

<button @click="increaseOne">{{ count }}</button>

</template>

组合式API：computed()计算属性函数

* 计算属性不应该有“副作用”，比如异步请求/修改DOM
* 避免直接修改计算属性的值，计算属性应该是只读的

<script setup>

import { ref } from 'vue'

// 导入computed

import { computed } from 'vue'

const list = ref([1, 2, 3, 4, 5, 6, 7, 8])

// 计算属性

const computedList = computed(() => list.value.filter(i => i > 2))

</script>

<template>

<div>原始数组: {{ list }}</div>

<div>计算后数组: {{ computedList }}</div>

</template>