A CSS rule consists of a selector and a declaration block.

CSS Syntax

![CSS selector](data:image/gif;base64,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)

* Simple selectors (select elements based on name, id, class)
* [Combinator selectors](https://www.w3schools.com/css/css_combinators.asp) (select elements based on a specific relationship between them)
* [Pseudo-class selectors](https://www.w3schools.com/css/css_pseudo_classes.asp) (select elements based on a certain state)
* [Pseudo-elements selectors](https://www.w3schools.com/css/css_pseudo_elements.asp) (select and style a part of an element)
* [Attribute selectors](https://www.w3schools.com/css/css_attribute_selectors.asp) (select elements based on an attribute or attribute value)

There are three ways of inserting a style sheet:

* External CSS
* Internal CSS
* Inline CSS

<link rel="stylesheet" href="mystyle.css">

<h1 style="background-color:rgb(255, 99, 71);">...</h1>  
<h1 style="background-color:#ff6347;">...</h1>  
<h1 style="background-color:hsl(9, 100%, 64%);">...</h1>  
  
<h1 style="background-color:rgba(255, 99, 71, 0.5);">...</h1>  
<h1 style="background-color:hsla(9, 100%, 64%, 0.5);">...</h1>

* background-color
* background-image
* background-repeat
* background-attachment
* background-position
* background (shorthand property)

body {  
  background-image: url("paper.gif");  
}

If the image above is repeated only horizontally (background-repeat: repeat-x;)

**Tip:** To repeat an image vertically, set background-repeat: repeat-y;

body {  
  background-image: url("img\_tree.png");  
  background-repeat: no-repeat;  
  background-position: right top;  
}

body {  
  background-image: url("img\_tree.png");  
  background-repeat: no-repeat;  
  background-position: right top;  
  background-attachment: fixed;  
}

body {  
  background-image: url("img\_tree.png");  
  background-repeat: no-repeat;  
  background-position: right top;  
  background-attachment: scroll;  
}

When using the shorthand property the order of the property values is:

* background-color
* background-image
* background-repeat
* background-attachment
* background-position

body {  
  background: #ffffff url("img\_tree.png") no-repeat right top;  
}

Demonstration of the different border styles:

p.dotted {border-style: dotted;}  
p.dashed {border-style: dashed;}  
p.solid {border-style: solid;}  
p.double {border-style: double;}  
p.groove {border-style: groove;}  
p.ridge {border-style: ridge;}  
p.inset {border-style: inset;}  
p.outset {border-style: outset;}  
p.none {border-style: none;}  
p.hidden {border-style: hidden;}  
p.mix {border-style: dotted dashed solid double;}

Result:

A dotted border.

A dashed border.

A solid border.

A double border.

A groove border. The effect depends on the border-color value.

A ridge border. The effect depends on the border-color value.

An inset border. The effect depends on the border-color value.

An outset border. The effect depends on the border-color value.

No border.

A hidden border.

A mixed border.

The border-width property specifies the width of the four borders.

The width can be set as a specific size (in px, pt, cm, em, etc) or by using one of the three pre-defined values: thin, medium, or thick:

The border-color property is used to set the color of the four borders.

The color can be set by:

* name - specify a color name, like "red"
* HEX - specify a HEX value, like "#ff0000"
* RGB - specify a RGB value, like "rgb(255,0,0)"
* HSL - specify a HSL value, like "hsl(0, 100%, 50%)"
* transparent

If the border-style property has four values:

* **border-style: dotted solid double dashed;**
  + top border is dotted
  + right border is solid
  + bottom border is double
  + left border is dashed

If the border-style property has three values:

* **border-style: dotted solid double;**
  + top border is dotted
  + right and left borders are solid
  + bottom border is double

If the border-style property has two values:

* **border-style: dotted solid;**
  + top and bottom borders are dotted
  + right and left borders are solid

If the border-style property has one value:

* **border-style: dotted;**
  + all four borders are dotted

The border property is a shorthand property for the following individual border properties:

* border-width
* border-style (required)
* border-color

p {  
  border: 5px solid red;  
}

The CSS margin properties are used to create space around elements, outside of any defined borders.

With CSS, you have full control over the margins. There are properties for setting the margin for each side of an element (top, right, bottom, and left).

Margin - Individual Sides

CSS has properties for specifying the margin for each side of an element:

* margin-top
* margin-right
* margin-bottom
* margin-left

All the margin properties can have the following values:

* auto - the browser calculates the margin
* *length* - specifies a margin in px, pt, cm, etc.
* *%* - specifies a margin in % of the width of the containing element
* inherit - specifies that the margin should be inherited from the parent element

The CSS padding properties are used to generate space around an element's content, inside of any defined borders.

With CSS, you have full control over the padding. There are properties for setting the padding for each side of an element (top, right, bottom, and left).

Padding - Individual Sides

CSS has properties for specifying the padding for each side of an element:

* padding-top
* padding-right
* padding-bottom
* padding-left

All the padding properties can have the following values:

* *length* - specifies a padding in px, pt, cm, etc.
* *%* - specifies a padding in % of the width of the containing element
* inherit - specifies that the padding should be inherited from the parent element

The height and width properties are used to set the height and width of an element.

The height and width properties do not include padding, borders, or margins. It sets the height/width of the area inside the padding, border, and margin of the element.

CSS height and width Values

The height and width properties may have the following values:

* auto - This is default. The browser calculates the height and width
* length - Defines the height/width in px, cm, etc.
* % - Defines the height/width in percent of the containing block
* initial - Sets the height/width to its default value
* inherit - The height/width will be inherited from its parent value
* Setting max-width
* The max-width property is used to set the maximum width of an element.
* The max-width can be specified in *length values*, like px, cm, etc., or in percent (%) of the containing block, or set to none (this is default. Means that there is no maximum width).
* The problem with the <div> above occurs when the browser window is smaller than the width of the element (500px). The browser then adds a horizontal scrollbar to the page.
* Using max-width instead, in this situation, will improve the browser's handling of small windows.
* **Tip:** Drag the browser window to smaller than 500px wide, to see the difference between the two divs!
* This element has a height of 100 pixels and a max-width of 500 pixels.
* **Note:** If you for some reason use both the width property and the max-width property on the same element, and the value of the width property is larger than the max-width property; the max-width property will be used (and the width property will be ignored).
* **Content** - The content of the box, where text and images appear
* **Padding** - Clears an area around the content. The padding is transparent
* **Border** - A border that goes around the padding and content
* **Margin** - Clears an area outside the border. The margin is transparent
* The total width of an element should be calculated like this:
* Total element width = width + left padding + right padding + left border + right border + left margin + right margin
* The total height of an element should be calculated like this:
* Total element height = height + top padding + bottom padding + top border + bottom border + top margin + bottom margin

An outline is a line drawn outside the element's border.

CSS has the following outline properties:

* outline-style
* outline-color
* outline-width
* outline-offset
* outline

The outline-style property specifies the style of the outline, and can have one of the following values:

* dotted - Defines a dotted outline
* dashed - Defines a dashed outline
* solid - Defines a solid outline
* double - Defines a double outline
* groove - Defines a 3D grooved outline
* ridge - Defines a 3D ridged outline
* inset - Defines a 3D inset outline
* outset - Defines a 3D outset outline
* none - Defines no outline
* hidden - Defines a hidden outline

The outline-width property specifies the width of the outline, and can have one of the following values:

* thin (typically 1px)
* medium (typically 3px)
* thick (typically 5px)
* A specific size (in px, pt, cm, em, etc)

The outline property is a shorthand property for setting the following individual outline properties:

* outline-width
* outline-style (required)
* outline-color

p.ex1 {outline: dashed;}  
p.ex2 {outline: dotted red;}  
p.ex3 {outline: 5px solid yellow;}  
p.ex4 {outline: thick ridge pink;}

* text-align
* text-align-last
* direction
* unicode-bidi
* vertical-align

Text Alignment

The text-align property is used to set the horizontal alignment of a text.

A text can be left or right aligned, centered, or justified.

The following example shows center aligned, and left and right aligned text (left alignment is default if text direction is left-to-right, and right alignment is default if text direction is right-to-left):

When the text-align property is set to "justify", each line is stretched so that every line has equal width, and the left and right margins are straight (like in magazines and newspapers):

p.a {  
  text-align-last: right;  
}  
  
p.b {  
  text-align-last: center;  
}  
  
p.c {  
  text-align-last: justify;  
}

p {  
  direction: rtl;  
  unicode-bidi: bidi-override;  
}

img.a {  
  vertical-align: baseline;  
}  
  
img.b {  
  vertical-align: text-top;  
}  
  
img.c {  
  vertical-align: text-bottom;  
}  
  
img.d {  
  vertical-align: sub;  
}  
  
img.e {  
  vertical-align: super;  
}

* text-decoration-line
* text-decoration-color
* text-decoration-style
* text-decoration-thickness
* text-decoration

h1 {  
  text-decoration-line: overline;  
  text-decoration-color: red;  
}  
  
h2 {  
  text-decoration-line: line-through;  
  text-decoration-color: blue;  
}  
  
h3 {  
  text-decoration-line: underline;  
  text-decoration-color: green;  
}  
  
p {  
  text-decoration-line: overline underline;  
  text-decoration-color: purple;  
}

h1 {  
  text-decoration-line: underline;  
  text-decoration-style: solid;  
}  
  
h2 {  
  text-decoration-line: underline;  
  text-decoration-style: double;  
}  
  
h3 {  
  text-decoration-line: underline;  
  text-decoration-style: dotted;  
}  
  
p.ex1 {  
  text-decoration-line: underline;  
  text-decoration-style: dashed;  
}  
  
p.ex2 {  
  text-decoration-line: underline;  
  text-decoration-style: wavy;  
}  
  
p.ex3 {  
  text-decoration-line: underline;  
  text-decoration-color: red;  
  text-decoration-style: wavy;  
}

p {  
  text-decoration-line: underline;  
  text-decoration-color: red;  
  text-decoration-style: double;  
  text-decoration-thickness: 5px;

}

The text-decoration property is a shorthand property for:

* text-decoration-line (required)
* text-decoration-color (optional)
* text-decoration-style (optional)
* text-decoration-thickness (optional)

### **Example**

h1 {  
  text-decoration: underline;  
}  
  
h2 {  
  text-decoration: underline red;  
}  
  
h3 {  
  text-decoration: underline red double;  
}  
  
p {  
  text-decoration: underline red double 5px;  
}

p.uppercase {  
  text-transform: uppercase;  
}  
  
p.lowercase {  
  text-transform: lowercase;  
}  
  
p.capitalize {  
  text-transform: capitalize;  
}

The text-indent property is used to specify the indentation of the first line of a text:

### **Example**

p {  
  text-indent: 50px;  
}

h1 {  
  letter-spacing: 5px;  
}

p.small {  
  line-height: 0.8;  
}

p.one {  
  word-spacing: 10px;  
}

p {  
  white-space: nowrap;  
}

The text-shadow property adds shadow to text.

In its simplest use, you only specify the horizontal shadow (2px) and the vertical shadow (2px):

## Text shadow effect!

### **Example**

h1 {  
  text-shadow: 2px 2px;  
}

h1 {  
  text-shadow: 2px 2px 5px red;  
}

In CSS there are five generic font families:

1. **Serif** fonts have a small stroke at the edges of each letter. They create a sense of formality and elegance.
2. **Sans-serif** fonts have clean lines (no small strokes attached). They create a modern and minimalistic look.
3. **Monospace** fonts - here all the letters have the same fixed width. They create a mechanical look.
4. **Cursive** fonts imitate human handwriting.
5. **Fantasy** fonts are decorative/playful fonts.

The font-style property is mostly used to specify italic text.

This property has three values:

* normal - The text is shown normally
* italic - The text is shown in italics
* oblique - The text is "leaning" (oblique is very similar to italic, but less supported)

### **Example**

p.normal {  
  font-style: normal;  
}  
  
p.italic {  
  font-style: italic;  
}  
  
p.oblique {  
  font-style: oblique;  
}

p.normal {  
  font-weight: normal;  
}  
  
p.thick {  
  font-weight: bold;  
}

p.normal {  
  font-variant: normal;  
}  
  
p.small {  
  font-variant: small-caps;  
}

To shorten the code, it is also possible to specify all the individual font properties in one property.

The font property is a shorthand property for:

* font-style
* font-variant
* font-weight
* font-size/line-height
* font-family

**Note:** The font-size and font-family values are required. If one of the other values is missing, their default value are used.

### **Example**

Use font to set several font properties in one declaration:

p.a {  
  font: 20px Arial, sans-serif;  
}  
  
p.b {  
  font: italic small-caps bold 12px/30px Georgia, serif;  
}

* a:link - a normal, unvisited link
* a:visited - a link the user has visited
* a:hover - a link when the user mouses over it
* a:active - a link the moment it is clicked

ul.a {  
  list-style-type: circle;  
}  
  
ul.b {  
  list-style-type: square;  
}  
  
ol.c {  
  list-style-type: upper-roman;  
}  
  
ol.d {  
  list-style-type: lower-alpha;  
}

Block-level Elements

A block-level element always starts on a new line and takes up the full width available (stretches out to the left and right as far as it can).

The <div> element is a block-level element.

Examples of block-level elements:

* <div>
* <h1> - <h6>
* <p>
* <form>
* <header>
* <footer>
* <section>

Inline Elements

An inline element does not start on a new line and only takes up as much width as necessary.

This is an inline <span> element inside a paragraph.

Examples of inline elements:

* <span>
* <a>
* <img>

Display: none;

display: none; is commonly used with JavaScript to hide and show elements without deleting and recreating them. Take a look at our last example on this page if you want to know how this can be achieved.

The <script> element uses display: none; as default.

ADVERTISEMENT

Override The Default Display Value

As mentioned, every element has a default display value. However, you can override this.

Changing an inline element to a block element, or vice versa, can be useful for making the page look a specific way, and still follow the web standards.

li {  
  display: inline;  
}

span {  
  display: block;  
}

h1.hidden {  
  display: none;  
}

h1.hidden {  
  visibility: hidden;  
}

The position Property

The position property specifies the type of positioning method used for an element.

There are five different position values:

* static
* relative
* fixed
* absolute
* sticky

Elements are then positioned using the top, bottom, left, and right properties. However, these properties will not work unless the position property is set first. They also work differently depending on the position value.

position: static;

HTML elements are positioned static by default.

Static positioned elements are not affected by the top, bottom, left, and right properties.

An element with position: static; is not positioned in any special way; it is always positioned according to the normal flow of the page:

This <div> element has position: static;

## position: relative;

An element with position: relative; is positioned relative to its normal position.

Setting the top, right, bottom, and left properties of a relatively-positioned element will cause it to be adjusted away from its normal position. Other content will not be adjusted to fit into any gap left by the element.

## position: fixed;

An element with position: fixed; is positioned relative to the viewport, which means it always stays in the same place even if the page is scrolled. The top, right, bottom, and left properties are used to position the element.

A fixed element does not leave a gap in the page where it would normally have been located.

## position: absolute;

An element with position: absolute; is positioned relative to the nearest positioned ancestor (instead of positioned relative to the viewport, like fixed).

However; if an absolute positioned element has no positioned ancestors, it uses the document body, and moves along with page scrolling.

**Note:** Absolute positioned elements are removed from the normal flow, and can overlap elements.

## position: sticky;

An element with position: sticky; is positioned based on the user's scroll position.

A sticky element toggles between relative and fixed, depending on the scroll position. It is positioned relative until a given offset position is met in the viewport - then it "sticks" in place (like position:fixed).

**Note:**Internet Explorer does not support sticky positioning. Safari requires a -webkit- prefix (see example below). You must also specify at least one of top, right, bottom or left for sticky positioning to work.

The z-index property specifies the stack order of an element.

The z-index Property

When elements are positioned, they can overlap other elements.

The z-index property specifies the stack order of an element (which element should be placed in front of, or behind, the others).

img {  
  position: absolute;  
  left: 0px;  
  top: 0px;  
  z-index: -1;  
}

**Note:** z-index only works on [positioned elements](https://www.w3schools.com/css/css_positioning.asp) (position: absolute, position: relative, position: fixed, or position: sticky) and [flex items](https://www.w3schools.com/css/css3_flexbox.asp) (elements that are direct children of display: flex elements).

CSS Overflow

The overflow property specifies whether to clip the content or to add scrollbars when the content of an element is too big to fit in the specified area.

The overflow property has the following values:

* visible - Default. The overflow is not clipped. The content renders outside the element's box
* hidden - The overflow is clipped, and the rest of the content will be invisible
* scroll - The overflow is clipped, and a scrollbar is added to see the rest of the content
* auto - Similar to scroll, but it adds scrollbars only when necessary

**Note:** The overflow property only works for block elements with a specified height.

**Note:** In OS X Lion (on Mac), scrollbars are hidden by default and only shown when being used (even though "overflow:scroll" is set).

overflow: visible

By default, the overflow is visible, meaning that it is not clipped and it renders outside the element's box:

## overflow: hidden

With the hidden value, the overflow is clipped, and the rest of the content is hidden:

## overflow: scroll

Setting the value to scroll, the overflow is clipped and a scrollbar is added to scroll inside the box. Note that this will add a scrollbar both horizontally and vertically (even if you do not need it):

The CSS float property specifies how an element should float.

The CSS clear property specifies what elements can float beside the cleared element and on which side.

The float Property

The float property is used for positioning and formatting content e.g. let an image float left to the text in a container.

The float property can have one of the following values:

* left - The element floats to the left of its container
* right - The element floats to the right of its container
* none - The element does not float (will be displayed just where it occurs in the text). This is default
* inherit - The element inherits the float value of its parent

In its simplest use, the float property can be used to wrap text around images.

The clear Property

When we use the float property, and we want the next element below (not on right or left), we will have to use the clear property.

The clear property specifies what should happen with the element that is next to a floating element.

The clear property can have one of the following values:

* none - The element is not pushed below left or right floated elements. This is default
* left - The element is pushed below left floated elements
* right - The element is pushed below right floated elements
* both - The element is pushed below both left and right floated elements
* inherit - The element inherits the clear value from its parent

When clearing floats, you should match the clear to the float: If an element is floated to the left, then you should clear to the left. Your floated element will continue to float, but the cleared element will appear below it on the web page.

CSS Combinators

A combinator is something that explains the relationship between the selectors.

A CSS selector can contain more than one simple selector. Between the simple selectors, we can include a combinator.

There are four different combinators in CSS:

* descendant selector (space)
* child selector (>)
* adjacent sibling selector (+)
* general sibling selector (~)

div p {  
  background-color: yellow;  
}

The child selector selects all elements that are the children of a specified element.

div > p {  
  background-color: yellow;  
}

## Adjacent Sibling Selector (+)

The adjacent sibling selector is used to select an element that is directly after another specific element.

Sibling elements must have the same parent element, and "adjacent" means "immediately following".

The following example selects the first <p> element that are placed immediately after <div> elements:

### **Example**

div + p {  
  background-color: yellow;  
}

## General Sibling Selector (~)

The general sibling selector selects all elements that are next siblings of a specified element.

The following example selects all <p> elements that are next siblings of <div> elements:

### **Example**

div ~ p {  
  background-color: yellow;  
}

A pseudo-class is used to define a special state of an element.

For example, it can be used to:

* Style an element when a user mouses over it
* Style visited and unvisited links differently
* Style an element when it gets focus
* Syntax
* The syntax of pseudo-classes:
* selector:pseudo-class {  
    property: value;  
  }

/\* unvisited link \*/  
a:link {  
  color: #FF0000;  
}  
  
/\* visited link \*/  
a:visited {  
  color: #00FF00;  
}  
  
/\* mouse over link \*/  
a:hover {  
  color: #FF00FF;  
}  
  
/\* selected link \*/  
a:active {  
  color: #0000FF;  
}

## CSS - The :first-child Pseudo-class

The :first-child pseudo-class matches a specified element that is the first child of another element.

## Match the first <p> element

In the following example, the selector matches any <p> element that is the first child of any element:

### **Example**

p:first-child {  
  color: blue;  
}

<!DOCTYPE html>

<html>

<head>

<style>

p:first-child {

color: blue;

}

</style>

</head>

<body>

<p>This is some text.</p>

<p>This is some text.</p>

<div>

<p>This is some text.</p>

<p>This is some text.</p>

</div>

</body>

</html>

<!DOCTYPE html>

<html>

<head>

<style>

p i:first-child {

color: blue;

}

</style>

</head>

<body>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

</body>

</html>

<style>

p:first-child i {

color: blue;

}

</style>

</head>

<body>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

<div>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

<p>I am a <i>strong</i> person. I am a <i>strong</i> person.</p>

</div>

What are Pseudo-Elements?

A CSS pseudo-element is used to style specified parts of an element.

For example, it can be used to:

* Style the first letter, or line, of an element
* Insert content before, or after, the content of an element

Syntax

The syntax of pseudo-elements:

selector::pseudo-element {  
  property: value;  
}

p::first-line {  
  color: #ff0000;  
  font-variant: small-caps;  
}

**Note:** The ::first-line pseudo-element can only be applied to block-level elements.

The following properties apply to the ::first-line pseudo-element:

* font properties
* color properties
* background properties
* word-spacing
* letter-spacing
* text-decoration
* vertical-align
* text-transform
* line-height
* clear

**Note:** The ::first-letter pseudo-element can only be applied to block-level elements.

The following properties apply to the ::first-letter pseudo- element:

* font properties
* color properties
* background properties
* margin properties
* padding properties
* border properties
* text-decoration
* vertical-align (only if "float" is "none")
* text-transform
* line-height
* float
* clear

## CSS - The ::before Pseudo-element

The ::before pseudo-element can be used to insert some content before the content of an element.

The following example inserts an image before the content of each <h1> element:

### **Example**

h1::before {  
  content: url(smiley.gif);  
}

## CSS - The ::after Pseudo-element

The ::after pseudo-element can be used to insert some content after the content of an element.

The following example inserts an image after the content of each <h1> element:

### **Example**

h1::after {  
  content: url(smiley.gif);  
}

## CSS - The ::selection Pseudo-element

The ::selection pseudo-element matches the portion of an element that is selected by a user.

The following CSS properties can be applied to ::selection: color, background, cursor, and outline.

The following example makes the selected text red on a yellow background:

### **Example**

::selection {  
  color: red;  
  background: yellow;  
}

<html>  
<head>  
<style>  
div.gallery {  
  margin: 5px;  
  border: 1px solid #ccc;  
  float: left;  
  width: 180px;  
}  
  
div.gallery:hover {  
  border: 1px solid #777;  
}  
  
div.gallery img {  
  width: 100%;  
  height: auto;  
}  
  
div.desc {  
  padding: 15px;  
  text-align: center;  
}  
</style>  
</head>  
<body>  
  
<div class="gallery">  
  <a target="\_blank" href="img\_5terre.jpg">  
    <img src="img\_5terre.jpg" alt="Cinque Terre" width="600" height="400">  
  </a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
  
<div class="gallery">  
  <a target="\_blank" href="img\_forest.jpg">  
    <img src="img\_forest.jpg" alt="Forest" width="600" height="400">  
  </a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
  
<div class="gallery">  
  <a target="\_blank" href="img\_lights.jpg">  
    <img src="img\_lights.jpg" alt="Northern Lights" width="600" height="400">  
  </a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
  
<div class="gallery">  
  <a target="\_blank" href="img\_mountains.jpg">  
    <img src="img\_mountains.jpg" alt="Mountains" width="600" height="400">  
  </a>  
  <div class="desc">Add a description of the image here</div>  
</div>  
  
</body>  
</html>

## CSS [attribute] Selector

The [attribute] selector is used to select elements with a specified attribute.

The following example selects all <a> elements with a target attribute:

### **Example**

a[target] {  
  background-color: yellow;  
}

## CSS [attribute="value"] Selector

The [attribute="value"] selector is used to select elements with a specified attribute and value.

The following example selects all <a> elements with a target="\_blank" attribute:

### **Example**

a[target="\_blank"] {  
  background-color: yellow;  
}

## CSS [attribute~="value"] Selector

The [attribute~="value"] selector is used to select elements with an attribute value containing a specified word.

The following example selects all elements with a title attribute that contains a space-separated list of words, one of which is "flower":

### **Example**

[title~="flower"] {  
  border: 5px solid yellow;  
}

<!DOCTYPE html>

<html>

<head>

<style>

\* {

box-sizing: border-box;

}

input[type=text], select, textarea {

width: 100%;

padding: 12px;

border: 1px solid #ccc;

border-radius: 4px;

resize: vertical;

}

label {

padding: 12px 12px 12px 0;

display: inline-block;

}

input[type=submit] {

background-color: #04AA6D;

color: white;

padding: 12px 20px;

border: none;

border-radius: 4px;

cursor: pointer;

float: right;

}

input[type=submit]:hover {

background-color: #45a049;

}

.container {

border-radius: 5px;

background-color: #f2f2f2;

padding: 20px;

}

.col-25 {

float: left;

width: 25%;

margin-top: 6px;

}

.col-75 {

float: left;

width: 75%;

margin-top: 6px;

}

/\* Clear floats after the columns \*/

.row::after {

content: "";

display: table;

clear: both;

}

/\* Responsive layout - when the screen is less than 600px wide, make the two columns stack on top of each other instead of next to each other \*/

@media screen and (max-width: 600px) {

.col-25, .col-75, input[type=submit] {

width: 100%;

margin-top: 0;

}

}

</style>

</head>

<body>

<h2>Responsive Form</h2>

<p>Resize the browser window to see the effect. When the screen is less than 600px wide, make the two columns stack on top of each other instead of next to each other.</p>

<div class="container">

<form action="/action\_page.php">

<div class="row">

<div class="col-25">

<label for="fname">First Name</label>

</div>

<div class="col-75">

<input type="text" id="fname" name="firstname" placeholder="Your name..">

</div>

</div>

<div class="row">

<div class="col-25">

<label for="lname">Last Name</label>

</div>

<div class="col-75">

<input type="text" id="lname" name="lastname" placeholder="Your last name..">

</div>

</div>

<div class="row">

<div class="col-25">

<label for="country">Country</label>

</div>

<div class="col-75">

<select id="country" name="country">

<option value="australia">Australia</option>

<option value="canada">Canada</option>

<option value="usa">USA</option>

</select>

</div>

</div>

<div class="row">

<div class="col-25">

<label for="subject">Subject</label>

</div>

<div class="col-75">

<textarea id="subject" name="subject" placeholder="Write something.." style="height:200px"></textarea>

</div>

</div>

<br>

<div class="row">

<input type="submit" value="Submit">

</div>

</form>

</div>

</body>

</html>

CSS3 Media Types

|  |  |
| --- | --- |
| **Value** | **Description** |
| all | Used for all media type devices |
| print | Used for printers |
| screen | Used for computer screens, tablets, smart-phones etc. |
| speech | Used for screenreaders that "reads" the page out loud |

Media Queries Simple Examples

One way to use media queries is to have an alternate CSS section right inside your style sheet.

The following example changes the background-color to lightgreen if the viewport is 480 pixels wide or wider (if the viewport is less than 480 pixels, the background-color will be pink):

/\* Extra small devices (phones, 600px and down) \*/  
@media only screen and (max-width: 600px) {...}  
  
/\* Small devices (portrait tablets and large phones, 600px and up) \*/  
@media only screen and (min-width: 600px) {...}  
  
/\* Medium devices (landscape tablets, 768px and up) \*/  
@media only screen and (min-width: 768px) {...}  
  
/\* Large devices (laptops/desktops, 992px and up) \*/  
@media only screen and (min-width: 992px) {...}  
  
/\* Extra large devices (large laptops and desktops, 1200px and up) \*/  
@media only screen and (min-width: 1200px) {...}