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**Цель работы.**

Реализовать и сравнить различные алгоритмы сортировки и поиска в массиве целых чисел.

**Основные теоретические положения.**

Массив представляет собой индексированную последовательность однотипных элементов с заранее определенным количеством элементов. Наглядно одномерный массив можно представить, как набор пронумерованных ячеек, в каждой из которых содержится определенное значение.

Все массивы можно разделить на две группы: одномерные и многомерные. Описание массива в программе отличается от объявления обычной переменной наличием размерности массива, которая задается в квадратных скобках после имени.

Элементы массива нумеруются с нуля. При описании массива используются те же модификаторы (класс памяти, const и инициализатор), что и для простых переменных.

Аналогом одномерного массива из математики может служить последовательность некоторых элементов с одним индексом: ai*ai*​ при  i = 0, 1, 2, … n – одномерный вектор. Каждый элемент такой последовательности представляет собой некоторое значение определенного типа данных. Наглядно одномерный массив можно представить как набор пронумерованных ячеек, в каждой из которых содержится определенное значение:
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Это пример одномерного массива из 5 элементов, каждый из которых представляет собой некоторое вещественное значение и каждое из этих значений имеет индекс от 0 до 4.

А вот пример одномерного массива из десяти элементов, представляющих собой одиночные символы:

![](data:image/png;base64,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)

Каждый элемент в этих массивах определяется значением индекса элемента. Например, в последнем массиве элемент с индексом 5 равен символу  ‘2’.

Объявление в программах одномерных массивов выполняется в соответствии со следующим правилом:

**<Базовый тип элементов> <Идентификатор массива> [<Количество элементов>]**

**Значения индексов элементов массивов всегда начинается с 0**. Поэтому максимальное значение индекса элемента в массиве всегда на единицу меньше количества элементов в массиве.

Обращение к определенному элементу массива осуществляется с помощью указания значения индекса этого элемента.

При обращении к конкретному элементу массива этот элемент можно рассматривать как обычную переменную, тип которой соответствует базовому типу элементов массива, и осуществлять со значением этого элемента любые операции, которые характерны для базового типа.

Значения всех элементов массива в памяти располагаются в непрерывной области одно за другим. Общий объем памяти, выделяемый компилятором для массива, определяется как произведение объема одного элемента массива на количество элементов в массиве.

Многомерные массивы определяются аналогично одномерным массивам. Количество элементов по каждому измерению указывается отдельно в квадратных скобках:

int  A1 [5] [3];                 //  Двумерный массив, элементами которого являются                                          //   значения типа int double D [10] [15] [3];   //  Трехмерный массив, элементами которого являются                                          //   значения типа double

Общее число элементов в многомерном массиве определяется как произведение количества элементов по каждому измерению. Также как и в одномерном массиве, элементы многомерных массивов располагаются друг за другом в непрерывном участке памяти.

При определении многомерные массивы могут инициализироваться определенными значениями.

Для доступа к определенному элементу многомерного массива необходимо указать в квадратных скобках конкретные значения всех индексов этого элемента.

Простейший циклический алгоритм ввода и вывода значений элементов некоторого одномерного массива выглядит так:

const int size = 5;

int arr[size];

// Ввод элементов массива

cout << "Введите " << size << " элементов массива: ";

for (int i = 0; i < size; i++) {

cin >> arr[i];

}

// Вывод элементов массива

cout << "Элементы массива: ";

for (int i = 0; i < size; i++) {

cout << arr[i] << " ";

}

При заполнении двумерных массивов ввод значений элементов лучше осуществлять в табличной форме:

const int n = 10, m = 5;

short A [n] [m];

…

cout  << "Введите " << n << " строк из "<< m << " целых чисел: \n" for (int i = 0; i < n; ++i) {

       cout << "Строка " <<  i + 1 << ": ";        //  Вводим поэлементно значения i-й строки массива

for (int j = 0; j < m; ++j)

cin  >>  A [i] [j];        //  Очищаем поток ввода от возможных лишних введенных чисел

cin.sync();

   }

Вывод двумерных массивов, как правило, осуществляется в табличной форме. Реализация такого алгоритма может быть, например, такой:

const int n = 10, m = 10;

short A [n] [m];

for (int i = 0; i < n; ++i) //  Выводим i-ю строку массива {        for (int j = 0; j < m; ++j)        //  Выводим j-й элемент i-й строки массива

             cout << setw(7) << right << A [i] [j];

         cout << endl;

}

Сортировка – процесс размещения элементов заданного множества объектов в определенном порядке. Когда элементы отсортированы, их проще найти, производить с ними различные операции. Сортировка напрямую влияет на скорость алгоритма, в котором нужно обратиться к определенному элементу массива.

Простейшая из сортировок – сортировка обменом (пузырьковая сортировка). Вся суть метода заключается в попарном сравнении элементов и последующем обмене. Таким образом, если следующий элемент меньше текущего, то они меняются местами, максимальный элемент массива постепенно смещается в конец массива, а минимальный – в начало. Один полный проход по массиву может гарантировать, что в конце массива находится максимальный элемент.

Затем процесс повторяется до тех пор, пока вся последовательность не будет упорядочена. Важно заметить, что после первого прохода по массиву, уже имеется один упорядоченный элемент, он стоит на своем месте, и менять его не надо. Таким образом на следующем шаге будут сравниваться *N*-1 элемент.

Shaker sort – модификация пузырьковой сортировки. Принцип работы этой сортировки аналогичен bubble sort: попарное сравнение элементов и последующий обмен местами. Но имеется существенное отличие. Как только максимальный элемент становится на свое место, алгоритм не начинает новую итерацию с первого элемента, а запускает сортировку в обратную сторону. Алгоритм гарантирует, что после выполнения первой итерации, минимальный и максимальный элемент будут в начале и конце массива соответственно.

Затем процесс повторяется до тех пор, пока массив не будет отсортирован. За счет того, что сортировка работает в обе стороны, массив сортируется на порядок быстрее. Очевидным примером этого был бы случай, когда в начале массива стоит максимальный элемент, а в конце массива – минимальный. Shaker sort справится с этим за 1 итерацию, при условии, что другие элементы стоят на правильном месте.

Comb sort (сортировка расческой) – ещё одна модификация сортировки пузырьком. Алгоритм был разработан специально для случаев, когда минимальные элементы стоят слишком далеко, или максимальные – слишком близко к началу массива. В сортировке расческой переставляются элементы, стоящие на расстоянии.

Оптимально изначально взять расстояние равным длине массива , а далее уменьшать его на определенный коэффициент, который примерно равен 1.247. Когда расстояние станет равно 1, выполняется обычная сортировка пузырьком.

Сортировка вставками (insert sort) – алгоритм сортировки, в котором элементы массива просматриваются по одному, и каждый новый элемент размещается в подходящее место среди ранее упорядоченных элементов.

Общая суть сортировки вставками такова:

1)    Перебираются элементы в неотсортированной части массива.

2)    Каждый элемент вставляется в отсортированную часть массива на то место, где он должен находится.

Сортировка вставками делить массив на 2 части – отсортированную и неотсортированную. С каждым новым элементом отсортированная часть будет увеличиваться, а неотсортированная уменьшаться. Причем найти нужное место для очередного элемента в отсортированном массиве достаточно легко.

Быстрая сортировка (quick sort) – одна из самых быстрых сортировок. Эта сортировка по сути является существенно улучшенной версией алгоритма пузырьковой сортировки.

Общая идея алгоритма состоит в том, что сначала выбирается из массива элемент, который называется опорным. От выбора опорного элемента не зависит корректность алгоритма, но в отдельных случаях может сильно зависеть его эффективность. Затем необходимо сравнить все остальные элементы с опорным и переставить их в массиве так, чтобы разбить массив на три непрерывных отрезка, следующие друг за другом: меньше опорного, раны опорному и больше опорного. Для меньших и больших значений необходимо выполнить рекурсивно ту же последовательность операций, если длина отрезка больше единицы.

Алгоритм бинарного поиска – классический алгоритм поиска в отсортированном массиве, который использует дробление массива на половины. Если элемент, который необходимо найти, присутствует в списке, то бинарный поиск возвращает ту позицию, в которой он был найден. Бинарный поиск работает только в топ случае, если массив отсортирован. Например, если бы искомое минимальное значение стояло не на своем положенном месте, а на месте максимального элемента, то мы бы откинули его на первой же итерации. Сам алгоритм имеет вид:

1)    Определение значения в середине массива (или иной структуры данных). Полученное значение сравнивается с ключом (значением, которое необходимо найти).

2)    Если ключ меньше значения середины, то необходимо осуществлять поиск в первой половине элементов, иначе – во второй.

3)    Поиск сводится к тому, что вновь определяется значение серединного элемента в выбранной половине и сравнивается с ключом.

4)    Процесс продолжается до тех пор, пока не будет определен элемент, равный значению ключа или не станет пустым интервал для поиска.

**Постановка задачи.**

Необходимо написать программу, которая:

1. Создает целочисленный массив размерности *N* = 100. Элементы массивы должны принимать случайное значение в диапазоне от -99 до 99.
2. Отсортировать заданный в пункте 1 массив […] сортировкой (от меньшего к большему). Определить время, затраченное на сортировку, используя библиотеку chrono.
3. Найти максимальный и минимальный элемент массива. Подсчитайте время поиска этих элементов в отсортированном массиве и неотсортированном, используя библиотеку chrono.
4. Выводит среднее значение (если необходимо, число нужно округлить) максимального и минимального значения в отсортированном и неотсортированном. Выводит индексы всех элементов, которые равны этому значению, и их количество. Подсчитайте время поиска.
5. Выводит количество элементов в отсортированном массиве, которые меньше числа *a*, которое инициализируется пользователем.
6. Выводит количество элементов в отсортированном массиве, которые больше числа *b*, которое инициализируется пользователем.
7. Выводит информацию о том, есть ли введенное пользователем число в отсортированном массиве. Реализуйте алгоритм бинарного поиска. Сравните скорость его работы с обычным перебором. (\*)
8. Меняет местами элементы массива, индексы которых вводит пользователь. Выведите скорость обмена, используя библиотеку chrono.

Должна присутствовать возможность запуска каждого пункта многократно.

**Выполнение работы.**

| Ввод пользователем и обработка данных | Работа алгоритма и вывод на экран |
| --- | --- |
| Создание случайного целочисленного массива | |
| При запуске программы пользователю отображается сгенерированный массив и его сортировка | Генерация случайного массива чисел и сортировка алгоритмом Quicksort:    Все дальнейшие подзадачи пользователь может выполнять в произвольном порядке, указывая номер подзадачи от 1 до 9 включительно. Выход из программы определён вводом цифры 0. |
| Сравнение алгоритмов сортировки | |
| Пользователь вводит цифру «2» и наблюдает расчёт времени сортировки массива разными алгоритмами | Выполняется сортировка сгенерированного массива разными алгоритмами сортировки, затраченное время выводится на экран: |
| Поиск минимального и максимального элементов массива | |
| Пользователь вводит цифру «3» и получает информацию о минимальном и максимальном элементах массива. | Программа вычисляет минимальный и максимальный элементы отсортированного и не отсортированного массивов: |
| Среднее значение минимального и максимального элементов | |
| Пользователь вводит цифру «4» и получает информацию о среднем значении минимального и максимального элементов массива. | Программа вычисляет среднее значение минимального и максимального элементов массива, находит все индексы элементов, равные полученному числу: |
| Поиск элементов меньше заданного числа | |
| Пользователь вводит цифру «5», число «а» и получает количество элементов этого числа. | Программа подсчитывает количество элементов меньше заданного пользователем: |
| Поиск элементов больше заданного числа | |
| Пользователь вводит цифру «6», число «b» и получает количество элементов этого числа. | Программа подсчитывает количество элементов больше заданного пользователем: |
| Поиск элемента в отсортированном массиве | |
| Пользователь вводит цифру «7» и значение элемента. | Вычисляется индекс введённого для поиска элемента при помощи алгоритма бинарного поиска, так как массив отсортирован: |
| Обмен элементов массива местами | |
| Пользователь вводит цифру «8» и индексы двух элементов. | Производится обмен элементов по указанным пользователем индексам: |
| ИДЗ: модификация элементов массива и подсчёт кратных разным цифрам | |
| Пользователь вводит цифру «9» и число для модификации массива. | Программа модифицирует нечётные элементы массива на основе ввода пользователя (вычитание значения из элемента и домножение на случайное число от 1 до 10). Подсчитывает количество элементов, кратных от 1 до 9: |

**Выводы.**

В ходе лабораторной работы были изучены алгоритмы сортировки (пузырьком, шейкерная, расческой, вставками и быстрая сортировка) и поиска (линейный и бинарный), а также методы измерения времени выполнения операций с использованием библиотеки <chrono>. Реализованные функции позволили работать с массивами, включая их копирование, вывод и выполнение различных операций, таких как поиск минимальных и максимальных значений, что углубило понимание принципов работы с данными и оптимизации алгоритмов.

Приложение А

рабочий код

#include <iostream>  
#include <chrono>  
#include <ctime>  
  
using namespace std;  
using namespace chrono;  
  
const int N = 100;  
int unsorted\_array[N], sorted\_array[N];  
time\_point<steady\_clock, duration<\_\_int64, ratio<1, 1000000000>>> start\_time, end\_time;  
nanoseconds result\_time;  
  
void bubble\_sort(int \*arr, int n);  
  
void shaker\_sort(int \*arr, int n);  
  
void comb\_sort(int \*arr, int n);  
  
void insertion\_sort(int \*arr, int n);  
  
void quicksort(int \*arr, int end, int begin);  
  
int binary\_search(int \*arr, int value, int start, int end);  
  
void print\_array(int \*arr, int n);  
  
void copy\_array(const int \*src, int \*dest, int n);  
  
void task\_1();  
  
void task\_2();  
  
void task\_3();  
  
void task\_4();  
  
void task\_5();  
  
void task\_6();  
  
void task\_7();  
  
void task\_8();  
  
void task\_9();  
  
  
int main() {  
 srand(time(nullptr));  
 task\_1();  
  
 int choice;  
  
 do {  
 cout << "Choose a task to execute (1-9) or 0 to exit: ";  
 cin >> choice;  
 system("cls");  
  
 switch (choice) {  
 case 1:  
 task\_1();  
 break;  
 case 2:  
 task\_2();  
 break;  
 case 3:  
 task\_3();  
 break;  
 case 4:  
 task\_4();  
 break;  
 case 5:  
 task\_5();  
 break;  
 case 6:  
 task\_6();  
 break;  
 case 7:  
 task\_7();  
 break;  
 case 8:  
 task\_8();  
 break;  
 case 9:  
 task\_9();  
 break;  
 case 0:  
 cout << "Exiting the program." << endl;  
 break;  
 default:  
 cout << "Invalid choice. Please select a number from 0 to 8." << endl;  
 break;  
 }  
  
 } while (choice != 0);  
  
}  
  
void bubble\_sort(int \*arr, int n) {  
 bool swapped;  
  
 for (int i = 0; i < n - 1; i++) {  
 swapped = false;  
  
 for (int j = 0; j < n - 1 - i; j++) {  
 if (arr[j] > arr[j + 1]) {  
 swap(arr[j], arr[j + 1]);  
 swapped = true;  
 }  
 }  
  
 if (!swapped) {  
 break;  
 }  
 }  
}  
  
void shaker\_sort(int \*arr, int n) {  
 bool swapped = true;  
 int start = 0;  
 int end = n - 1;  
  
 while (swapped) {  
 swapped = false;  
  
 for (int i = start; i < end; ++i) {  
 if (arr[i] > arr[i + 1]) {  
 swap(arr[i], arr[i + 1]);  
 swapped = true;  
 }  
 }  
  
 if (!swapped) {  
 break;  
 }  
  
 swapped = false;  
 --end;  
  
 for (int i = end - 1; i >= start; --i) {  
 if (arr[i] > arr[i + 1]) {  
 swap(arr[i], arr[i + 1]);  
 swapped = true;  
 }  
 }  
  
 ++start;  
 }  
}  
  
void comb\_sort(int \*arr, int n) {  
 const double shrinkFactor = 1.247;  
 int gap = n;  
 bool swapped = true;  
  
 while (gap > 1 || swapped) {  
 gap = gap / shrinkFactor;  
 if (gap < 1) {  
 gap = 1;  
 }  
  
 swapped = false;  
  
 for (int i = 0; i + gap < n; i++) {  
 if (arr[i] > arr[i + gap]) {  
 swap(arr[i], arr[i + gap]);  
 swapped = true;  
 }  
 }  
 }  
}  
  
void insertion\_sort(int \*arr, int n) {  
 int i, key, j;  
 for (i = 1; i < n; i++) {  
 key = arr[i];  
 j = i - 1;  
  
 while (j >= 0 && arr[j] > key) {  
 arr[j + 1] = arr[j];  
 j = j - 1;  
 }  
 arr[j + 1] = key;  
 }  
}  
  
void quicksort(int \*arr, int end, int begin) {  
 int mid;  
 int f = begin;  
 int l = end;  
 mid = arr[(f + l) / 2];  
 while (f < l) {  
 while (arr[f] < mid) f++;  
 while (arr[l] > mid) l--;  
 if (f <= l) {  
 swap(arr[f], arr[l]);  
 f++;  
 l--;  
 }  
 }  
 if (begin < l) quicksort(arr, l, begin);  
 if (f < end) quicksort(arr, end, f);  
}  
  
int binary\_search(int \*arr, int value, int start, int end) {  
 if (end >= start) {  
 int mid = start + (end - start) / 2;  
  
 if (arr[mid] == value) {  
 return mid;  
 }  
  
 if (arr[mid] > value) {  
 return binary\_search(arr, value, start, mid - 1);  
 }  
  
 return binary\_search(arr, value, mid + 1, end);  
 }  
  
 return -1;  
}  
  
void print\_array(int \*arr, int n) {  
 for (int i = 0; i < n; ++i) {  
 cout << arr[i] << " ";  
 }  
 cout << endl;  
}  
  
void copy\_array(const int \*src, int \*dest, int n) {  
 for (int i = 0; i < n; ++i) {  
 dest[i] = src[i];  
 }  
}  
  
void task\_1() {  
 cout << "--- task #1 ----" << endl;  
 for (int i = 0; i < N; ++i) {  
 unsorted\_array[i] = rand() % 199 - 99;  
 }  
  
 cout << "Unsorted array:" << endl;  
 print\_array(unsorted\_array, N);  
  
 cout << "Sorted array:" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
 print\_array(sorted\_array, N);  
}  
  
void task\_2() {  
 cout << "--- task #2 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 start\_time = steady\_clock::*now*();  
 bubble\_sort(sorted\_array, N);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Bubble sort, ns:\t" << result\_time.count() << endl;  
  
 copy\_array(unsorted\_array, sorted\_array, N);  
 start\_time = steady\_clock::*now*();  
 shaker\_sort(sorted\_array, N);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Shaker sort, ns:\t" << result\_time.count() << endl;  
  
 copy\_array(unsorted\_array, sorted\_array, N);  
 start\_time = steady\_clock::*now*();  
 comb\_sort(sorted\_array, N);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Comb sort, ns :\t" << result\_time.count() << endl;  
  
 copy\_array(unsorted\_array, sorted\_array, N);  
 start\_time = steady\_clock::*now*();  
 insertion\_sort(sorted\_array, N);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Insertion sort, ns:\t" << result\_time.count() << endl;  
  
 copy\_array(unsorted\_array, sorted\_array, N);  
 start\_time = steady\_clock::*now*();  
 quicksort(sorted\_array, N - 1, 0);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Quick sort, ns: \t" << result\_time.count() << endl;  
}  
  
void task\_3() {  
 cout << "--- task #3 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
  
 int min = 100, max = -100;  
  
 start\_time = steady\_clock::*now*();  
 for (int i = 0; i < N; ++i) {  
 if (min > unsorted\_array[i]) {  
 min = unsorted\_array[i];  
 }  
 if (max < unsorted\_array[i]) {  
 max = unsorted\_array[i];  
 }  
 }  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Min: " << min << ", max: " << max << endl;  
 cout << "Unsorted search min and max time, ns: " << result\_time.count() << endl;  
  
 start\_time = steady\_clock::*now*();  
 min = sorted\_array[0];  
 max = sorted\_array[N - 1];  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Min: " << min << ", max: " << max << endl;  
 cout << "Sorted search min and max time, ns: " << result\_time.count() << endl;  
}  
  
void task\_4() {  
 cout << "--- task #4 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
 int min = sorted\_array[0], max = sorted\_array[N - 1], count = 0;  
 int average = (max + min) / 2;  
 cout << "Average min and max value: " << average << endl;  
 cout << "Indexes with same value, unsorted array: ";  
 start\_time = steady\_clock::*now*();  
 for (int i = 0; i < N; ++i) {  
 if (unsorted\_array[i] == average) {  
 cout << i << " ";  
 count++;  
 }  
 }  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << endl << "Indexes count: " << count << endl;  
 cout << "Time spent in unsorted array, ns: " << result\_time.count() << endl;  
  
 count = 0;  
 cout << "Indexes with same value, sorted array: ";  
 start\_time = steady\_clock::*now*();  
 for (int i = 0; sorted\_array[i] <= average; ++i) {  
 if (sorted\_array[i] == average) {  
 cout << i << " ";  
 count++;  
 }  
 }  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << endl << "Indexes count: " << count << endl;  
 cout << "Time spent in sorted array, ns: " << result\_time.count() << endl;  
}  
  
void task\_5() {  
 cout << "--- task #5 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
 int a, counter = 0;  
 print\_array(sorted\_array, N);  
 cout << "Enter number to count less elements: ";  
 cin >> a;  
 while (sorted\_array[counter++] < a);  
 cout << "Result: " << --counter << endl;  
}  
  
void task\_6() {  
 cout << "--- task #6 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
 int b, counter = N - 1;  
 print\_array(sorted\_array, N);  
 cout << "Enter number to count greater elements: ";  
 cin >> b;  
 while (sorted\_array[counter--] > b);  
 cout << "Result: " << N - counter - 2 << endl;  
}  
  
void task\_7() {  
 cout << "--- task #7 ----" << endl;  
 copy\_array(unsorted\_array, sorted\_array, N);  
 quicksort(sorted\_array, N - 1, 0);  
 int number, index = -1;  
 print\_array(sorted\_array, N);  
 cout << "Enter number to search in array: ";  
 cin >> number;  
  
 start\_time = steady\_clock::*now*();  
 for (int i = 0; i < N; ++i) {  
 if (sorted\_array[i] == number) {  
 index = i + 1;  
 break;  
 }  
 }  
 end\_time = steady\_clock::*now*();  
  
 if (index == -1) {  
 cout << "Not found" << endl;  
 } else {  
 cout << "Found at " << index << " position" << endl;  
 }  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Time spent, simple search, ns: " << result\_time.count() << endl;  
  
 start\_time = steady\_clock::*now*();  
 index = binary\_search(sorted\_array, number, 0, N - 1);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Time spent, binary search, ns: " << result\_time.count() << endl;  
}  
  
void task\_8() {  
 cout << "--- task #8 ----" << endl;  
 cout << "Array:" << endl;  
 print\_array(unsorted\_array, N);  
 cout << "Enter two indexes for swap: ";  
 int i1, i2;  
 cin >> i1 >> i2;  
 start\_time = steady\_clock::*now*();  
 swap(unsorted\_array[i1], unsorted\_array[i2]);  
 end\_time = steady\_clock::*now*();  
 result\_time = duration\_cast<nanoseconds>(end\_time - start\_time);  
 cout << "Time spent for swap, ns: " << result\_time.count() << endl;  
 cout << "New array:" << endl;  
 print\_array(unsorted\_array, N);  
}  
  
void task\_9() {  
 cout << "--- individual homework #9 ----" << endl;  
 cout << "Array:" << endl;  
 print\_array(unsorted\_array, N);  
 cout << "Enter number: ";  
 int number;  
 cin >> number;  
 for (int i = 1; i < N; i += 2) {  
 unsorted\_array[i] -= number;  
 unsorted\_array[i] \*= rand() % 9 + 1;  
 }  
 cout << "New array:" << endl;  
 print\_array(unsorted\_array, N);  
 cout << "Number of elements that are divisible by:" << endl;  
 for (int i = 1; i < 10; ++i) {  
 int counter = 0;  
 for (int j = 0; j < N; ++j) {  
 if (unsorted\_array[j] % i == 0) {  
 counter++;  
 }  
 }  
 cout << i << " - " << counter << endl;  
 }  
}