# Given an array A[] and a number x, check for pair in A[] with sum as x

Write a C program that, given an array A[] of n numbers and another number x, determines whether or not there exist two elements in S whose sum is exactly x. 

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=552)

**METHOD 1 (Use Sorting)**

Algorithm:

hasArrayTwoCandidates (A[], ar\_size, sum)

1) Sort the array in non-decreasing order.

2) Initialize two index variables to find the candidate

elements in the sorted array.

(a) Initialize first to the leftmost index: l = 0

(b) Initialize second the rightmost index: r = ar\_size-1

3) Loop while l < r.

(a) If (A[l] + A[r] == sum) then return 1

(b) Else if( A[l] + A[r] < sum ) then l++

(c) Else r--

4) No candidates in whole array - return 0

Time Complexity: Depends on what sorting algorithm we use. If we use Merge Sort or Heap Sort then (-)(nlogn) in worst case. If we use Quick Sort then O(n^2) in worst case.  
Auxiliary Space : Again, depends on sorting algorithm. For example auxiliary space is O(n) for merge sort and O(1) for Heap Sort.

Example:  
Let Array be {1, 4, 45, 6, 10, -8} and sum to find be 16

Sort the array  
A = {-8, 1, 4, 6, 10, 45}

Initialize l = 0, r = 5  
A[l] + A[r] ( -8 + 45) > 16 => decrement r. Now r = 10  
A[l] + A[r] ( -8 + 10) < 2 => increment l. Now l = 1  
A[l] + A[r] ( 1 + 10) < 16 => increment l. Now l = 2  
A[l] + A[r] ( 4 + 10) < 14 => increment l. Now l = 3  
A[l] + A[r] ( 6 + 10) == 16 => Found candidates (return 1)

Note: If there are more than one pair having the given sum then this algorithm reports only one. Can be easily extended for this though.

# Majority Element

**Majority Element:** A majority element in an array A[] of size n is an element that appears more than n/2 times (and hence there is at most one such element).

Write a function which takes an array and emits the majority element (if it exists), otherwise prints NONE as follows:

I/P : 3 3 4 2 4 4 2 4 4

O/P : 4

I/P : 3 3 4 2 4 4 2 4

O/P : NONE

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=305)

**METHOD 1 (Basic)**  
The basic solution is to have two loops and keep track of maximum count for all different elements. If maximum count becomes greater than n/2 then break the loops and return the element having maximum count. If maximum count doesn’t become more than n/2 then majority element doesn’t exist.

**Time Complexity:** O(n\*n).  
**Auxiliary Space :** O(1).

**METHOD 2 (Using Binary Search Tree)**  
Thanks to Sachin Midha for suggesting this solution. Node of the Binary Search Tree (used in this approach) will be as follows.

|  |
| --- |
| struct tree  {    int element;    int count;  }BST; |

Run on IDE

Insert elements in BST one by one and if an element is already present then increment the count of the node. At any stage, if count of a node becomes more than n/2 then return.  
The method works well for the cases where n/2+1 occurrences of the majority element is present in the starting of the array, for example {1, 1, 1, 1, 1, 2, 3, 4}.  
 **Time Complexity:** If a binary search tree is used then time complexity will be O(n^2). If a [self-balancing-binary-search](http://en.wikipedia.org/wiki/Self-balancing_binary_search_tree) tree is used then O(nlogn)  
**Auxiliary Space:**O(n)

**METHOD 3 (Using Moore’s Voting Algorithm)**  
This is a two step process.  
1. Get an element occurring most of the time in the array. This phase will make sure that if there is a majority element then it will return that only.  
2. Check if the element obtained from above step is majority element.

1. Finding a Candidate:  
The algorithm for first phase that works in O(n) is known as Moore’s Voting Algorithm. Basic idea of the algorithm is if we cancel out each occurrence of an element e with all the other elements that are different from e then e will exist till end if it is a majority element.

findCandidate(a[], size)

1. Initialize index and count of majority element

maj\_index = 0, count = 1

2. Loop for i = 1 to size – 1

(a) If a[maj\_index] == a[i]

count++

(b) Else

count--;

(c) If count == 0

maj\_index = i;

count = 1

3. Return a[maj\_index]

Above algorithm loops through each element and maintains a count of a[maj\_index], If next element is same then increments the count, if next element is not same then decrements the count, and if the count reaches 0 then changes the maj\_index to the current element and sets count to 1.  
First Phase algorithm gives us a candidate element. In second phase we need to check if the candidate is really a majority element. Second phase is simple and can be easily done in O(n). We just need to check if count of the candidate element is greater than n/2.

Example:  
A[] = 2, 2, 3, 5, 2, 2, 6  
Initialize:  
maj\_index = 0, count = 1 –> candidate ‘2?  
2, 2, 3, 5, 2, 2, 6

Same as a[maj\_index] => count = 2  
2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 1  
2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 0  
Since count = 0, change candidate for majority element to 5 => maj\_index = 3, count = 1  
2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 0  
Since count = 0, change candidate for majority element to 2 => maj\_index = 4  
2, 2, 3, 5, 2, 2, 6

Same as a[maj\_index] => count = 2  
2, 2, 3, 5, 2, 2, 6

Different from a[maj\_index] => count = 1

Finally candidate for majority element is 2.

First step uses Moore’s Voting Algorithm to get a candidate for majority element.

2.Check if the element obtained in step 1 is majority

printMajority (a[], size)

1. Find the candidate for majority

2. If candidate is majority. i.e., appears more than n/2 times.

Print the candidate

3. Else

Print "NONE"

**Implementation of method 3:**

# Find the Number Occurring Odd Number of Times

Given an array of positive integers. All numbers occur even number of times except one number which occurs odd number of times. Find the number in O(n) time & constant space.

**Example:**  
I/P = [1, 2, 3, 2, 3, 1, 3]  
O/P = 3

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=836)

A **Simple Solution** is to run two nested loops. The outer loop picks all elements one by one and inner loop counts number of occurrences of the element picked by outer loop. Time complexity of this solution is O(n2).

A **Better Solutio**n is to use Hashing. Use array elements as key and their counts as value. Create an empty hash table. One by one traverse the given array elements and store counts. Time complexity of this solution is O(n). But it requires extra space for hashing.

The **Best Solution** is to do bitwise XOR of all the elements. XOR of all elements gives us odd occurring element. Please note that XOR of two elements is 0 if both elements are same and XOR of a number x with 0 is x.

Below are implementations of this best approach.

**Program:**

# Largest Sum Contiguous Subarray

Write an efficient C program to find the sum of contiguous subarray within a one-dimensional array of numbers which has the largest sum.

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=106)

**Kadane’s Algorithm:**

Initialize:

max\_so\_far = 0

max\_ending\_here = 0

Loop for each element of the array

(a) max\_ending\_here = max\_ending\_here + a[i]

(b) if(max\_ending\_here < 0)

max\_ending\_here = 0

(c) if(max\_so\_far < max\_ending\_here)

max\_so\_far = max\_ending\_here

return max\_so\_far

**Explanation:**  
Simple idea of the Kadane's algorithm is to look for all positive contiguous segments of the array (max\_ending\_here is used for this). And keep track of maximum sum contiguous segment among all positive segments (max\_so\_far is used for this). Each time we get a positive sum compare it with max\_so\_far and update max\_so\_far if it is greater than max\_so\_far

Lets take the example:

{-2, -3, 4, -1, -2, 1, 5, -3}

max\_so\_far = max\_ending\_here = 0

for i=0, a[0] = -2

max\_ending\_here = max\_ending\_here + (-2)

Set max\_ending\_here = 0 because max\_ending\_here < 0

for i=1, a[1] = -3

max\_ending\_here = max\_ending\_here + (-3)

Set max\_ending\_here = 0 because max\_ending\_here < 0

for i=2, a[2] = 4

max\_ending\_here = max\_ending\_here + (4)

max\_ending\_here = 4

max\_so\_far is updated to 4 because max\_ending\_here greater

than max\_so\_far which was 0 till now

for i=3, a[3] = -1

max\_ending\_here = max\_ending\_here + (-1)

max\_ending\_here = 3

for i=4, a[4] = -2

max\_ending\_here = max\_ending\_here + (-2)

max\_ending\_here = 1

for i=5, a[5] = 1

max\_ending\_here = max\_ending\_here + (1)

max\_ending\_here = 2

for i=6, a[6] = 5

max\_ending\_here = max\_ending\_here + (5)

max\_ending\_here = 7

max\_so\_far is updated to 7 because max\_ending\_here is

greater than max\_so\_far

for i=7, a[7] = -3

max\_ending\_here = max\_ending\_here + (-3)

max\_ending\_here = 4

# Search an element in a sorted and rotated array

An element in a sorted array can be found in O(log n) time via binary search. But suppose we rotate an ascending order sorted array at some pivot unknown to you beforehand. So for instance, 1 2 3 4 5 might become 3 4 5 1 2. Devise a way to find an element in the rotated array in O(log n) time.

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=146)

**All solutions provided here assume that all elements in array are distinct.**

The idea is to find the pivot point, divide the array in two sub-arrays and call binary search.  
The main idea for finding pivot is – for a sorted (in increasing order) and pivoted array, pivot element is the only only element for which next element to it is smaller than it.  
Using above criteria and binary search methodology we can get pivot element in O(logn) time

Input arr[] = {3, 4, 5, 1, 2}

Element to Search = 1

1) Find out pivot point and divide the array in two

sub-arrays. (pivot = 2) /\*Index of 5\*/

2) Now call binary search for one of the two sub-arrays.

(a) **If** element is greater than 0th element then

search in left array

(b) **Else** Search in right array

(1 will go in else as 1 < 0th element(3))

3) **If** element is found in selected sub-array then return index

**Else** return -1.

# Program for array rotation

Write a function rotate(ar[], d, n) that rotates arr[] of size n by d elements.  
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Rotation of the above array by 2 will make array

![ArrayRotation1](data:image/gif;base64,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)

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=360)

**METHOD 1 (Use temp array)**

Input arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2, n =7

1) Store d elements in a temp array

temp[] = [1, 2]

2) Shift rest of the arr[]

arr[] = [3, 4, 5, 6, 7, 6, 7]

3) Store back the d elements

arr[] = [3, 4, 5, 6, 7, 1, 2]

**Time complexity** O(n)  
**Auxiliary Space:**O(d)

**METHOD 2 (Rotate one by one)**

leftRotate(arr[], d, n)

start

For i = 0 to i < d

Left rotate all elements of arr[] by one

end

To rotate by one, store arr[0] in a temporary variable temp, move arr[1] to arr[0], arr[2] to arr[1] …and finally temp to arr[n-1]

Let us take the same example arr[] = [1, 2, 3, 4, 5, 6, 7], d = 2  
Rotate arr[] by one 2 times  
We get [2, 3, 4, 5, 6, 7, 1] after first rotation and [ 3, 4, 5, 6, 7, 1, 2] after second rotation.

Implementation:

# Reversal algorithm for array rotation

Write a function rotate(arr[], d, n) that rotates arr[] of size n by d elements.

Example:

Input: arr[] = [1, 2, 3, 4, 5, 6, 7]

d = 2

Output: arr[] = [3, 4, 5, 6, 7, 1, 2]

![Array](data:image/gif;base64,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)

Rotation of the above array by 2 will make array

![ArrayRotation1](data:image/gif;base64,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)

**Method 4(The Reversal Algorithm)**  
Please read [this](http://geeksforgeeks.org/?p=2398)for first three methods of array rotation.

**Algorithm:**

rotate(arr[], d, n)

reverse(arr[], 1, d) ;

reverse(arr[], d + 1, n);

reverse(arr[], l, n);

Let AB are the two parts of the input array where A = arr[0..d-1] and B = arr[d..n-1]. The idea of the algorithm is:  
Reverse A to get ArB. /\* Ar is reverse of A \*/  
Reverse B to get ArBr. /\* Br is reverse of B \*/  
Reverse all to get (ArBr) r = BA.

For arr[] = [1, 2, 3, 4, 5, 6, 7], d =2 and n = 7  
A = [1, 2] and B = [3, 4, 5, 6, 7]  
Reverse A, we get ArB = [2, 1, 3, 4, 5, 6, 7]  
Reverse B, we get ArBr = [2, 1, 7, 6, 5, 4, 3]  
Reverse all, we get (ArBr)r = [3, 4, 5, 6, 7, 1, 2]

# Maximum sum such that no two elements are adjacent

Given an array of positive numbers, find the maximum sum of a subsequence with the constraint that no 2 numbers in the sequence should be adjacent in the array. So 3 2 7 10 should return 13 (sum of 3 and 10) or 3 2 5 10 7 should return 15 (sum of 3, 5 and 7).Answer the question in most efficient way.

Examples :

Input : arr[] = {5, 5, 10, 100, 10, 5}

Output : 110

Input : arr[] = {1, 2, 3}

Output : 4

Input : arr[] = {1, 20, 3}

Output : 20

## [We strongly recommend that you click here and practice it, before moving on to the solution.](http://www.practice.geeksforgeeks.org/problem-page.php?pid=531" \t "_blank)

   
**Algorithm:**  
Loop for all elements in arr[] and maintain two sums incl and excl where incl = Max sum including the previous element and excl = Max sum excluding the previous element.

Max sum excluding the current element will be max(incl, excl) and max sum including the current element will be excl + current element (Note that only excl is considered because elements cannot be adjacent).

At the end of the loop return max of incl and excl.

**Example:**

arr[] = {5, 5, 10, 40, 50, 35}

inc = 5

exc = 0

For i = 1 (current element is 5)

incl = (excl + arr[i]) = 5

excl = max(5, 0) = 5

For i = 2 (current element is 10)

incl = (excl + arr[i]) = 15

excl = max(5, 5) = 5

For i = 3 (current element is 40)

incl = (excl + arr[i]) = 45

excl = max(5, 15) = 15

For i = 4 (current element is 50)

incl = (excl + arr[i]) = 65

excl = max(45, 15) = 45

For i = 5 (current element is 35)

incl = (excl + arr[i]) = 80

excl = max(5, 15) = 65

And 35 is the last element. So, answer is max(incl, excl) = 80