# java.util.concurrent - Java Concurrency Utilities

Java 5 added a new Java package to the Java platform, the java.util.concurrent package. This package contains a set of classes that makes it easier to develop concurrent (multithreaded) applications in Java. Before this package was added, you would have to program your utility classes yourself.

In this tutorial I will take you through the new java.util.concurrent classes, one by one, so you can learn how to use them. I will use the versions in Java 6. I am not sure if there are any differences to the Java 5 versions.

I will not explain the core issues of concurrency in Java - the theory behind it, that is. If you are interested in that, check out my [**Java Concurrency tutorial**](http://tutorials.jenkov.com/java-concurrency/index.html).

# BlockingQueue

* [BlockingQueue Usage](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html#blockingqueue-usage)
* [BlockingQueue Implementations](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html#blockingqueue-implementations)
* [Java BlockingQueue Example](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html#java-blockingqueue-example)

The Java BlockingQueue interface in the java.util.concurrent package represents a queue which is thread safe to put into, and take instances from. In this text I will show you how to use this BlockingQueue.

This text will not discuss how to implement a BlockingQueue in Java yourself. If you are interested in that, I have a text on [**Blocking Queues**](http://tutorials.jenkov.com/java-concurrency/blocking-queues.html) in my more theoretical [**Java Concurrency Tutorial**](http://tutorials.jenkov.com/java-concurrency/index.html).

## BlockingQueue Usage

A BlockingQueue is typically used to have on thread produce objects, which another thread consumes. Here is a diagram that illustrates this principle:

|  |
| --- |
| A BlockingQueue with one thread putting into it, and another thread taking from it. |
| **A BlockingQueue with one thread putting into it, and another thread taking from it.** |

The producing thread will keep producing new objects and insert them into the queue, until the queue reaches some upper bound on what it can contain. It's limit, in other words. If the blocking queue reaches its upper limit, the producing thread is blocked while trying to insert the new object. It remains blocked until a consuming thread takes an object out of the queue.

The consuming thread keeps taking objects out of the blocking queue, and processes them. If the consuming thread tries to take an object out of an empty queue, the consuming thread is blocked until a producing thread puts an object into the queue.

### BlockingQueue Methods

A BlockingQueue has 4 different sets of methods for inserting, removing and examining the elements in the queue. Each set of methods behaves differently in case the requested operation cannot be carried out immediately. Here is a table of the methods:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Throws Exception** | **Special Value** | **Blocks** | **Times Out** |
| **Insert** | add(o) | offer(o) | put(o) | offer(o, timeout, timeunit) |
| **Remove** | remove(o) | poll() | take() | poll(timeout, timeunit) |
| **Examine** | element() | peek() |  |  |

The 4 different sets of behaviour means this:

1. **Throws Exception**:   
   If the attempted operation is not possible immediately, an exception is thrown.
2. **Special Value**:   
   If the attempted operation is not possible immediately, a special value is returned (often true / false).
3. **Blocks**:   
   If the attempted operation is not possible immedidately, the method call blocks until it is.
4. **Times Out**:   
   If the attempted operation is not possible immedidately, the method call blocks until it is, but waits no longer than the given timeout. Returns a special value telling whether the operation succeeded or not (typically true / false).

It is not possible to insert null into a BlockingQueue. If you try to insert null, the BlockingQueue will throw a NullPointerException.

It is also possible to access all the elements inside a BlockingQueue, and not just the elements at the start and end. For instance, say you have queued an object for processing, but your application decides to cancel it. You can then call e.g. remove(o) to remove a specific object in the queue. However, this is not done very efficiently, so you should not use these Collection methods unless you really have to.

## BlockingQueue Implementations

Since BlockingQueue is an interface, you need to use one of its implementations to use it. The java.util.concurrent package has the following implementations of the BlockingQueue interface (in Java 6):

* [**ArrayBlockingQueue**](http://tutorials.jenkov.com/java-util-concurrent/arrayblockingqueue.html)
* [**DelayQueue**](http://tutorials.jenkov.com/java-util-concurrent/delayqueue.html)
* [**LinkedBlockingQueue**](http://tutorials.jenkov.com/java-util-concurrent/linkedblockingqueue.html)
* [**PriorityBlockingQueue**](http://tutorials.jenkov.com/java-util-concurrent/priorityblockingqueue.html)
* [**SynchronousQueue**](http://tutorials.jenkov.com/java-util-concurrent/synchronousqueue.html)

Click the links in the list to read more about each implementation. If a link cannot be clicked, that implementation has not yet been described. Check back again in the future, or check out the JavaDoc's for more detail.

## Java BlockingQueue Example

Here is a Java BlockingQueue example. The example uses the ArrayBlockingQueue implementation of the BlockingQueue interface.

First, the BlockingQueueExample class which starts a Producer and a Consumer in separate threads. The Producer inserts strings into a shared BlockingQueue, and the Consumer takes them out.

public class BlockingQueueExample {

public static void main(String[] args) throws Exception {

BlockingQueue queue = new ArrayBlockingQueue(1024);

Producer producer = new Producer(queue);

Consumer consumer = new Consumer(queue);

new Thread(producer).start();

new Thread(consumer).start();

Thread.sleep(4000);

}

}

Here is the Producer class. Notice how it sleeps a second between each put() call. This will cause the Consumer to block, while waiting for objects in the queue.

public class Producer implements Runnable{

protected BlockingQueue queue = null;

public Producer(BlockingQueue queue) {

this.queue = queue;

}

public void run() {

try {

queue.put("1");

Thread.sleep(1000);

queue.put("2");

Thread.sleep(1000);

queue.put("3");

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

Here is the Consumer class. It just takes out the objects from the queue, and prints them to System.out.

public class Consumer implements Runnable{

protected BlockingQueue queue = null;

public Consumer(BlockingQueue queue) {

this.queue = queue;

}

public void run() {

try {

System.out.println(queue.take());

System.out.println(queue.take());

System.out.println(queue.take());

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

# ArrayBlockingQueue

The ArrayBlockingQueue class implements the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** interface. Read the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** text for more information about the interface.

ArrayBlockingQueue is a bounded, blocking queue that stores the elements internally in an array. That it is bounded means that it cannot store unlimited amounts of elements. There is an upper bound on the number of elements it can store at the same time. You set the upper bound at instantiation time, and after that it cannot be changed.

The ArrayBlockingQueue stores the elements internally in FIFO (First In, First Out) order. The head of the queue is the element which has been in queue the longest time, and the tail of the queue is the element which has been in the queue the shortest time.

Here is how to instantiate and use an ArrayBlockingQueue:

BlockingQueue queue = new ArrayBlockingQueue(1024);

queue.put("1");

Object object = queue.take();

Here is a BlockingQueue example that uses Java Generics. Notice how you can put and take String's instead of :

BlockingQueue<String> queue = new ArrayBlockingQueue<String>(1024);

queue.put("1");

String string = queue.take();

# DelayQueue

DelayQueue class implements the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** interface. Read the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** text for more information about the interface.

The DelayQueue blocks the elements internally until a certain delay has expired. The elements must implement the interface java.util.concurrent.Delayed. Here is how the interface looks:

public interface Delayed extends Comparable<Delayed< {

public long getDelay(TimeUnit timeUnit);

}

The value returned by the getDelay() method should be the delay remaining before this element can be released. If 0 or a negative value is returned, the delay will be considered expired, and the element released at the next take() etc. call on the DelayQueue.

The TimeUnit instance passed to the getDelay() method is an Enum that tells which time unit the delay should be returned in. The TimeUnit enum can take these values:

DAYS

HOURS

MINUTES

SECONDS

MILLISECONDS

MICROSECONDS

NANOSECONDS

The Delayed interface also extends the java.lang.Comparable interface, as you can see, which means that Delayed objects can be compared to each other. This is probably used internally in the DelayQueue to order the elements in the queue, so they are released ordered by their expiration time.

Here is an example of how to use the DelayQueue:

public class DelayQueueExample {

public static void main(String[] args) {

DelayQueue queue = new DelayQueue();

Delayed element1 = new DelayedElement();

queue.put(element1);

Delayed element2 = queue.take();

}

}

The DelayedElement is an implementation of the Delayed interface that I have created. It is not part of the java.util.concurrent package. You will have to create your own implementation of the Delayed interface to use the DelayQueue class.

# LinkedBlockingQueue

The LinkedBlockingQueue class implements the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** interface. Read the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** text for more information about the interface.

The LinkedBlockingQueue keeps the elements internally in a linked structure (linked nodes). This linked structure can optionally have an upper bound if desired. If no upper bound is specified, Integer.MAX\_VALUEis used as the upper bound.

The LinkedBlockingQueue stores the elements internally in FIFO (First In, First Out) order. The head of the queue is the element which has been in queue the longest time, and the tail of the queue is the element which has been in the queue the shortest time.

Here is how to instantiate and use a LinkedBlockingQueue:

BlockingQueue<String> unbounded = new LinkedBlockingQueue<String>();

BlockingQueue<String> bounded = new LinkedBlockingQueue<String>(1024);

bounded.put("Value");

String value = bounded.take();

# PriorityBlockingQueue

The PriorityBlockingQueue class implements the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** interface. Read the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** text for more information about the interface.

The PriorityBlockingQueue is an unbounded concurrent queue. It uses the same ordering rules as thejava.util.PriorityQueue class. You cannot insert null into this queue.

All elements inserted into the PriorityBlockingQueue must implement the java.lang.Comparable interface. The elements thus order themselves according to whatever priority you decide in your Comparableimplementation.

Notice that the PriorityBlockingQueue does not enforce any specific behaviour for elements that have equal priority (compare() == 0).

Also notice, that in case you obtain an Iterator from a PriorityBlockingQueue, the Iterator does not guarantee to iterate the elements in priority order.

Here is an example of how to use the PriorityBlockingQueue:

BlockingQueue queue = new PriorityBlockingQueue();

//String implements java.lang.Comparable

queue.put("Value");

String value = queue.take();

# SynchronousQueue

The SynchronousQueue class implements the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** interface. Read the **[BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingqueue.html)** text for more information about the interface.

The SynchronousQueue is a queue that can only contain a single element internally. A thread inseting an element into the queue is blocked until another thread takes that element from the queue. Likewise, if a thread tries to take an element and no element is currently present, that thread is blocked until a thread insert an element into the queue.

Calling this class a queue is a bit of an overstatement. It's more of a rendesvouz point.

# BlockingDeque

* [BlockingDeque Usage](http://tutorials.jenkov.com/java-util-concurrent/blockingdeque.html#blocking-deque-usage)
  + [BlockingDeque methods](http://tutorials.jenkov.com/java-util-concurrent/blockingdeque.html#blocking-deque-methods)
* [BlockingDeque Extends BlockingQueue](http://tutorials.jenkov.com/java-util-concurrent/blockingdeque.html#blockingdeque-extends-blockingqueue)
* [BlockingDeque Implementations](http://tutorials.jenkov.com/java-util-concurrent/blockingdeque.html#blockingdeque-implementations)
* [BlockingDeque Code Example](http://tutorials.jenkov.com/java-util-concurrent/blockingdeque.html#blockingdeque-code-example)

The BlockingDeque interface in the java.util.concurrent class represents a deque which is thread safe to put into, and take instances from. In this text I will show you how to use this BlockingDeque.

The BlockingDeque class is a Deque which blocks threads tring to insert or remove elements from the deque, in case it is either not possible to insert or remove elements from the deque.

A deque is short for "Double Ended Queue". Thus, a deque is a queue which you can insert and take elements from, from both ends.

## BlockingDeque Usage

A BlockingDeque could be used if threads are both producing and consuming elements of the same queue. It could also just be used if the producting thread needs to insert at both ends of the queue, and the consuming thread needs to remove from both ends of the queue. Here is an illustration of that:

|  |
| --- |
| A BlockingDeque - threads can put and take from both ends of the deque. |
| **A BlockingDeque - threads can put and take from both ends of the deque.** |

A thread will produce elements and insert them into either end of the queue. If the deque is currently full, the inserting thread will be blocked until a removing thread takes an element out of the deque. If the deque is currently empty, a removing thread will be blocked until an inserting thread inserts an element into the deque.

### BlockingDeque methods

A BlockingDeque has 4 different sets of methods for inserting, removing and examining the elements in the deque. Each set of methods behaves differently in case the requested operation cannot be carried out immediately. Here is a table of the methods:

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Throws Exception** | **Special Value** | **Blocks** | **Times Out** |
| **Insert** | addFirst(o) | offerFirst(o) | putFirst(o) | offerFirst(o, timeout, timeunit) |
| **Remove** | removeFirst(o) | pollFirst(o) | takeFirst(o) | pollFirst(timeout, timeunit) |
| **Examine** | getFirst(o) | peekFirst(o) |  |  |

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
|  | **Throws Exception** | **Special Value** | **Blocks** | **Times Out** |
| **Insert** | addLast(o) | offerLast(o) | putLast(o) | offerLast(o, timeout, timeunit) |
| **Remove** | removeLast(o) | pollLast(o) | takeLast(o) | pollLast(timeout, timeunit) |
| **Examine** | getLast(o) | peekLast(o) |  |  |

The 4 different sets of behaviour means this:

1. **Throws Exception**:   
   If the attempted operation is not possible immediately, an exception is thrown.
2. **Special Value**:   
   If the attempted operation is not possible immediately, a special value is returned (often true / false).
3. **Blocks**:   
   If the attempted operation is not possible immedidately, the method call blocks until it is.
4. **Times Out**:   
   If the attempted operation is not possible immedidately, the method call blocks until it is, but waits no longer than the given timeout. Returns a special value telling whether the operation succeeded or not (typically true / false).

## BlockingDeque Extends BlockingQueue

The BlockingDeque interface extends the BlockingQueue interface. That means that you can use a BlockingDeque as a BlockingQueue. If you do so, the various inserting methods will add the elements to the end of the deque, and the removing methods will remove the elements from the beginning of the deque. The inserting and removing methods of the BlockingQueue interface, that is.

Here is a table of what the methods of the BlockingQueue does in a BlockingDeque implementation:

|  |  |
| --- | --- |
| **BlockingQueue** | **BlockingDeque** |
| add() | addLast() |
| offer() x 2 | offerLast() x 2 |
| put() | putLast() |
|  |  |
| remove() | removeFirst() |
| poll() x 2 | pollFirst() |
| take() | takeFirst() |
|  |  |
| element() | getFirst() |
| peek() | peekFirst() |

## BlockingDeque Implementations

Since BlockingDeque is an interface, you need to use one of its many implementations to use it. The java.util.concurrent package has the following implementations of the BlockingDeque interface:

* [**LinkedBlockingDeque**](http://tutorials.jenkov.com/java-util-concurrent/linkedblockingdeque.html)

## BlockingDeque Code Example

Here is a small code example of how to use the BlockingDeque methods:

BlockingDeque<String> deque = new LinkedBlockingDeque<String>();

deque.addFirst("1");

deque.addLast("2");

String two = deque.takeLast();

String one = deque.takeFirst();

# ConcurrentMap

* [ConcurrentMap Implementations](http://tutorials.jenkov.com/java-util-concurrent/concurrentmap.html#concurrencymap-implementations)
  + [ConcurrentHashMap](http://tutorials.jenkov.com/java-util-concurrent/concurrentmap.html#concurrenthashmap)
* [ConcurrentMap Example](http://tutorials.jenkov.com/java-util-concurrent/concurrentmap.html#concurrentmap-example)

# java.util.concurrent.ConcurrentMap

The java.util.concurrent.ConcurrentMap interface represents a [**Map**](http://tutorials.jenkov.com/java-collections/map.html) which is capable of handling concurrent access (puts and gets) to it.

The ConcurrentMap has a few extra atomic methods in addition to the methods it inherits from its superinterface, **[java.util.Map](http://tutorials.jenkov.com/java-collections/map.html)**.

## ConcurrentMap Implementations

Since ConcurrentMap is an interface, you need to use one of its implementations in order to use it. The java.util.concurrent package contains the following implementations of the ConcurrentMap interface:

* ConcurrentHashMap

### ConcurrentHashMap

The ConcurrentHashMap is very similar to the java.util.HashTable class, except that ConcurrentHashMap offers better concurrency than HashTable does. ConcurrentHashMap does not lock the Map while you are reading from it. Additionally, ConcurrentHashMap does not lock the entire Map when writing to it. It only locks the part of the Map that is being written to, internally.

Another difference is that ConcurrentHashMap does not throw ConcurrentModificationException if the ConcurrentHashMap is changed while being iterated. The Iterator is not designed to be used by more than one thread though.

Checkout the official JavaDoc for more details about ConcurrentMap and ConcurrentHashMap.

## ConcurrentMap Example

Here is an example of how to use the ConcurrentMap interface. The example uses a ConcurrentHashMapimplementation:

ConcurrentMap concurrentMap = new ConcurrentHashMap();

concurrentMap.put("key", "value");

Object value = concurrentMap.get("key");

# ConcurrentNavigableMap

* [headMap()](http://tutorials.jenkov.com/java-util-concurrent/concurrentnavigablemap.html#headmap)
* [tailMap()](http://tutorials.jenkov.com/java-util-concurrent/concurrentnavigablemap.html#tailmap)
* [subMap()](http://tutorials.jenkov.com/java-util-concurrent/concurrentnavigablemap.html#submap)
* [More Methods](http://tutorials.jenkov.com/java-util-concurrent/concurrentnavigablemap.html#more-methods)

The java.util.concurrent.ConcurrentNavigableMap class is a **[java.util.NavigableMap](http://tutorials.jenkov.com/java-collections/navigablemap.html)** with support for concurrent access, and which has concurrent access enabled for its submaps. The "submaps" are the maps returned by various methods like headMap(), subMap() and tailMap().

Rather than re-explain all methods found in the NavigableMap I will just look at the methods added by ConcurrentNavigableMap.

## headMap()

The headMap(T toKey) method returns a view of the map containing the keys which are strictly less than the given key.

If you make changes to the original map, these changes are reflected in the head map.

Here is an example illustrating the use of the headMap() method.

ConcurrentNavigableMap map = new ConcurrentSkipListMap();

map.put("1", "one");

map.put("2", "two");

map.put("3", "three");

ConcurrentNavigableMap headMap = map.headMap("2");

The headMap will point to a ConcurrentNavigableMap which only contains the key "1", since only this key is strictly less than "2".

See the JavaDoc for more specific details of how this method works, and how its overloaded versions work.

## tailMap()

The tailMap(T fromKey) method returns a view of the map containing the keys which are greater than or equal to the given fromKey.

If you make changes to the original map, these changes are reflected in the tail map.

Here is an example illustrating the use of the tailMap() method:

ConcurrentNavigableMap map = new ConcurrentSkipListMap();

map.put("1", "one");

map.put("2", "two");

map.put("3", "three");

ConcurrentNavigableMap tailMap = map.tailMap("2");

The tailMap will contain the keys "2" and "3" because these two keys are greather than or equal to the given key, "2".

See the JavaDoc for more specific details of how this method works, and how its overloaded versions work.

## subMap()

The subMap() method returns a view of the original map which contains all keys from (including), to (excluding) two keys given as parameters to the method. Here is an example:

ConcurrentNavigableMap map = new ConcurrentSkipListMap();

map.put("1", "one");

map.put("2", "two");

map.put("3", "three");

ConcurrentNavigableMap subMap = map.subMap("2", "3");

The returned submap contains only the key "2", because only this key is greater than or equal to "2", and smaller than "3".

## More Methods

The ConcurrentNavigableMap interface contains a few more methods that might be of use. For instance:

* descendingKeySet()
* descendingMap()
* navigableKeySet()

See the official JavaDoc for more information on these methods.

# CountDownLatch

A java.util.concurrent.CountDownLatch is a concurrency construct that allows one or more threads to wait for a given set of operations to complete.

A CountDownLatch is initialized with a given count. This count is decremented by calls to the countDown()method. Threads waiting for this count to reach zero can call one of the await() methods. Calling await()blocks the thread until the count reaches zero.

Below is a simple example. After the Decrementer has called countDown() 3 times on the CountDownLatch, the waiting Waiter is released from the await() call.

CountDownLatch latch = new CountDownLatch(3);

Waiter waiter = new Waiter(latch);

Decrementer decrementer = new Decrementer(latch);

new Thread(waiter) .start();

new Thread(decrementer).start();

Thread.sleep(4000);

public class Waiter implements Runnable{

CountDownLatch latch = null;

public Waiter(CountDownLatch latch) {

this.latch = latch;

}

public void run() {

try {

latch.await();

} catch (InterruptedException e) {

e.printStackTrace();

}

System.out.println("Waiter Released");

}

}

public class Decrementer implements Runnable {

CountDownLatch latch = null;

public Decrementer(CountDownLatch latch) {

this.latch = latch;

}

public void run() {

try {

Thread.sleep(1000);

this.latch.countDown();

Thread.sleep(1000);

this.latch.countDown();

Thread.sleep(1000);

this.latch.countDown();

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

# CyclicBarrier

* [Creating a CyclicBarrier](http://tutorials.jenkov.com/java-util-concurrent/cyclicbarrier.html#creating-a-cyclicbarrier)
* [Waiting at a CyclicBarrier](http://tutorials.jenkov.com/java-util-concurrent/cyclicbarrier.html#waiting-at-a-cyclicbarrier)
* [CyclicBarrier Action](http://tutorials.jenkov.com/java-util-concurrent/cyclicbarrier.html#cyclicbarrier-action)
* [CyclicBarrier Example](http://tutorials.jenkov.com/java-util-concurrent/cyclicbarrier.html#cyclicbarrier-example)

The java.util.concurrent.CyclicBarrier class is a synchronization mechanism that can synchronize threads progressing through some algorithm. In other words, it is a barrier that all threads must wait at, until all threads reach it, before any of the threads can continue. Here is a diagram illustrating that:

|  |
| --- |
| Two threads waiting for each other at CyclicBarriers. |
| **Two threads waiting for each other at CyclicBarriers.** |

The threads wait for each other by calling the await() method on the CyclicBarrier. Once N threads are waiting at the CyclicBarrier, all threads are released and can continue running.

## Creating a CyclicBarrier

When you create a CyclicBarrier you specify how many threads are to wait at it, before releasing them. Here is how you create a CyclicBarrier:

CyclicBarrier barrier = new CyclicBarrier(2);

## Waiting at a CyclicBarrier

Here is how a thread waits at a CyclicBarrier:

barrier.await();

You can also specify a timeout for the waiting thread. When the timeout has passed the thread is also released, even if not all N threads are waiting at the CyclicBarrier. Here is how you specify a timeout:

barrier.await(10, TimeUnit.SECONDS);

The waiting threads waits at the CyclicBarrier until either:

* The last thread arrives (calls await() )
* The thread is interrupted by another thread (another thread calls its interrupt() method)
* Another waiting thread is interrupted
* Another waiting thread times out while waiting at the CyclicBarrier
* The CyclicBarrier.reset() method is called by some external thread.

## CyclicBarrier Action

The CyclicBarrier supports a barrier action, which is a Runnable that is executed once the last thread arrives. You pass the Runnable barrier action to the CyclicBarrier in its constructor, like this:

Runnable barrierAction = ... ;

CyclicBarrier barrier = new CyclicBarrier(2, barrierAction);

## CyclicBarrier Example

Here is a code example that shows you how to use a CyclicBarrier:

Runnable barrier1Action = new Runnable() {

public void run() {

System.out.println("BarrierAction 1 executed ");

}

};

Runnable barrier2Action = new Runnable() {

public void run() {

System.out.println("BarrierAction 2 executed ");

}

};

CyclicBarrier barrier1 = new CyclicBarrier(2, barrier1Action);

CyclicBarrier barrier2 = new CyclicBarrier(2, barrier2Action);

CyclicBarrierRunnable barrierRunnable1 =

new CyclicBarrierRunnable(barrier1, barrier2);

CyclicBarrierRunnable barrierRunnable2 =

new CyclicBarrierRunnable(barrier1, barrier2);

new Thread(barrierRunnable1).start();

new Thread(barrierRunnable2).start();

Here is the CyclicBarrierRunnable class:

public class CyclicBarrierRunnable implements Runnable{

CyclicBarrier barrier1 = null;

CyclicBarrier barrier2 = null;

public CyclicBarrierRunnable(

CyclicBarrier barrier1,

CyclicBarrier barrier2) {

this.barrier1 = barrier1;

this.barrier2 = barrier2;

}

public void run() {

try {

Thread.sleep(1000);

System.out.println(Thread.currentThread().getName() +

" waiting at barrier 1");

this.barrier1.await();

Thread.sleep(1000);

System.out.println(Thread.currentThread().getName() +

" waiting at barrier 2");

this.barrier2.await();

System.out.println(Thread.currentThread().getName() +

" done!");

} catch (InterruptedException e) {

e.printStackTrace();

} catch (BrokenBarrierException e) {

e.printStackTrace();

}

}

}

Here is the console output for an execution of the above code. Note that the sequence in which the threads gets to write to the console may vary from execution to execution. Sometimes Thread-0 prints first, sometimes Thread-1 prints first etc.

Thread-0 waiting at barrier 1

Thread-1 waiting at barrier 1

BarrierAction 1 executed

Thread-1 waiting at barrier 2

Thread-0 waiting at barrier 2

BarrierAction 2 executed

Thread-0 done!

Thread-1 done!

# Exchanger

# Exchanger

The java.util.concurrent.Exchanger class represents a kind of rendezvous point where two threads can exchange objects. Here is an illustration of this mechanism:

|  |
| --- |
| Two threads exchanging objects via an Exchanger. |
| **Two threads exchanging objects via an Exchanger.** |

Exchanging objects is done via one of the two exchange() methods. Here is an example:

Exchanger exchanger = new Exchanger();

ExchangerRunnable exchangerRunnable1 =

new ExchangerRunnable(exchanger, "A");

ExchangerRunnable exchangerRunnable2 =

new ExchangerRunnable(exchanger, "B");

new Thread(exchangerRunnable1).start();

new Thread(exchangerRunnable2).start();

Here is the ExchangerRunnable code:

public class ExchangerRunnable implements Runnable{

Exchanger exchanger = null;

Object object = null;

public ExchangerRunnable(Exchanger exchanger, Object object) {

this.exchanger = exchanger;

this.object = object;

}

public void run() {

try {

Object previous = this.object;

this.object = this.exchanger.exchange(this.object);

System.out.println(

Thread.currentThread().getName() +

" exchanged " + previous + " for " + this.object

);

} catch (InterruptedException e) {

e.printStackTrace();

}

}

}

This example prints out this:

Thread-0 exchanged A for B

Thread-1 exchanged B for A

# Semaphore

* [Semaphore Usage](http://tutorials.jenkov.com/java-util-concurrent/semaphore.html#semaphore-usage)
  + [Guarding Critical Sections](http://tutorials.jenkov.com/java-util-concurrent/semaphore.html#guarding-critical-sections)
  + [Sending Signals Between Threads](http://tutorials.jenkov.com/java-util-concurrent/semaphore.html#sending-signals-between-threads)
* [Fairness](http://tutorials.jenkov.com/java-util-concurrent/semaphore.html#fairness)
* [More Methods](http://tutorials.jenkov.com/java-util-concurrent/semaphore.html#more-methods)

The java.util.concurrent.Semaphore class is a [**counting semaphore**](http://tutorials.jenkov.com/java-concurrency/semaphores.html#counting). That means that it has two main methods:

* acquire()
* release()

The counting semaphore is initialized with a given number of "permits". For each call to acquire() a permit is taken by the calling thread. For each call to release() a permit is returned to the semaphore. Thus, at most N threads can pass the acquire() method without any release() calls, where N is the number of permits the semaphore was initialized with. The permits are just a simple counter. Nothing fancy here.

## Semaphore Usage

As semaphore typically has two uses:

1. To guard a critical section against entry by more than N threads at a time.
2. To send signals between two threads.

### Guarding Critical Sections

If you use a semaphore to guard a critical section, the thread trying to enter the critical section will typically first try to acquire a permit, enter the critical section, and then release the permit again after. Like this:

Semaphore semaphore = new Semaphore(1);

//critical section

semaphore.acquire();

...

semaphore.release();

### Sending Signals Between Threads

If you use a semaphore to send signals between threads, then you would typically have one thread call the acquire() method, and the other thread to call the release() method.

If no permits are available, the acquire() call will block until a permit is released by another thread. Similarly, a release() calls is blocked if no more permits can be released into this semaphore.

Thus it is possible to coordinate threads. For instance, if acquire was called after Thread 1 had inserted an object in a shared list, and Thread 2 had called release() just before taking an object from that list, you had essentially created a blocking queue. The number of permits available in the semaphore would correspond to the maximum number of elements the blocking queue could hold.

## Fairness

No guarantees are made about [**fairness**](http://tutorials.jenkov.com/java-concurrency/starvation-and-fairness.html) of the threads acquiring permits from the Semaphore. That is, there is no guarantee that the first thread to call acquire() is also the first thread to obtain a permit. If the first thread is blocked waiting for a permit, then a second thread checking for a permit just as a permit is released, may actually obtain the permit ahead of thread 1.

If you want to enforce fairness, the Semaphore class has a constructor that takes a boolean telling if the semaphore should enforce fairness. Enforcing fairness comes at a performance / concurrency penalty, so don't enable it unless you need it.

Here is how to create a Semaphore in fair mode:

Semaphore semaphore = new Semaphore(1, true);

## More Methods

The java.util.concurrent.Semaphore class has lots more methods. For instance:

* availablePermits()
* acquireUninterruptibly()
* drainPermits()
* hasQueuedThreads()
* getQueuedThreads()
* tryAcquire()
* etc.

Check out the JavaDoc for more details on these methods.

# ExecutorService

* [ExecutorService Example](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#executorservice-example)
* [Task Delegation](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#task-delegation)
* [ExecutorService Implementations](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#executorservice-implementations)
* [Creating an ExecutorService](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#creating-an-executorservice)
* [ExecutorService Usage](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#executorservice-usage)
* [ExecutorService Shutdown](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html#executorservice-shutdown)

The java.util.concurrent.ExecutorService interface represents an asynchronous execution mechanism which is capable of executing tasks in the background. An ExecutorService is thus very similar to a [**thread pool**](http://tutorials.jenkov.com/java-concurrency/thread-pools.html). In fact, the implementation of ExecutorService present in the java.util.concurrent package is a thread pool implementation.

## ExecutorService Example

Here is a simple Java ExectorService example:

ExecutorService executorService = Executors.newFixedThreadPool(10);

executorService.execute(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

executorService.shutdown();

First an ExecutorService is created using the newFixedThreadPool() factory method. This creates a thread pool with 10 threads executing tasks.

Second, an anonymous implementation of the Runnable interface is passed to the execute() method. This causes the Runnable to be executed by one of the threads in the ExecutorService.

## Task Delegation

Here is a diagram illustrating a thread delegating a task to an ExecutorService for asynchronous execution:

|  |
| --- |
| A thread delegating a task to an ExecutorService for asynchronous execution. |
| **A thread delegating a task to an ExecutorService for asynchronous execution.** |

Once the thread has delegated the task to the ExecutorService, the thread continues its own execution independent of the execution of that task.

## ExecutorService Implementations

Since ExecutorService is an interface, you need to its implementations in order to make any use of it. The ExecutorService has the following implementation in the java.util.concurrent package:

* [**ThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/threadpoolexecutor.html)
* [**ScheduledThreadPoolExecutor**](http://tutorials.jenkov.com/java-util-concurrent/scheduledexecutorservice.html)

## Creating an ExecutorService

How you create an ExecutorService depends on the implementation you use. However, you can use the Executors factory class to create ExecutorService instances too. Here are a few examples of creating an ExecutorService:

ExecutorService executorService1 = Executors.newSingleThreadExecutor();

ExecutorService executorService2 = Executors.newFixedThreadPool(10);

ExecutorService executorService3 = Executors.newScheduledThreadPool(10);

## ExecutorService Usage

There are a few different ways to delegate tasks for execution to an ExecutorService:

* execute(Runnable)
* submit(Runnable)
* submit(Callable)
* invokeAny(...)
* invokeAll(...)

I will take a look at each of these methods in the following sections.

### execute(Runnable)

The execute(Runnable) method takes a java.lang.Runnable object, and executes it asynchronously. Here is an example of executing a Runnable with an ExecutorService:

ExecutorService executorService = Executors.newSingleThreadExecutor();

executorService.execute(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

executorService.shutdown();

There is no way of obtaining the result of the executed Runnable, if necessary. You will have to use a Callable for that (explained in the following sections).

### submit(Runnable)

The submit(Runnable) method also takes a Runnable implementation, but returns a Future object. This Futureobject can be used to check if the Runnable as finished executing.

Here is a ExecutorService submit() example:

Future future = executorService.submit(new Runnable() {

public void run() {

System.out.println("Asynchronous task");

}

});

future.get(); //returns null if the task has finished correctly.

### submit(Callable)

The submit(Callable) method is similar to the submit(Runnable) method except for the type of parameter it takes. The Callable instance is very similar to a Runnable except that its call() method can return a result. The Runnable.run() method cannot return a result.

The Callable's result can be obtained via the Future object returned by the submit(Callable) method. Here is an ExecutorService Callable example:

Future future = executorService.submit(new Callable(){

public Object call() throws Exception {

System.out.println("Asynchronous Callable");

return "Callable Result";

}

});

System.out.println("future.get() = " + future.get());

The above code example will output this:

Asynchronous Callable

future.get() = Callable Result

### invokeAny()

The invokeAny() method takes a collection of Callable objects, or subinterfaces of Callable. Invoking this method does not return a Future, but returns the result of one of the Callable objects. You have no guarantee about which of the Callable's results you get. Just one of the ones that finish.

If one of the tasks complete (or throws an exception), the rest of the Callable's are cancelled.

Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

String result = executorService.invokeAny(callables);

System.out.println("result = " + result);

executorService.shutdown();

This code example will print out the object returned by one of the Callable's in the given collection. I have tried running it a few times, and the result changes. Sometimes it is "Task 1", sometimes "Task 2" etc.

### invokeAll()

The invokeAll() method invokes all of the Callable objects you pass to it in the collection passed as parameter. The invokeAll() returns a list of Future objects via which you can obtain the results of the executions of each Callable.

Keep in mind that a task might finish due to an exception, so it may not have "succeeded". There is no way on a Future to tell the difference.

Here is a code example:

ExecutorService executorService = Executors.newSingleThreadExecutor();

Set<Callable<String>> callables = new HashSet<Callable<String>>();

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 1";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 2";

}

});

callables.add(new Callable<String>() {

public String call() throws Exception {

return "Task 3";

}

});

List<Future<String>> futures = executorService.invokeAll(callables);

for(Future<String> future : futures){

System.out.println("future.get = " + future.get());

}

executorService.shutdown();

## ExecutorService Shutdown

When you are done using the ExecutorService you should shut it down, so the threads do not keep running.

For instance, if your application is started via a main() method and your main thread exits your application, the application will keep running if you have an active ExexutorService in your application. The active threads inside this ExecutorService prevents the JVM from shutting down.

To terminate the threads inside the ExecutorService you call its shutdown() method. The ExecutorService will not shut down immediately, but it will no longer accept new tasks, and once all threads have finished current tasks, the ExecutorService shuts down. All tasks submitted to the ExecutorService before shutdown()is called, are executed.

If you want to shut down the ExecutorService immediately, you can call the shutdownNow() method. This will attempt to stop all executing tasks right away, and skips all submitted but non-processed tasks. There are no guarantees given about the executing tasks. Perhaps they stop, perhaps the execute until the end. It is a best effort attempt.

# ThreadPoolExecutor

The java.util.concurrent.ThreadPoolExecutor is an implementation of the **[ExecutorService](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html)** interface. The ThreadPoolExecutor executes the given task (Callable or Runnable) using one of its internally pooled threads.

The thread pool contained inside the ThreadPoolExecutor can contain a varying amount of threads. The number of threads in the pool is determined by these variables:

* corePoolSize
* maximumPoolSize

If less than corePoolSize threads are created in the the thread pool when a task is delegated to the thread pool, then a new thread is created, even if idle threads exist in the pool.

If the internal queue of tasks is full, and corePoolSize threads or more are running, but less than maximumPoolSize threads are running, then a new thread is created to execute the task.

Here is a diagram illustrating the ThreadPoolExecutor principles:

|  |
| --- |
| A ThreadPoolExecutor. |
| **A ThreadPoolExecutor** |

## Creating a ThreadPoolExecutor

The ThreadPoolExecutor has several constructors available. For instance:

int corePoolSize = 5;

int maxPoolSize = 10;

long keepAliveTime = 5000;

ExecutorService threadPoolExecutor =

new ThreadPoolExecutor(

corePoolSize,

maxPoolSize,

keepAliveTime,

TimeUnit.MILLISECONDS,

new LinkedBlockingQueue<Runnable>()

);

However, unless you need to specify all these parameters explicitly for your ThreadPoolExecutor, it is often easier to use one of the factory methods in the java.util.concurrent.Executors class, as shown in the **[ExecutorService](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html)** text.

# Java Fork and Join using ForkJoinPool

* [Fork and Join Explained](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#fork-and-join-explained)
  + [Fork](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#fork)
  + [Join](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#join)
* [The ForkJoinPool](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#the-forkjoinpool)
  + [Creating a ForkJoinPool](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#creating-a-forkjoinpool)
  + [Submitting Tasks to the ForkJoinPool](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#submittting-tasks-to-forkjoinpool)
* [RecursiveAction](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#recursive-action)
* [RecursiveTask](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#recursive-task)
* [ForkJoinPool Critique](http://tutorials.jenkov.com/java-util-concurrent/java-fork-and-join-forkjoinpool.html#forkjoinpool-critique)
* The ForkJoinPool was added to Java in Java 7. The ForkJoinPool is similar to the [**Java ExecutorService**](http://tutorials.jenkov.com/java-util-concurrent/executorservice.html)but with one difference. The ForkJoinPool makes it easy for tasks to split their work up into smaller tasks which are then submitted to the ForkJoinPool too. Tasks can keep splitting their work into smaller subtasks for as long as it makes to split up the task. It may sound a bit abstract, so in this fork and join tutorial I will explain how the ForkJoinPool works, and how splitting tasks up work.

## Fork and Join Explained

* Before we look at the ForkJoinPool I want to explain how the fork and join principle works in general.
* The fork and join principle consists of two steps which are performed recursively. These two steps are the fork step and the join step.

### Fork

* A task that uses the fork and join principle can *fork* (split) itself into smaller subtasks which can be executed concurrently. This is illustrated in the diagram below:
* ![Splitting tasks into smaller tasks is referred to as forking tasks.](data:image/png;base64,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)
* By splitting itself up into subtasks, each subtask can be executed in parallel by different CPUs, or different threads on the same CPU.
* A task only splits itself up into subtasks if the work the task was given is large enough for this to make sense. There is an overhead to splitting up a task into subtasks, so for small amounts of work this overhead may be greater than the speedup achieved by executing subtasks concurrently.
* The limit for when it makes sense to fork a task into subtasks is also called a threshold. It is up to each task to decide on a sensible threshold. It depends very much on the kind of work being done.

### Join

* When a task has split itself up into subtasks, the task waits until the subtasks have finished executing.
* Once the subtasks have finished executing, the task may *join* (merge) all the results into one result. This is illustrated in the diagram below:
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* Of course, not all types of tasks may return a result. If the tasks do not return a result then a task just waits for its subtasks to complete. No result merging takes place then.

## The ForkJoinPool

* The ForkJoinPool is a special thread pool which is designed to work well with fork-and-join task splitting. The ForkJoinPool located in the java.util.concurrent package, so the full class name isjava.util.concurrent.ForkJoinPool.

### Creating a ForkJoinPool

* You create a ForkJoinPool using its constructor. As a parameter to the ForkJoinPool constructor you pass the indicated level of parallelism you desire. The parallelism level indicates how many threads or CPUs you want to work concurrently on on tasks passed to the ForkJoinPool. Here is a ForkJoinPool creation example:
* ForkJoinPool forkJoinPool = new ForkJoinPool(4);
* This example creates a ForkJoinPool with a parallelism level of 4.

### Submitting Tasks to the ForkJoinPool

* You submit tasks to a ForkJoinPool similarly to how you submit tasks to an ExecutorService. You can submit two types of tasks. A task that does not return any result (an "action"), and a task which does return a result (a "task"). These two types of tasks are represented by the RecursiveAction and RecursiveTaskclasses. How to use both of these tasks and how to submit them will be covered in the following sections.

## RecursiveAction

* A RecursiveAction is a task which does not return any value. It just does some work, e.g. writing data to disk, and then exits.
* A RecursiveAction may still need to break up its work into smaller chunks which can be executed by independent threads or CPUs.
* You implement a RecursiveAction by subclassing it. Here is a RecursiveAction example:
* import java.util.ArrayList;
* import java.util.List;
* import java.util.concurrent.RecursiveAction;
* public class MyRecursiveAction extends RecursiveAction {
* private long workLoad = 0;
* public MyRecursiveAction(long workLoad) {
* this.workLoad = workLoad;
* }
* @Override
* protected void compute() {
* //if work is above threshold, break tasks up into smaller tasks
* if(this.workLoad > 16) {
* System.out.println("Splitting workLoad : " + this.workLoad);
* List<MyRecursiveAction> subtasks =
* new ArrayList<MyRecursiveAction>();
* subtasks.addAll(createSubtasks());
* for(RecursiveAction subtask : subtasks){
* subtask.fork();
* }
* } else {
* System.out.println("Doing workLoad myself: " + this.workLoad);
* }
* }
* private List<MyRecursiveAction> createSubtasks() {
* List<MyRecursiveAction> subtasks =
* new ArrayList<MyRecursiveAction>();
* MyRecursiveAction subtask1 = new MyRecursiveAction(this.workLoad / 2);
* MyRecursiveAction subtask2 = new MyRecursiveAction(this.workLoad / 2);
* subtasks.add(subtask1);
* subtasks.add(subtask2);
* return subtasks;
* }
* }
* This example is very simplified. The MyRecursiveAction simply takes a fictive workLoad as parameter to its constructor. If the workLoad is above a certain threshold, the work is split into subtasks which are also scheduled for execution (via the .fork() method of the subtasks. If the workLoad is below a certain threshold then the work is carried out by the MyRecursiveAction itself.
* You can schedule a MyRecursiveAction for execution like this:
* MyRecursiveAction myRecursiveAction = new MyRecursiveAction(24);
* forkJoinPool.invoke(myRecursiveAction);

## RecursiveTask

* A RecursiveTask is a task that returns a result. It may split its work up into smaller tasks, and merge the result of these smaller tasks into a collective result. The splitting and merging may take place on several levels. Here is a RecursiveTask example:
* import java.util.ArrayList;
* import java.util.List;
* import java.util.concurrent.RecursiveTask;

* public class MyRecursiveTask extends RecursiveTask<Long> {
* private long workLoad = 0;
* public MyRecursiveTask(long workLoad) {
* this.workLoad = workLoad;
* }
* protected Long compute() {
* //if work is above threshold, break tasks up into smaller tasks
* if(this.workLoad > 16) {
* System.out.println("Splitting workLoad : " + this.workLoad);
* List<MyRecursiveTask> subtasks =
* new ArrayList<MyRecursiveTask>();
* subtasks.addAll(createSubtasks());
* for(MyRecursiveTask subtask : subtasks){
* subtask.fork();
* }
* long result = 0;
* for(MyRecursiveTask subtask : subtasks) {
* result += subtask.join();
* }
* return result;
* } else {
* System.out.println("Doing workLoad myself: " + this.workLoad);
* return workLoad \* 3;
* }
* }
* private List<MyRecursiveTask> createSubtasks() {
* List<MyRecursiveTask> subtasks =
* new ArrayList<MyRecursiveTask>();
* MyRecursiveTask subtask1 = new MyRecursiveTask(this.workLoad / 2);
* MyRecursiveTask subtask2 = new MyRecursiveTask(this.workLoad / 2);
* subtasks.add(subtask1);
* subtasks.add(subtask2);
* return subtasks;
* }
* }
* This example is similar to the RecursiveAction example except it returns a result. The class MyRecursiveTaskextends RecursiveTask<Long> which means that the result returned from the task is a Long .
* The MyRecursiveTask example also breaks the work down into subtasks, and schedules these subtasks for execution using their fork() method.
* Additionally, this example then receives the result returned by each subtask by calling the join() method of each subtask. The subtask results are merged into a bigger result which is then returned. This kind of joining / mergining of subtask results may occur recursively for several levels of recursion.
* You can schedule a RecursiveTask like this:
* MyRecursiveTask myRecursiveTask = new MyRecursiveTask(128);
* long mergedResult = forkJoinPool.invoke(myRecursiveTask);
* System.out.println("mergedResult = " + mergedResult);
* Notice how you get the final result out from the ForkJoinPool.invoke() method call.

## ForkJoinPool Critique

* It seems not everyone is equally happy with the new ForkJoinPool in Java 7. While searching for experiences with, and opinions about, the ForkJoinPool, I came across the following critique:
* [**A Java Fork-Join Calamity**](http://coopsoft.com/ar/CalamityArticle.html)
* It is well worth a read before you plan to use the ForkJoinPool in your own projects.

# Lock

* [Java Lock Example](http://tutorials.jenkov.com/java-util-concurrent/lock.html#java-lock-example)
* [Java Lock Implementations](http://tutorials.jenkov.com/java-util-concurrent/lock.html#java-lock-implementations)
* [Main Differences Between Locks and Synchronized Blocks](http://tutorials.jenkov.com/java-util-concurrent/lock.html#main-differences-between-locks-and-synchronized-blocks)
* [Lock Methods](http://tutorials.jenkov.com/java-util-concurrent/lock.html#lock-methods)

A java.util.concurrent.locks.Lock is a thread synchronization mechanism just like synchronized blocks. A Lock is, however, more flexible and more sophisticated than a synchronized block.

By the way, in my [**Java Concurrency tutorial**](http://tutorials.jenkov.com/java-concurrency/index.html) I have described how to implement your own locks, in case you are interested (or need it). See my text on [**Locks**](http://tutorials.jenkov.com/java-concurrency/locks.html) for more details.

## Java Lock Example

Since Lock is an interface, you need to use one of its implementations to use a Lock in your applications. Here is a simple usage example:

Lock lock = new ReentrantLock();

lock.lock();

//critical section

lock.unlock();

First a Lock is created. Then it's lock() method is called. Now the Lock instance is locked. Any other thread calling lock() will be blocked until the thread that locked the lock calls unlock(). Finally unlock() is called, and the Lock is now unlocked so other threads can lock it.

## Java Lock Implementations

The java.util.concurrent.locks package has the following implementations of the Lock interface:

* ReentrantLock

## Main Differences Between Locks and Synchronized Blocks

The main differences between a Lock and a synchronized block are:

* A synchronized block makes no guarantees about the sequence in which threads waiting to entering it are granted access.
* You cannot pass any parameters to the entry of a synchronized block. Thus, having a timeout trying to get access to a synchronized block is not possible.
* The synchronized block must be fully contained within a single method. A Lock can have it's calls to lock() and unlock() in separate methods.

## Lock Methods

The Lock interface has the following primary methods:

* lock()
* lockInterruptibly()
* tryLock()
* tryLock(long timeout, TimeUnit timeUnit)
* unlock()

The lock() method locks the Lock instance if possible. If the Lock instance is already locked, the thread calling lock() is blocked until the Lock is unlocked.

The lockInterruptibly() method locks the Lock unless the thread calling the method has been interrupted. Additionally, if a thread is blocked waiting to lock the Lock via this method, and it is interrupted, it exits this method calls.

The tryLock() method attempts to lock the Lock instance immediately. It returns true if the locking succeeds, false if Lock is already locked. This method never blocks.

The tryLock(long timeout, TimeUnit timeUnit) works like the tryLock() method, except it waits up the given timeout before giving up trying to lock the Lock.

The unlock() method unlocks the Lock instance. Typically, a Lock implementation will only allow the thread that has locked the Lock to call this method. Other threads calling this method may result in an unchecked exception (RuntimeException).

# ReadWriteLock

* [ReadWriteLock Locking Rules](http://tutorials.jenkov.com/java-util-concurrent/readwritelock.html#read-write-lock-locking-rules)
* [ReadWriteLock Implementations](http://tutorials.jenkov.com/java-util-concurrent/readwritelock.html#read-write-lock-implementations)
* [ReadWriteLock Code Example](http://tutorials.jenkov.com/java-util-concurrent/readwritelock.html#read-write-lock-code-example)

A java.util.concurrent.locks.ReadWriteLock is an advanced thread lock mechanism. It allows multiple threads to read a certain resource, but only one to write it, at a time.

The idea is, that multiple threads can read from a shared resource without causing concurrency errors. The concurrency errors first occur when reads and writes to a shared resource occur concurrently, or if multiple writes take place concurrently.

In this text I only cover Java's built-in ReadWriteLock. If you want to read more about the theory behind the implemenation of a ReadWriteLock, you can read it in my text on [**Read Write Locks**](http://tutorials.jenkov.com/java-concurrency/read-write-locks.html) in my Java Concurrency tutorial.

## ReadWriteLock Locking Rules

The rules by which a thread is allowed to lock the ReadWriteLock either for reading or writing the guarded resource, are as follows:

|  |  |
| --- | --- |
| **Read Lock** | If no threads have locked the ReadWriteLock for writing,  and no thread have requested a write lock (but not yet obtained it).  Thus, multiple threads can lock the lock for reading. |
| **Write Lock** | If no threads are reading or writing.  Thus, only one thread at a time can lock the lock for writing. |

## ReadWriteLock Implementations

ReadWriteLock is an interface. Thus, to use a ReadWriteLock

The java.util.concurrent.locks package contains the following ReadWriteLock implementation:

* ReentrantReadWriteLock

## ReadWriteLock Code Example

Here is a simple code example that shows how to create a ReadWriteLock and how to lock it for reading and writing:

ReadWriteLock readWriteLock = new ReentrantReadWriteLock();

readWriteLock.readLock().lock();

// multiple readers can enter this section

// if not locked for writing, and not writers waiting

// to lock for writing.

readWriteLock.readLock().unlock();

readWriteLock.writeLock().lock();

// only one writer can enter this section,

// and only if no threads are currently reading.

readWriteLock.writeLock().unlock();

Notice how the ReadWriteLock actually internally keeps two Lock instances. One guarding read access, and one guarding write access.

# AtomicBoolean

* [Creating an AtomicBoolean](http://tutorials.jenkov.com/java-util-concurrent/atomicboolean.html#creating-an-atomicboolean)
* [Getting the AtomicBoolean's Value](http://tutorials.jenkov.com/java-util-concurrent/atomicboolean.html#getting-the-atomicboolean-value)
* [Setting the AtomicBoolean's Value](http://tutorials.jenkov.com/java-util-concurrent/atomicboolean.html#setting-the-atomicboolean-value)
* [Swapping the AtomicBoolean's Value](http://tutorials.jenkov.com/java-util-concurrent/atomicboolean.html#swapping-the-atomicboolean-value)
* [Compare and Set AtomicBoolean's Value](http://tutorials.jenkov.com/java-util-concurrent/atomicboolean.html#compare-and-set-atomicboolean-value)