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library("tidyverse")

## Warning: package 'tidyverse' was built under R version 4.2.3

## Warning: package 'ggplot2' was built under R version 4.2.3

## Warning: package 'tibble' was built under R version 4.2.3

## Warning: package 'readr' was built under R version 4.2.3

## Warning: package 'purrr' was built under R version 4.2.3

## Warning: package 'dplyr' was built under R version 4.2.3

## Warning: package 'stringr' was built under R version 4.3.0

## Warning: package 'forcats' was built under R version 4.3.0

## Warning: package 'lubridate' was built under R version 4.2.3

## ── Attaching core tidyverse packages ──────────────────────── tidyverse 2.0.0 ──  
## ✔ dplyr 1.1.2 ✔ readr 2.1.4  
## ✔ forcats 1.0.0 ✔ stringr 1.5.0  
## ✔ ggplot2 3.4.4 ✔ tibble 3.2.1  
## ✔ lubridate 1.9.2 ✔ tidyr 1.3.0  
## ✔ purrr 1.0.2   
## ── Conflicts ────────────────────────────────────────── tidyverse\_conflicts() ──  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ dplyr::lag() masks stats::lag()  
## ℹ Use the conflicted package (<http://conflicted.r-lib.org/>) to force all conflicts to become errors

library("ggplot2")  
library("dplyr")  
library("summarytools")

## Warning: package 'summarytools' was built under R version 4.2.3

##   
## Attaching package: 'summarytools'  
##   
## The following object is masked from 'package:tibble':  
##   
## view

library("skimr")

## Warning: package 'skimr' was built under R version 4.2.3

library("rsample")

## Warning: package 'rsample' was built under R version 4.2.3

library("recipes")

## Warning: package 'recipes' was built under R version 4.2.3

##   
## Attaching package: 'recipes'  
##   
## The following object is masked from 'package:stringr':  
##   
## fixed  
##   
## The following object is masked from 'package:stats':  
##   
## step

library("parsnip")

## Warning: package 'parsnip' was built under R version 4.2.3

library("tidymodels")

## Warning: package 'tidymodels' was built under R version 4.2.3

## ── Attaching packages ────────────────────────────────────── tidymodels 1.1.1 ──  
## ✔ broom 1.0.5 ✔ tune 1.1.2  
## ✔ dials 1.2.0 ✔ workflows 1.1.3  
## ✔ infer 1.0.5 ✔ workflowsets 1.0.1  
## ✔ modeldata 1.2.0 ✔ yardstick 1.2.0

## Warning: package 'broom' was built under R version 4.2.3

## Warning: package 'dials' was built under R version 4.2.3

## Warning: package 'scales' was built under R version 4.3.0

## Warning: package 'infer' was built under R version 4.2.3

## Warning: package 'modeldata' was built under R version 4.2.3

## Warning: package 'tune' was built under R version 4.2.3

## Warning: package 'workflows' was built under R version 4.2.3

## Warning: package 'workflowsets' was built under R version 4.2.3

## Warning: package 'yardstick' was built under R version 4.2.3

## ── Conflicts ───────────────────────────────────────── tidymodels\_conflicts() ──  
## ✖ scales::discard() masks purrr::discard()  
## ✖ dplyr::filter() masks stats::filter()  
## ✖ recipes::fixed() masks stringr::fixed()  
## ✖ dplyr::lag() masks stats::lag()  
## ✖ yardstick::spec() masks readr::spec()  
## ✖ recipes::step() masks stats::step()  
## ✖ summarytools::view() masks tibble::view()  
## • Search for functions across packages at https://www.tidymodels.org/find/

library("yardstick")  
library("pROC")

## Warning: package 'pROC' was built under R version 4.2.3

## Type 'citation("pROC")' for a citation.  
##   
## Attaching package: 'pROC'  
##   
## The following objects are masked from 'package:stats':  
##   
## cov, smooth, var

library("ranger")

## Warning: package 'ranger' was built under R version 4.2.3

library("randomForest")

## Warning: package 'randomForest' was built under R version 4.2.3

## randomForest 4.7-1.1  
## Type rfNews() to see new features/changes/bug fixes.  
##   
## Attaching package: 'randomForest'  
##   
## The following object is masked from 'package:ranger':  
##   
## importance  
##   
## The following object is masked from 'package:dplyr':  
##   
## combine  
##   
## The following object is masked from 'package:ggplot2':  
##   
## margin

library("caret")

## Warning: package 'caret' was built under R version 4.2.3

## Loading required package: lattice  
##   
## Attaching package: 'caret'  
##   
## The following objects are masked from 'package:yardstick':  
##   
## precision, recall, sensitivity, specificity  
##   
## The following object is masked from 'package:purrr':  
##   
## lift

library("kknn")

## Warning: package 'kknn' was built under R version 4.2.3

##   
## Attaching package: 'kknn'  
##   
## The following object is masked from 'package:caret':  
##   
## contr.dummy

loan\_data <- readRDS("loan\_data.rds")

#Exploring the dataset  
dim(loan\_data)

## [1] 4110 16

str(loan\_data)

## tibble [4,110 × 16] (S3: tbl\_df/tbl/data.frame)  
## $ loan\_default : Factor w/ 2 levels "yes","no": 1 1 2 1 2 1 1 2 2 2 ...  
## $ loan\_amount : int [1:4110] 35000 10000 28800 4475 3600 12800 35000 26000 5500 40000 ...  
## $ installment : num [1:4110] 927 260 942 165 111 ...  
## $ interest\_rate : num [1:4110] 17.25 11.5 8.97 10 9.72 ...  
## $ loan\_purpose : Factor w/ 5 levels "debt\_consolidation",..: 4 4 1 3 3 3 1 1 1 5 ...  
## $ application\_type : Factor w/ 2 levels "individual","joint": 1 1 1 1 1 1 1 1 1 1 ...  
## $ term : Factor w/ 2 levels "three\_year","five\_year": 2 2 1 1 1 2 2 2 1 2 ...  
## $ homeownership : Factor w/ 3 levels "mortgage","rent",..: 2 1 2 2 1 2 1 1 2 1 ...  
## $ annual\_income : num [1:4110] 104660 57000 160000 37000 72000 ...  
## $ current\_job\_years : num [1:4110] 2 10 10 1 4 10 0 5 4 3 ...  
## $ debt\_to\_income : num [1:4110] 29.41 23.79 5.96 13.82 22.68 ...  
## $ total\_credit\_lines : int [1:4110] 27 14 35 7 35 57 34 24 12 12 ...  
## $ years\_credit\_history: num [1:4110] 15 4 17 5 11 14 22 16 9 12 ...  
## $ missed\_payment\_2\_yr : Factor w/ 2 levels "yes","no": 2 2 2 2 2 2 2 2 2 2 ...  
## $ history\_bankruptcy : Factor w/ 2 levels "yes","no": 2 2 1 2 2 2 2 2 2 2 ...  
## $ history\_tax\_liens : Factor w/ 2 levels "yes","no": 2 2 2 2 2 2 2 2 2 2 ...

head(loan\_data)

## # A tibble: 6 × 16  
## loan\_default loan\_amount installment interest\_rate loan\_purpose   
## <fct> <int> <dbl> <dbl> <fct>   
## 1 yes 35000 927. 17.2 small\_business   
## 2 yes 10000 260. 11.5 small\_business   
## 3 no 28800 942. 8.97 debt\_consolidation  
## 4 yes 4475 165. 10 medical   
## 5 no 3600 111. 9.72 medical   
## 6 yes 12800 389. 20 medical   
## # ℹ 11 more variables: application\_type <fct>, term <fct>, homeownership <fct>,  
## # annual\_income <dbl>, current\_job\_years <dbl>, debt\_to\_income <dbl>,  
## # total\_credit\_lines <int>, years\_credit\_history <dbl>,  
## # missed\_payment\_2\_yr <fct>, history\_bankruptcy <fct>,  
## # history\_tax\_liens <fct>

glimpse(loan\_data)

## Rows: 4,110  
## Columns: 16  
## $ loan\_default <fct> yes, yes, no, yes, no, yes, yes, no, no, no, no, …  
## $ loan\_amount <int> 35000, 10000, 28800, 4475, 3600, 12800, 35000, 26…  
## $ installment <dbl> 927.29, 259.58, 941.65, 164.99, 110.70, 389.10, 9…  
## $ interest\_rate <dbl> 17.25, 11.50, 8.97, 10.00, 9.72, 20.00, 18.25, 11…  
## $ loan\_purpose <fct> small\_business, small\_business, debt\_consolidatio…  
## $ application\_type <fct> individual, individual, individual, individual, i…  
## $ term <fct> five\_year, five\_year, three\_year, three\_year, thr…  
## $ homeownership <fct> rent, mortgage, rent, rent, mortgage, rent, mortg…  
## $ annual\_income <dbl> 104660, 57000, 160000, 37000, 72000, 73000, 16700…  
## $ current\_job\_years <dbl> 2, 10, 10, 1, 4, 10, 0, 5, 4, 3, 10, 10, 5, 10, 1…  
## $ debt\_to\_income <dbl> 29.41, 23.79, 5.96, 13.82, 22.68, 30.94, 25.91, 7…  
## $ total\_credit\_lines <int> 27, 14, 35, 7, 35, 57, 34, 24, 12, 12, 16, 9, 17,…  
## $ years\_credit\_history <dbl> 15, 4, 17, 5, 11, 14, 22, 16, 9, 12, 22, 9, 8, 17…  
## $ missed\_payment\_2\_yr <fct> no, no, no, no, no, no, no, no, no, no, no, no, n…  
## $ history\_bankruptcy <fct> no, no, yes, no, no, no, no, no, no, no, no, no, …  
## $ history\_tax\_liens <fct> no, no, no, no, no, no, no, no, no, no, no, no, n…

summary(loan\_data)

## loan\_default loan\_amount installment interest\_rate   
## yes:1530 Min. : 1000 Min. : 31.04 Min. : 4.72   
## no :2580 1st Qu.: 9600 1st Qu.: 274.82 1st Qu.: 8.22   
## Median :15000 Median : 421.97 Median :11.25   
## Mean :16693 Mean : 489.42 Mean :11.38   
## 3rd Qu.:24000 3rd Qu.: 663.99 3rd Qu.:13.75   
## Max. :40000 Max. :1566.59 Max. :20.00   
## loan\_purpose application\_type term homeownership   
## debt\_consolidation:1218 individual:3494 three\_year:2588 mortgage:1937   
## credit\_card : 879 joint : 616 five\_year :1522 rent :1666   
## medical : 635 own : 507   
## small\_business : 853   
## home\_improvement : 525   
##   
## annual\_income current\_job\_years debt\_to\_income total\_credit\_lines  
## Min. : 3000 Min. : 0.000 Min. : 0.00 Min. : 2.00   
## 1st Qu.: 45000 1st Qu.: 2.000 1st Qu.: 11.85 1st Qu.:14.00   
## Median : 65000 Median : 5.000 Median : 18.59 Median :20.00   
## Mean : 73015 Mean : 5.802 Mean : 20.04 Mean :22.47   
## 3rd Qu.: 92000 3rd Qu.:10.000 3rd Qu.: 26.13 3rd Qu.:29.00   
## Max. :200000 Max. :10.000 Max. :437.61 Max. :87.00   
## years\_credit\_history missed\_payment\_2\_yr history\_bankruptcy history\_tax\_liens  
## Min. : 3.00 yes: 470 yes: 486 yes: 60   
## 1st Qu.:11.00 no :3640 no :3624 no :4050   
## Median :14.00   
## Mean :15.76   
## 3rd Qu.:19.00   
## Max. :51.00

skim(loan\_data)

Data summary

|  |  |
| --- | --- |
| Name | loan\_data |
| Number of rows | 4110 |
| Number of columns | 16 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Column type frequency: |  |
| factor | 8 |
| numeric | 8 |
| \_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_\_ |  |
| Group variables | None |

**Variable type: factor**

| skim\_variable | n\_missing | complete\_rate | ordered | n\_unique | top\_counts |
| --- | --- | --- | --- | --- | --- |
| loan\_default | 0 | 1 | FALSE | 2 | no: 2580, yes: 1530 |
| loan\_purpose | 0 | 1 | FALSE | 5 | deb: 1218, cre: 879, sma: 853, med: 635 |
| application\_type | 0 | 1 | FALSE | 2 | ind: 3494, joi: 616 |
| term | 0 | 1 | FALSE | 2 | thr: 2588, fiv: 1522 |
| homeownership | 0 | 1 | FALSE | 3 | mor: 1937, ren: 1666, own: 507 |
| missed\_payment\_2\_yr | 0 | 1 | FALSE | 2 | no: 3640, yes: 470 |
| history\_bankruptcy | 0 | 1 | FALSE | 2 | no: 3624, yes: 486 |
| history\_tax\_liens | 0 | 1 | FALSE | 2 | no: 4050, yes: 60 |

**Variable type: numeric**

| skim\_variable | n\_missing | complete\_rate | mean | sd | p0 | p25 | p50 | p75 | p100 | hist |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| loan\_amount | 0 | 1 | 16692.79 | 10038.89 | 1000.00 | 9600.00 | 15000.00 | 24000.00 | 40000.00 | ▆▇▅▃▂ |
| installment | 0 | 1 | 489.42 | 289.50 | 31.04 | 274.82 | 421.97 | 663.98 | 1566.59 | ▇▇▅▂▁ |
| interest\_rate | 0 | 1 | 11.38 | 3.92 | 4.72 | 8.22 | 11.25 | 13.75 | 20.00 | ▆▆▇▃▃ |
| annual\_income | 0 | 1 | 73015.01 | 37203.11 | 3000.00 | 45000.00 | 65000.00 | 92000.00 | 200000.00 | ▃▇▃▁▁ |
| current\_job\_years | 0 | 1 | 5.80 | 3.69 | 0.00 | 2.00 | 5.00 | 10.00 | 10.00 | ▆▃▂▂▇ |
| debt\_to\_income | 0 | 1 | 20.04 | 14.23 | 0.00 | 11.85 | 18.59 | 26.13 | 437.61 | ▇▁▁▁▁ |
| total\_credit\_lines | 0 | 1 | 22.47 | 12.03 | 2.00 | 14.00 | 20.00 | 29.00 | 87.00 | ▇▇▂▁▁ |
| years\_credit\_history | 0 | 1 | 15.76 | 7.22 | 3.00 | 11.00 | 14.00 | 19.00 | 51.00 | ▆▇▂▁▁ |

#The dataset is already clean and does not contain any missing values so we can being Exploring the dataset now.  
  
df\_summary <- loan\_data %>%  
 group\_by(loan\_default) %>%  
 summarise(count = n())  
  
ggplot(df\_summary, aes(x = loan\_default, y = count, fill = loan\_default)) +  
 geom\_bar(stat = "identity") +  
 labs(title = "Total Count of Loan Default",  
 y = "Count",  
 x = "Loan Default") +  
 theme\_minimal()

![](data:image/png;base64,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)

# Calculating the percentage  
df\_summary$percentage <- (df\_summary$count / sum(df\_summary$count)) \* 100  
print(df\_summary)

## # A tibble: 2 × 3  
## loan\_default count percentage  
## <fct> <int> <dbl>  
## 1 yes 1530 37.2  
## 2 no 2580 62.8

#Question 1 : What purpose of the loan has the highest rate of defaulting ?  
loan\_data %>%   
 group\_by(loan\_default,loan\_purpose)%>%  
 summarize(no\_of\_defaults=n())

## `summarise()` has grouped output by 'loan\_default'. You can override using the  
## `.groups` argument.

## # A tibble: 10 × 3  
## # Groups: loan\_default [2]  
## loan\_default loan\_purpose no\_of\_defaults  
## <fct> <fct> <int>  
## 1 yes debt\_consolidation 308  
## 2 yes credit\_card 470  
## 3 yes medical 384  
## 4 yes small\_business 221  
## 5 yes home\_improvement 147  
## 6 no debt\_consolidation 910  
## 7 no credit\_card 409  
## 8 no medical 251  
## 9 no small\_business 632  
## 10 no home\_improvement 378

loan\_data %>%  
 group\_by(loan\_purpose) %>%  
 summarize(default\_rate = mean(loan\_default == "yes")) %>%  
 ggplot(aes(x = reorder(loan\_purpose, -default\_rate), y = default\_rate)) +  
 geom\_bar(stat = "identity", fill = "purple") +  
 labs(title = "Default Rate by Loan Purpose", x = "Loan Purpose", y = "Default Rate") +  
 theme(axis.text.x = element\_text(angle = 45, hjust = 1))
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#Question 2 : Is there a difference in default rate between loans of different terms?  
  
#Calculating the default rate for each loan term  
default\_loanterm <- loan\_data %>%  
 group\_by(term) %>%  
 summarize(default\_rate = mean(loan\_default == "yes"))  
  
default\_loanterm

## # A tibble: 2 × 2  
## term default\_rate  
## <fct> <dbl>  
## 1 three\_year 0.268  
## 2 five\_year 0.550

default\_loanterm %>%  
 ggplot(aes(x = term, y = default\_rate)) +  
 geom\_bar(stat = "identity", fill = "green") +  
 labs(title = "Default Rate by Loan Term", x = "Loan Term", y = "Default Rate") +  
 theme(axis.text.x = element\_text(angle = 0, hjust = 0.5))
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#Question 3: Did the applicants with a higher interest rate have a higher rate of default?  
  
loan\_data$Interest\_Rate\_Group <- cut(loan\_data$interest\_rate,   
 breaks = c(0, 10, 15, 20),   
 labels = c("0-10%", "10-15%", "15-20%"))  
  
table\_default\_interest <- table(loan\_data$Interest\_Rate\_Group, loan\_data$loan\_default)

default\_rates <- prop.table(table\_default\_interest, margin = 1) \* 100 # Convert to percentages  
default\_rates

##   
## yes no  
## 0-10% 4.797508 95.202492  
## 10-15% 40.665539 59.334461  
## 15-20% 100.000000 0.000000

ggplot(data = loan\_data, aes(x = Interest\_Rate\_Group, fill = loan\_default)) +  
 geom\_bar(position = "stack") +  
 labs(title ="Default and Non-Default Cases by Interest Rate Group",  
 x = "Interest Rate Group",  
 y = "Count") +  
 theme\_minimal()

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAABPlBMVEUAAAAAADoAAGYAOjoAOmYAOpAAZrYAv8Q6AAA6ADo6AGY6OgA6Ojo6OmY6OpA6ZmY6ZpA6ZrY6kJA6kLY6kNtNTU1NTW5NTY5NbqtNjshmAABmADpmAGZmOgBmOjpmOmZmOpBmZmZmkJBmkNtmtrZmtttmtv9uTU1uTW5uTY5ubqtuq+SOTU2OTW6OTY6OyP+QOgCQOjqQOmaQZgCQZjqQZmaQkDqQkGaQkLaQtpCQttuQ27aQ2/+rbk2rbm6rbo6ryKur5P+2ZgC2Zjq2kDq2kGa2tpC2ttu229u22/+2/9u2///Ijk3I/8jI///bkDrbkGbbtmbbtpDb25Db27bb29vb2//b/7bb/9vb///kq27k/8jk///r6+v4dm3/tmb/yI7/25D/27b/29v/5Kv//7b//8j//9v//+T///9YF2gcAAAACXBIWXMAAA7DAAAOwwHHb6hkAAASqklEQVR4nO2cjX/bxBnHldB6pry1m92mYd3YBhlt2sYMBgNSIIYxQrIYGAycBRyXOI7+/39g9yqdZCVn6e6Rzsrv+6EoPp0ene6re1MURzFoNVHTBQC0QHDLgeCWA8EtB4JbDgS3HAhuORDcctwEjyLBK/u59M+jqDNezD4f3BzH0z8e2MLOB53kBD2xnW32KMsx/+dLUfTCW7ZyZZltdgrTRfSUJa43l09dTf5yigPNv32ZZ/3qsrBeBEfRViZ5wlKKLl5c+mi9lOC1Xb5dTnDVcky78ug7toJlWFLwEteby5dcTfbIwkCzByrvZfXjKFicc/5NV2rQTHIVrakiOBK1ZRPsVI7ZZnTnv3H8nweXZL8EOsHyp/nnWWtFgeaD6DZrvPPvclee4kMwr0lelOcPZLcylDfft6zbW/uLvmAujf3008C424wcX74kfmJp3ejGV6ng9fdFbimYn+DGfja/h3LocWDa5Rl09nj+HvtBdNs6oJEkytSZdEV55I2kb0J+nqSEc3UeHYKdfhSt7y+EnJvlUVcjA6ry5APF6oJVTU27nUxsVU1jT4LloCY6OnYnyYod6U7ziopNciQdrEi78SAV/PWA35viWif6BEZ+D+WYD3TT+KGgUFtxGjBNkvX/Qlemy7Y8UY1IClZhlBcjBDvo5nghZIHgX4c8YXRJIMnQbNUqtlFN3gTzE80H/N7+jt1J4o5m1bavbyyjYo2u0czB50IjdjfONtc+ip8PolTwgWhXXDDL9Ra/YFF9Kr+PcmS62jT7tHtnrI7TAZMkdVz0u/H8C14KUc9D1TMrwbqE/DxpCLajFxeGLB6D0/LkAi0WPYmdVpNXwdNuTyepse+HL//ejS6vWDMHT+OllUGSOhSZeQ/KBavU4dpumt9HOfJjqco+7b7wZzE3TQMmSeo4GU+dKJkmSMFJCfl50hByR1HIBcFrd8ZmeXKBzKKLA/RJzWryKniibjvWN0zSju0qwQU5pBJjkiXv2l0pWOiaqJKLXCM5gXQqR1Zwkl308NHt/dgIqJPUcbKyVR+te2g9BqtzqTtNh5A7ikLmJlnfdm+Ps+XJBioUzGPnqsnfGJyrWNaBvfaPf/24eVXFLuYoEswnPz8uJ7hSOdIx+Jvb+2l21hM+EN2kWakqKS+Y31i6hy4pOAmZn0VPxPrBKE+B4LTo6UlJBE+ipP7lxy31UfQXQ91dZSs2zZFWh+yC0jYlM4+i3+a66KT6PJTDeJrCu8wkO+f7d6MtI6BOUtk7sa7jSfRmspArEJyGyEjIhFxYJok5llGebCB9hXfyJ02rSVywp3Ww7Ek/YrN4PSSx84z5hJ2dcxiJWb6uWN2VpTnS6mCTrLdk3swJBryZ5mYPi4IrlsNYB/eM7BM2hYrnX/DbSQdMkvRhrFBiksUivpyEywsW81kdQu9YDJmWRwnm95tZ/GwgfS75EOv7PxjVoqtJXLDHJ1mq++jp2av8yM4jdvClj6zYdHmicxjVkeTNXCsbiLLLpLxgl3KkT7I62UJljlO3mEqSAl7rJh32KH3slBfMjzRCiKMLQo4W1sEjcS9GmQzpxambUz/JurGbxE5WUiKzB8FratoxfaAe6IqRVCy3PxLd4jfd6PZPeuxjRVLPh5McpjA2JN34epATrHrRqbmCXxRctRwsz3td/Sw6zS4eQYiZbBIwTRKCe6wuX1XnTCb+ecHyPDqEfsy1GDItTzqjYOVPy5MNlPDdH9ilv/JRnI19QxSLXTB+m+SHy56KNg4Ee+H5g8zz54CAYA+w6dalv81pGgj2ABssy/2msUYguOVAcMuB4JYDwS0HglsOBLecZgT/vNrxqYvvEwgOL7xXIDi88F6B4PDCewWCwwvvFQgOL7xXIDi88F6B4PDCewWCwwvvFQgOL7xXIDi88F6B4PDCewWCwwvvFQgOL7xXVkjwLxTUV/yGgOC6it8QEFxX8RsCgusqfkM4Cf65VkgE13sJvqyVAC24ruI3BATXVfyGgOC6it8QEFxX8RsCgusqfkNAcF3FbwgIrqv4DQHBdRW/ISC4ruI3BATXVfyGgOC6it8QEFxX8RsCgusqfkNAcF3FbwgIrqv4DQHBdRW/ISC4ruI3BATXVfyGgOC6it8QEFxX8RsCgusqfkN4FEwi4Bfi+JWuFIJJDBCHLwEEkxggDl8CCCYxQBy+BBBMYoA4fAkgmMQAcfgSQDCJAeLwJYBgEgPE4UsAwSQGiMOXAIJJDBCHLwEEkxggDl8CCCYxQBy+BBBMYoA4fAmuqeDfkJDGh+AqXCn47OFRHB/3+/17R/H54/7GSaw3RUBwiFwl+JSLjQ93+M8Xz3bi4/t6UwgEh8gVgg/vfsZa8MUne/zD+dMj3qDVpjA/BIeItYtmfXK/vxOfPTqJz5/sqY3an/2OIBrB+BolN6yCz97e4634dEOYVZvC3DSC0/gkgitVWqtasOBwp7AFZ4HgEFlWMMZgg1YJ5p3yxadHF8+25Sx6G7Podgnm6+C7ezHWwQatEVwOCA4RCK4ABENwMEBwBSAYgoMBgisAwRAcDBBcAQiG4GCA4ApAMAQHAwRXAIIhOBgguAIQDMHBAMEVgGAIDgYIrgAEQ3AwQHAFIBiCgwGCKwDBEBwMEFwBCIbgYIDgCkAwBAcDBFcAgiE4GCC4AhAMwcEAwRWAYAgOBifB+BqlFf8apXLQCE7jkwiudKXXpgVngeAQgeAKQDAEBwMEVwCCITgYILgCEAzBwQDBFYBgCA4GCK4ABENwMEBwBSAYgoMBgisAwRAcDBBcAQiG4GCA4ApAMAQHAwRXAIIhOBgguAIQDMHBAMEVgGAIDgYIroBnwdMXd5fKN1k/SH4eRWv5g3iY5/v5gyC4As0Lnm1uFYUpiATBFWhecNEhEByy4Pkgijr8524URT2W9CH7wWils81o7QMmmOdbP+C5OmneXWWXH9PLBV8hwcThS+Bf8HzQifk/0fWOuMGbY77VWWabPfZv/YDniUc3x1xqkjcRvOItmDh8CfwLFr0v+9+vY/l52t3K9MNiP5Mptsws35XkheClwpeAQDBrsFLohHW7a4k0nWUk9t86GEWCntyVzQvBV4cvAZ3g2SZb/RitUmdJBPOtPCTO54Xgq8OXgEAwX9Wy/leIniy2YN2FT9Tql+/K54Xgq8OXgG6SxQVOu4uCZ5sdNcliVpVUnZdPwOYDkVawPL5S8NnDozg+f9zfOMlviiARcE0EJ8ukIRtVP5aTqMxi11wmyZ45ySuWS2++LqQPRRCTqwSf9u8dxRfPduLj+7lNISQCroNgUkzBqoHrByaHdz9jLfj86RFvydlNYSgSARDsyBWCZRd99ugkPn+yl92o/fV+TxZx+BC/J0s8qxJrIQ+C1RIritJunAs+3RBKs5vCUCQC0IIdKWjBKbYWnIVEAAQ7Yp1FYwxeZGUFqy4/MwZfPNuW02dzUwiJAAh2xBQsflVhgnVwMasquOg1gRKQCIBgR7ItGIKXwrdgf68iLJIZg823uspDIgCCHcl20VF2klUOEgEQ7Ah+m1QBCCYxQBy+BKsqGF30kqyqYMns9YpPtkkEQLAjBV30RL33UxYSARDsSJFgdNEWVlzwEC3YQq2Ch1vx9NUxmx+J9+5Kz5AKJllVf7tMIgCCJz3+37AXjzrx7PcHfFMGLJMqUKvg2Rvjz3f5zJfZrTABhuAK1Cp4/s7Hb4xF5ypeky3bwWYFi9d28n+ftiwkAiA4Hv2pJ/pmRclFTkbwSP5pU0XDJAIgWL0D3eNmuVwHwQtvVZaDRAAEx/O/HcgX3+W77k6zaAheippb8B2X2OiiK1Cr4JHDS9ExJlmVrnTFn2RVhUQABDsCwRVYUcFijiX+ALUaJAKuhWBKUsHTrhx8h1XfvCMRAMGOpIKHnfwPJSERcC0E+yvZIong9K13rINtQDCJAeLwJVhJwfOBXv+O8At/CyspOPnivNR0SUgEQLAjxjJpKJ6JzTarrpNIBECwI+aDDvHnwdWffJIIgGBH8CSrAhBMYoA4fAmujWB8jZKfr1EqLJneOX31XfHV4OrF2bKgBVeg1hbMHyHz13TkSzulY0NwBeoVfOuA/+Ov3VX5szEI1hT+zs6Z6jWndyrBfDN/B4Krhw9cMFqwa/jABWMMdg0fumDMoh3DhyrYEQjWQLANEgEQ7AgEayDYBokACHYEgjUNCqYEgjUQbINEAAQ7AsEaCLZBIgCCHYFgDQTbIBEAwY5AsAaCbZAIgGBHIFgDwTZIBECwIxCsgWAbJAIg2BEI1kCwDRIBEOwIBGsg2AaJAAh2BII1EGyDRAAEOwLBGgi2QSIAgh2BYA0E2yARAMGOQLDm2go+7vf7947i88f9jZNYb4ogEQDBjtgFH+7w/18824mP7+tNISQCINgRq+CLT/b45vzpUXz28EhtCnOSCIBgR6yCWZ/c7+/EZ49O4vMne2qj9rXqa5RoBC/1NUqUWAWfvb3HW/HphjCrNoU5SQSgBTuy3Cz6cKewBWchEQDBjiwrGGNwWwXzTvni06OLZ9tyFr2NWXS7BPN18N29GOvg1gpeGhIBEOwIBGsg2AaJAAh2BII1EGyDRAAEOwLBGgi2QSIAgh2BYA0E2yARAMGOQLAGgm2QCIBgRyBYA8E2SARAsCMQrIFgGyQCINgRCNZAsA0SARDsCARrINgGiQAIdgSCNRBsg0QABDsCwRoItkEiAIIdgWANBNsgEQDBjkCwBoJtkAiAYEcgWAPBNkgEQLAjEKyBYBskAiDYEQjWQLANEgEQ7AgEayB4EXxPlpXwvydreUgEoAU7AsEaCLZBIgCCHYFgDQTbIBEAwY5AsAaCbZAIgGBHIFgDwTZIBECwIxCsgWAbJAIg2BEI1kCwDRIBEOwIBGsg2AaJAAh2BII1EGyDRAAEOwLBGgi2QSIAgh2BYA0E2yARAMGOQLAGgm2QCIBgRyBYA8E2SARAsCMQrIFgGyQCINgRCNZAsA0SARDsCARrINgGiQAIdgSCNRBsg0QABDsCwRoItkEiAIIdKSv4/HF/46R4F4kACHakpOCLZzvx8f3ifSQCINiRkoLPnx7FZw+PCveRCIBgR0oKPnt0Ep8/2VOffgbl8K7PTknBpxum4MpQXylx/CZEVcWpBVcGgmvD4xhcAgiujdKz6O1LZ9ElgODa8LgOLgEE14bHJ1klgODagODwwnsFgsML7xUIDi+8VyA4vPBegeDwwnsFgsML7xUIDi+8V5oRDGoDglsOBLccCG45ENxyILjlQHDLgeCWA8EtpxbBmddAxCtdKuWQ/5+/TO+CGdBIOe73+/eO3E9hBhOf/9rv7/i9AkrqEJz5c4hTXlEq5ezRyeF2fOr2jpcZ0EiJD0WlO5/CDMbh75Sevb3n8wpIqUOw+Srm4d3P2E8qhVXM8fbFJ05v4WYCGikqrOspMsFUQO7b4xXQUofg7MvU3INKEfe/80uaRkAjhXWhvCt1P4URTCOL7u8KKKlDcPbPIXiF6RQ2gv3v6b8f97ddwpsB0xTWjYqG53wKM5iEvzvs9QooqbEFH/b7/FbPNbjj7eNtt7+VMAIapxDIodPtFEYwGf788Xbs9wooqXsMVl1eksJ+OtxxG8TOcmNwXrDjKXJ3C5tFq6D+roCSembR5p9D8GpJU47ZDx5a8OIpeB968emR+ymywZRfv1dASbPrYNnTeRiDi9fBd/c8nCITTK6I+YTL5xVQgidZLQeCWw4EtxwIbjkQ3HIguOWEKXj64m7y8/N9S2aVYT6IBL3FXQYjnmXLuYCrQ/CCTddX5p0PhNppd2thV8J8sH4Qx5PMTdByWic4HnaKwkgm3C9rxjfHXoq5CgQrePrih13WmU67vNPl3S9zM731PtuoDzHfpTPEWcFiVy9zrJmFnyEJ1VE3gjjnB1HUMvnhCu6ymh6tH/DKnw86otlNu504/SCsdLdyLXjCRtjZJuumc8fyfSJdnUGH4v8SwV3uvFNYpFUlYMFbqlXtyp6V2RFpyYdbBzqv2OpJFsvy6zheODbJytv12m4aaiJvBPOcjV03AeEKTrrNXTn15X0uT9Mf4qHoXrNj8LQrO+FJJCwax/JU3YJ1+Alv2Llzmc28DayGYDUuSsHpIDnbjFTzi3UXzXtolr62mz82zQLBzZOr9Mnark6Okw8C3lVnx+Ah63aFuMla5ljBSM62EsF830IXrbr+lhC8YN6g5gNmTAlLPogBVGXgJOvgjhA37a5ljpWBh3IdrKZoepI12+ST7TVMsmrDEMyG2o6YQMleN471BzXOxiJDnPa/Izk8r33M7BrHKiZqHpaGEuM4m3i9+bpcJrXLb6CCG6JlE2gBBBtAcMuBYLByQHDLgeCWA8EtB4JbDgS3HAhuOf8HwwnUtxjWRjYAAAAASUVORK5CYII=)

loan\_data%>%  
 group\_by(loan\_default)%>%  
 summarize(defaults = n(),avg\_interest\_rate=mean(interest\_rate))

## # A tibble: 2 × 3  
## loan\_default defaults avg\_interest\_rate  
## <fct> <int> <dbl>  
## 1 yes 1530 14.9   
## 2 no 2580 9.30

#Question 4: Did applicants with a lower average annual income have a higher rate of default?  
income\_summary <- loan\_data%>%  
 group\_by(loan\_default)%>%  
 summarise(mean\_annual\_income = mean(annual\_income),Count=n())  
  
print(income\_summary)

## # A tibble: 2 × 3  
## loan\_default mean\_annual\_income Count  
## <fct> <dbl> <int>  
## 1 yes 67819. 1530  
## 2 no 76096. 2580

income\_plot <- ggplot(income\_summary, aes(x = loan\_default, y = mean\_annual\_income, fill = loan\_default)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 labs(title = "Mean Annual Income by Loan Default Status",  
 x = "Loan Default Status",  
 y = "Mean Annual Income") +  
 scale\_fill\_manual(values = c("yes" = "red", "no" = "steelblue")) + # Customize colors  
 theme\_minimal()  
  
income\_plot
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#Question 5: Is there a relationship between defaulting on the loan, loan purpose and loan amount?  
loan\_sum\_5 <- loan\_data %>%  
 group\_by(loan\_default, loan\_purpose) %>%  
 summarise(mean\_loan\_amount = mean(loan\_amount), Count = n())

## `summarise()` has grouped output by 'loan\_default'. You can override using the  
## `.groups` argument.

loan\_sum\_5

## # A tibble: 10 × 4  
## # Groups: loan\_default [2]  
## loan\_default loan\_purpose mean\_loan\_amount Count  
## <fct> <fct> <dbl> <int>  
## 1 yes debt\_consolidation 17704. 308  
## 2 yes credit\_card 17076. 470  
## 3 yes medical 17058. 384  
## 4 yes small\_business 18351. 221  
## 5 yes home\_improvement 17755. 147  
## 6 no debt\_consolidation 16224. 910  
## 7 no credit\_card 16173. 409  
## 8 no medical 16635. 251  
## 9 no small\_business 16116. 632  
## 10 no home\_improvement 16330. 378

loan\_plot <- ggplot(loan\_sum\_5, aes(x = loan\_purpose, y = mean\_loan\_amount, fill = loan\_default)) +  
 geom\_bar(stat = "identity", position = "dodge") +  
 labs(title = "Mean Loan Amount by Loan Purpose and Default Status",  
 x = "Loan Purpose",  
 y = "Mean Loan Amount") +  
 scale\_fill\_manual(values = c("yes" = "red", "no" = "steelblue")) + # Customize colors  
 theme\_minimal()  
  
loan\_plot
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#Initializing split and feature selection   
  
set.seed(123)  
loans\_split <- initial\_split(loan\_data , prop = 0.80, strata = loan\_default )  
loan\_train <- loans\_split %>% training()  
loan\_test <- loans\_split %>% testing()  
set.seed(123)

#Cross validation fold of 10 is selected  
loans\_folds <- vfold\_cv(loan\_train, v = 10)  
  
#Defining a recipe for preprocessing the data  
loans\_rec <- recipe(loan\_default ~., data = loan\_train) %>%  
 step\_YeoJohnson(all\_numeric(), -all\_outcomes()) %>%  
 step\_normalize(all\_numeric(), -all\_outcomes()) %>%  
 step\_dummy(all\_nominal(), -all\_outcomes())  
  
#Training data is preprocessed  
loans\_rec%>%  
 prep() %>%  
 bake(new\_data = loan\_train)

## # A tibble: 3,288 × 22  
## loan\_amount installment interest\_rate annual\_income current\_job\_years  
## <dbl> <dbl> <dbl> <dbl> <dbl>  
## 1 1.16 1.42 -0.566 1.90 1.10   
## 2 -1.61 -1.69 -0.357 0.177 -0.392  
## 3 -1.23 -1.21 -0.857 0.121 -0.392  
## 4 1.88 1.44 -0.0243 0.121 -0.683  
## 5 0.0108 0.0603 0.0400 -0.834 1.10   
## 6 1.64 0.991 -1.09 2.25 1.10   
## 7 -1.14 -1.10 0.0400 -1.35 1.10   
## 8 -0.557 -0.920 0.531 -1.70 -1.34   
## 9 -0.372 -0.837 -0.933 -1.18 -0.117  
## 10 -0.557 -0.543 -1.09 -0.178 1.10   
## # ℹ 3,278 more rows  
## # ℹ 17 more variables: debt\_to\_income <dbl>, total\_credit\_lines <dbl>,  
## # years\_credit\_history <dbl>, loan\_default <fct>,  
## # loan\_purpose\_credit\_card <dbl>, loan\_purpose\_medical <dbl>,  
## # loan\_purpose\_small\_business <dbl>, loan\_purpose\_home\_improvement <dbl>,  
## # application\_type\_joint <dbl>, term\_five\_year <dbl>,  
## # homeownership\_rent <dbl>, homeownership\_own <dbl>, …

#First model is a logistic regression model:  
loan\_log\_model <- logistic\_reg() %>%  
 set\_engine('glm') %>%  
 set\_mode('classification')  
  
loan\_log\_model

## Logistic Regression Model Specification (classification)  
##   
## Computational engine: glm

#workflow and model fit  
log\_pip <- workflow()%>%  
 add\_model(loan\_log\_model)%>%  
 add\_recipe(loans\_rec)  
  
model\_fit <- log\_pip%>%  
 last\_fit(split=loans\_split)

## → A | warning: glm.fit: fitted probabilities numerically 0 or 1 occurred

## There were issues with some computations A: x1There were issues with some computations A: x1

#model prediction stored in model 1  
model1 <- model\_fit %>%  
 collect\_predictions()  
  
str(model1)

## tibble [822 × 7] (S3: tbl\_df/tbl/data.frame)  
## $ id : chr [1:822] "train/test split" "train/test split" "train/test split" "train/test split" ...  
## $ .pred\_yes : num [1:822] 0.0148 0.2286 0.9125 0.7472 0.8139 ...  
## $ .pred\_no : num [1:822] 0.9852 0.7714 0.0875 0.2528 0.1861 ...  
## $ .row : int [1:822] 8 12 15 21 25 28 32 39 48 52 ...  
## $ .pred\_class : Factor w/ 2 levels "yes","no": 2 2 1 1 1 2 1 2 1 2 ...  
## $ loan\_default: Factor w/ 2 levels "yes","no": 2 1 1 1 1 2 1 2 1 2 ...  
## $ .config : chr [1:822] "Preprocessor1\_Model1" "Preprocessor1\_Model1" "Preprocessor1\_Model1" "Preprocessor1\_Model1" ...

#ROC AUC   
roc\_auc(model1, truth = loan\_default, .pred\_yes)

## # A tibble: 1 × 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 roc\_auc binary 0.988

conf\_mat(model1, truth = loan\_default, estimate = .pred\_class)

## Truth  
## Prediction yes no  
## yes 281 12  
## no 25 504

roc\_obj <- roc(response = model1$loan\_default,  
 predictor = model1$.pred\_yes,  
 levels = c("no", "yes"))

## Setting direction: controls < cases

# Plot the ROC-AUC curve  
plot(roc\_obj, main = "ROC Curve for Logistic Regression Model")
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#Applying KNN method as the second model for classification:  
#Creating the knn model while hypertuning  
knn\_model <- nearest\_neighbor(neighbors = tune()) %>%  
 set\_engine('kknn') %>%  
 set\_mode('classification')  
knn\_model

## K-Nearest Neighbor Model Specification (classification)  
##   
## Main Arguments:  
## neighbors = tune()  
##   
## Computational engine: kknn

#Making a workflow with the recipe defined above  
knn\_pip <- workflow() %>%  
 add\_model(knn\_model) %>%  
 add\_recipe(loans\_rec)  
k\_grid <- tibble(neighbors = c(10, 15, 25, 35, 50, 70, 100))  
#grid parameter is defined which is number of 'k' to tune over  
k\_grid

## # A tibble: 7 × 1  
## neighbors  
## <dbl>  
## 1 10  
## 2 15  
## 3 25  
## 4 35  
## 5 50  
## 6 70  
## 7 100

#Applying cross validation with k=10   
set.seed(231)  
knn\_tuning <- knn\_pip %>%  
 tune\_grid(resamples = loans\_folds, grid = k\_grid)  
best\_k <- knn\_tuning %>%  
 select\_best(metric = 'roc\_auc')

#Model fit  
final\_knn <- knn\_pip %>%  
 finalize\_workflow(best\_k)  
  
knn\_model <- final\_knn %>%  
 last\_fit(split = loans\_split)  
  
#model prediction stored in 'model2'  
model2 <- knn\_model %>%  
 collect\_predictions()  
  
model2

## # A tibble: 822 × 7  
## id .pred\_yes .pred\_no .row .pred\_class loan\_default .config   
## <chr> <dbl> <dbl> <int> <fct> <fct> <chr>   
## 1 train/test split 0.213 0.787 8 no no Preproces…  
## 2 train/test split 0.625 0.375 12 yes yes Preproces…  
## 3 train/test split 0.239 0.761 15 no yes Preproces…  
## 4 train/test split 0.538 0.462 21 yes yes Preproces…  
## 5 train/test split 0.175 0.825 25 no yes Preproces…  
## 6 train/test split 0.475 0.525 28 no no Preproces…  
## 7 train/test split 0.926 0.0737 32 yes yes Preproces…  
## 8 train/test split 0.242 0.758 39 no no Preproces…  
## 9 train/test split 0.508 0.492 48 yes yes Preproces…  
## 10 train/test split 0.253 0.747 52 no no Preproces…  
## # ℹ 812 more rows

#ROC AUC   
roc\_auc(model2, truth = loan\_default, .pred\_yes)

## # A tibble: 1 × 3  
## .metric .estimator .estimate  
## <chr> <chr> <dbl>  
## 1 roc\_auc binary 0.938

conf\_mat(model2, truth = loan\_default, estimate = .pred\_class)

## Truth  
## Prediction yes no  
## yes 204 14  
## no 102 502

roc\_obj <- roc(response = model2$loan\_default,  
 predictor = model2$.pred\_yes,  
 levels = c("no", "yes"))

## Setting direction: controls < cases

# Plot the ROC-AUC curve  
plot(roc\_obj, main = "ROC Curve for KNN Classification Model")
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