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# Introduction

Pour cette troisième itération du projet, l'équipe doit incorporer un système de gestion de la persistance des données. Après avoir précédemment fait un site web statique dans la première itération et l'avoir rendue dynamique dans la seconde, cette troisième itération permettra de compléter le projet le rendant plus ressemblant à ce un projet web en réalisé en entreprise.

Ce rapport présentera les techniques utilisées pour permettre de sauvegarder les achats des clients en plus de toutes les autres données qui étaient « *stubbées »* dans les itérations précédentes. Dans le but de réussir cela, le framework Hibernate sera utilisé pour faciliter la gestion de la couche de persistance.

De plus, plusieurs diagrammes seront présentés pour mieux expliquer les interactions entre les différents éléments de l'application ainsi que pour montrer l'évolution du projet aux travers les itérations. Finalement, une discussion est fournie et démontre les difficultés et les bons coups de l’équipe.

# Conception

On n’est pas jambon pis on fournis les deux. Le premier va de soi pis le deuxieme c’est par rapport à nos classes hibernate qu’on a rajouté. That’s it.

## Diagramme d’entité-relation

## Diagramme de classes

# Discussion

## Quels sont les patrons de persistance qui ont été utilisés dans votre application? Si vous avez utilisé un framework, quels patrons ont-ils permis d’implémenter?

L’utilisation du *framework* Hibernate permet l’utilisation de beaucoup de patrons de conceptions liés à la persistance des données. Certains sont utilisés sans efforts, c’est-à-dire que Hibernate les implémentes de base.

* Transfer Object
* DAO

Le patron Data Access

* Query object
* Identity field
* Foreign Key mapping
* Metadata mapping
* Lazy load
* Pool de connexion

Dans le fichier de configuration de l’application une limite de 5 connexions concurrentes à la base de données.

* Implicit lock

Le framework choisit le lock.

* Session factory

## Quel niveau d’effort a été nécessaire afin de passer d’un modèle basé sur les « stubs » au modèle avec persistance?

Afin de passer du modèle de persistance de l'itération 2 à celui de cette itération, il fallut tou t d'abords se trouver un serveur sur lequel hébergé notre base de donnée. La disponibilité d'un serveur d'un groupe étudiant duquel un des membres de notre équipe fait partie à facilité la décision quant à l'hôte de notre base de données. Par la suite le choix du type de base de donnée s'est arrêté sur PostgreSQL dû à l'expérience des membres de l'équipe et à sa facilité d'utilisation.

Ce qui demanda le plus d'effort en temps et en concentration fut la paramétrisation du fichier de configuration de notre application et l'ajout de toutes les annotations aux éléments du modèle.

## Quelles sont les principales failles de sécurité de votre application?

La faille de sécurité la plus présente dans notre application en est une qui se retrouve sur beaucoup de site web, c’est-à-dire la vulnérabilité aux attaques de dénis de service. En effet ces attaques sont difficiles à contrer puisque par exemple dans le cas d’une attaque faites par des ordinateurs zombies, les IPs des assaillants sont différents, il est donc difficile de faire des règles pour bloquer ce type d’attaque.

Le mot de passe pour se connecter à la base de données est écrit en clair dans le fichier de configuration mais ce fichier n’est pas accessible des utilisateurs et c’est une pratique standard dans ce type d’application. Cela n’engendre donc pas de risques de sécurité.

## Quels moyens ont été mis en place afin d’éviter les failles de sécurité?

* L'ajout d'une contrainte sur le nombre de connexions concurrentes via Hibernate

<prop key=*"hibernate.connection.pool\_size"*>5</prop>

* L'utilisation des méthodes de Hibernate pour manipuler les tables permettent d'éviter d'être victime d'injection de SQL

## Avez-vous utilisé une technologie où un framework additionnel? Si oui, expliquez quel est le rôle de cette technologie dans votre application.

## Pour faire le lien entre les entités du modèles et leurs tables respectives dans la base de donnée, l'utilisation de Hibernate comme ORM à rendue cela possible. Hibernate permet d'utiliser des annotations dans les classes java qui sont par la suite traduite en éléments de base de données.

Voici des exemples d'annotations utilisés dans les classes du modèle:

@Entity

@Table()

@SequenceGenerator()

@Id @GeneratedValue()

@Column()

@one to many

@JoinTable

@LazyCollection

.Cascade.All();

Par la suite la création de la classe HibernateQueriesUtil.java rends disponibles des fonctions permettant de manipuler les entités de la base de données.

## Quelles modifications feriez-vous au service Web de paiement par carte de crédit?

## Pour le contexte académique de ce projet, le service fournit est amplement suffisant pour comprendre le fonctionnement des services web. Cependant une amélioration possible serait de rajouter un appel automatique à un autre service web qui permettrait de calculer le montant des taxes. Dans un concept plus réaliste, les transactions seraient originaires de plusieurs pays et un tel service permettrait de calculé les taxes sans erreurs.

## Quelle a été, selon vous, l’élément le plus complexe à réaliser durant la session?

La partie la plus difficile de ce laboratoire était définitivement de passer d'un site statique à un site dynamique. En effet la première partie n'étant que la réalisation des pages web statique et la dernière étant grandement facilité par l'utilisation du framework Hibernate, la transformation des pages en pages JSP et l'inclusion de toute la logique d'affaire fut le plus grand défi.
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# Conclusion

Le but de cette troisième itération consistait en l'ajout d'une couche de persistance à la solution développée lors des deux premiers laboratoires. L'utilisation du framework Hibernate à permit de faire le lien entre les classes du modèle et les tables de la base de donnée PostgreSQL.

L'utilisation des annotations est ce qui rends notre application et l'intégration de Hibernate aussi facile. De plus, les connaissances des membres de l'équipe dans les domaines à l'études, c'est-à-dire le web et les bases de données, ont permit un développement avisé et structuré.

Suite à la finalisation de ce laboratoire, le résultat obtenu est une application web permettant de consulter du contenu obtenu dynamiquement dans une base de donnée PostgreSQL hébergée sur un serveur disponible en permanence. Les requêtes HTTP sont traités puis traduites en requêtes SQL à l'aide du framework Hibernate.

Finalement, cette itération conclue un projet de session qui a demandé un constant effort mais qui fut grandement formateur pour toute l'équipe. Certains des membres de l'équipe n'ayant auparavant aucune notions de web, ce projet permit de passer aux travers d'un grand nombres de notions élémentaires à notre formation.