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# 1 Introduction

This document will introduce you to the dplyr package in R, which is part of the tidyverse collection of packages designed for data science. The dplyr package is particularly powerful for data manipulation, providing an intuitive syntax and a set of versatile functions for managing data frames.

To illustrate the capabilities of dplyr, we will use data from Pew’s American Trends Panel (ATP) Wave 117.

We have obtained the variables’ coding (what each numeric value represents) from the PDF files ‘ATP W117 questionnaire’ and ‘Codebook-and-instructions-for-working-with-ATP-data’

### 1.0.1 Loading Necessary Libraries

Before we begin, ensure you have the required packages installed and loaded. If not, you can install them using install.packages().

# Install libraries if necessary  
# install.packages("haven")  
# install.packages("dplyr")  
  
# Load libraries  
library(haven)   
library(dplyr)

##   
## Attaching package: 'dplyr'

## The following objects are masked from 'package:stats':  
##   
## filter, lag

## The following objects are masked from 'package:base':  
##   
## intersect, setdiff, setequal, union

### 1.0.2 Setting the Working Directory

Set the working directory to the folder where your data file is located. Adjust the path accordingly.

# Set the working directory  
setwd('C:\\Users\\Ignacio\\Dropbox\\PhD SBU\\06\_Teaching\\00\_POL-501\\Problem Sets\\PS-1\\W117\_Nov22\\')

### 1.0.3 Loading the Dataset

We’ll load the dataset using the read\_spss() function from the haven package.

# Load the Pew's ATP Wave 117 dataset  
load\_savfile <- read\_spss("ATP W117.sav")

### 1.0.4 Subsetting Relevant Columns

We can use the select() function from dplyr to pick specific columns from the dataset.

# Subset relevant columns  
df\_subset <- load\_savfile %>%  
 select(QKEY, VOTED\_ATPCONG\_W117, VTCOUNT\_OWN\_W117, ATTENDPERSON2\_W117,  
 F\_AGECAT, F\_GENDER, F\_EDUCCAT)  
# View the structure of the subset data  
str(df\_subset)

## tibble [11,377 × 7] (S3: tbl\_df/tbl/data.frame)  
## $ QKEY : num [1:11377] 100314 100363 100598 100637 100803 ...  
## ..- attr(\*, "label")= chr "Unique ID"  
## ..- attr(\*, "format.spss")= chr "F12.0"  
## ..- attr(\*, "display\_width")= int 12  
## $ VOTED\_ATPCONG\_W117: dbl+lbl [1:11377] 3, 3, 2, 2, 3, 3, 3, 3, 3, 3, 3, 3, 3, 1, 3, 3, 3, 3...  
## ..@ label : chr "VOTED\_ATPCONG\_W117. Which of the following statements best describes you?"  
## ..@ format.spss: chr "F2.0"  
## ..@ labels : Named num [1:4] 1 2 3 99  
## .. ..- attr(\*, "names")= chr [1:4] "I did not vote in the 2022 congressional elections" "I planned to vote but wasn’t able to" "I definitely voted in the 2022 congressional elections" "Refused"  
## $ VTCOUNT\_OWN\_W117 : dbl+lbl [1:11377] 1, 1, NA, NA, 1, 4, 4, 4, 2, 1, 4, 1, 1, ...  
## ..@ label : chr "VTCOUNT\_OWN\_W117. How confident are you that your vote was accurately counted?"  
## ..@ format.spss: chr "F2.0"  
## ..@ labels : Named num [1:5] 1 2 3 4 99  
## .. ..- attr(\*, "names")= chr [1:5] "Very confident" "Somewhat confident" "Not too confident" "Not at all confident" ...  
## $ ATTENDPERSON2\_W117: dbl+lbl [1:11377] 5, 4, 5, 1, 2, 1, 2, 6, 2, 5, 2, 5, 5, 2, 5, 6, 5, 1...  
## ..@ label : chr "ATTENDPERSON2\_W117. In general how often do you attend religious services in person at a church, synagogue, mos"| \_\_truncated\_\_  
## ..@ format.spss: chr "F2.0"  
## ..@ labels : Named num [1:7] 1 2 3 4 5 6 99  
## .. ..- attr(\*, "names")= chr [1:7] "More than once a week" "Once a week" "Once or twice a month" "A few times a year" ...  
## $ F\_AGECAT : dbl+lbl [1:11377] 4, 2, 3, 4, 4, 4, 3, 3, 1, 4, 4, 4, 4, 4, 3, 4, 2, 4...  
## ..@ label : chr "Age category"  
## ..@ format.spss: chr "F8.2"  
## ..@ labels : Named num [1:5] 1 2 3 4 99  
## .. ..- attr(\*, "names")= chr [1:5] "18-29" "30-49" "50-64" "65+" ...  
## $ F\_GENDER : dbl+lbl [1:11377] 1, 2, 2, 2, 1, 1, 2, 1, 2, 2, 1, 1, 1, 2, 1, 2, 2, 1...  
## ..@ label : chr "Gender"  
## ..@ format.spss: chr "F8.2"  
## ..@ labels : Named num [1:4] 1 2 3 99  
## .. ..- attr(\*, "names")= chr [1:4] "A man" "A woman" "In some other way" "Refused"  
## $ F\_EDUCCAT : dbl+lbl [1:11377] 2, 1, 1, 2, 1, 2, 2, 2, 1, 2, 2, 1, 1, 1, 2, 1, 3, 3...  
## ..@ label : chr "Education level category"  
## ..@ format.spss: chr "F8.2"  
## ..@ labels : Named num [1:4] 1 2 3 99  
## .. ..- attr(\*, "names")= chr [1:4] "College graduate+" "Some College" "H.S. graduate or less" "Refused"

## 1.1 Recoding Categorical Variables

### 1.1.1 Recoding Voting Status

We will use the mutate() and factor() functions to recode the VOTED\_ATPCONG\_W117 variable.

# Recode VOTED\_ATPCONG\_W117 (Voting status)  
df\_subset <- df\_subset %>%  
 mutate(VOTED\_ATPCONG\_W117 = factor(VOTED\_ATPCONG\_W117,  
 levels = c(1, 2, 3),  
 labels = c("Did not vote",   
 "Planned to vote but couldn’t",   
 "Definitely voted")))

### 1.1.2 Recoding Confidence in Vote Count

Similarly, we recode VTCOUNT\_OWN\_W117.

# Recode VTCOUNT\_OWN\_W117 (Confidence in vote count)  
df\_subset <- df\_subset %>%  
 mutate(VTCOUNT\_OWN\_W117 = factor(VTCOUNT\_OWN\_W117,  
 levels = c(1, 2, 3, 4),  
 labels = c("Very confident",   
 "Somewhat confident",   
 "Not too confident",   
 "Not at all confident")))

### 1.1.3 Recoding Religious Service Attendance

We now recode ATTENDPERSON2\_W117.

# Recode ATTENDPERSON2\_W117 (Religious service attendance frequency)  
df\_subset <- df\_subset %>%  
 mutate(ATTENDPERSON2\_W117 = factor(ATTENDPERSON2\_W117,  
 levels = c(1, 2, 3, 4, 5, 6),  
 labels = c("More than once a week",   
 "Once a week",   
 "Once or twice a month",   
 "A few times a year",   
 "Seldom",   
 "Never")))

## 1.2 Recoding Demographic Variables

### 1.2.1 Recoding Age Categories

Recode the F\_AGECAT variable into readable age ranges.

# Recode F\_AGECAT (Age categories)  
df\_subset <- df\_subset %>%  
 mutate(F\_AGECAT = factor(F\_AGECAT,  
 levels = c(1, 2, 3, 4, 99),  
 labels = c("18-29",   
 "30-49",   
 "50-64",   
 "65+",   
 "Refused")))

### 1.2.2 Recoding Gender Categories

Recode the F\_GENDER variable.

# Recode F\_GENDER (Gender categories)  
df\_subset <- df\_subset %>%  
 mutate(F\_GENDER = factor(F\_GENDER,  
 levels = c(1, 2, 3, 99),  
 labels = c("Man",   
 "Woman",   
 "Other",  
 "Refused")))

### 1.2.3 Recoding Educational Attainment

Finally, recode the F\_EDUCCAT variable.

# Recode F\_EDUCCAT (Educational attainment categories)  
df\_subset <- df\_subset %>%  
 mutate(F\_EDUCCAT = factor(F\_EDUCCAT,  
 levels = c(1, 2, 3, 99),  
 labels = c("College graduate+",   
 "Some college",   
 "H.S. graduate or less",   
 "Refused")))

## 1.3 Confirming the Structure

Check the structure and ensure the new labels have been applied correctly.

# Confirm the structure and labels are correctly applied  
str(df\_subset)

## tibble [11,377 × 7] (S3: tbl\_df/tbl/data.frame)  
## $ QKEY : num [1:11377] 100314 100363 100598 100637 100803 ...  
## ..- attr(\*, "label")= chr "Unique ID"  
## ..- attr(\*, "format.spss")= chr "F12.0"  
## ..- attr(\*, "display\_width")= int 12  
## $ VOTED\_ATPCONG\_W117: Factor w/ 3 levels "Did not vote",..: 3 3 2 2 3 3 3 3 3 3 ...  
## $ VTCOUNT\_OWN\_W117 : Factor w/ 4 levels "Very confident",..: 1 1 NA NA 1 4 4 4 2 1 ...  
## $ ATTENDPERSON2\_W117: Factor w/ 6 levels "More than once a week",..: 5 4 5 1 2 1 2 6 2 5 ...  
## $ F\_AGECAT : Factor w/ 5 levels "18-29","30-49",..: 4 2 3 4 4 4 3 3 1 4 ...  
## $ F\_GENDER : Factor w/ 4 levels "Man","Woman",..: 1 2 2 2 1 1 2 1 2 2 ...  
## $ F\_EDUCCAT : Factor w/ 4 levels "College graduate+",..: 2 1 1 2 1 2 2 2 1 2 ...

## 1.4 Viewing the First Few Rows

Optionally, we can view the first few rows to verify the recoding worked as expected.

# View the first few rows to ensure everything looks correct  
head(df\_subset)

## # A tibble: 6 × 7  
## QKEY VOTED\_ATPCONG\_W117 VTCOUNT\_OWN\_W117 ATTENDPERSON2\_W117 F\_AGECAT  
## <dbl> <fct> <fct> <fct> <fct>   
## 1 100314 Definitely voted Very confident Seldom 65+   
## 2 100363 Definitely voted Very confident A few times a year 30-49   
## 3 100598 Planned to vote but could… <NA> Seldom 50-64   
## 4 100637 Planned to vote but could… <NA> More than once a … 65+   
## 5 100803 Definitely voted Very confident Once a week 65+   
## 6 101224 Definitely voted Not at all conf… More than once a … 65+   
## # ℹ 2 more variables: F\_GENDER <fct>, F\_EDUCCAT <fct>

With this, you have successfully recoded categorical variables and formatted demographic variables using dplyr. Understanding these basic yet powerful functions will enable you to manipulate your datasets more effectively in R. This concludes our introduction to dplyr.

# 2 Introduction to dplyr

dplyr is a powerful package for data manipulation in R, providing a range of functions (often referred to as “verbs”) to simplify and streamline data analysis tasks. Key verbs in dplyr include:

* select(): Pick columns by name
* filter(): Pick rows by their values
* mutate(): Create or transform variables
* summarize(): Reduce multiple values down to a single summary
* arrange(): Reorder rows
* group\_by(): Group data by one or more variables

We also make extensive use of the pipe operator (%>%), which allows us to chain together multiple operations in a readable, functional style.

Note that the following is the structure of each operation:

resulting\_df\_name <- df\_used %>%  
 verb1 %>%  
 verb2 %>%  
 verb3

Here are examples of using these verbs with the df\_subset data.

### 2.0.1 Select Columns

To select specific columns, we use the select() function:

# Select specific columns  
selected\_data <- df\_subset %>%  
 select(QKEY, VOTED\_ATPCONG\_W117, F\_AGECAT, F\_GENDER, F\_EDUCCAT)  
  
# View the selected columns  
head(selected\_data)

## # A tibble: 6 × 5  
## QKEY VOTED\_ATPCONG\_W117 F\_AGECAT F\_GENDER F\_EDUCCAT   
## <dbl> <fct> <fct> <fct> <fct>   
## 1 100314 Definitely voted 65+ Man Some college   
## 2 100363 Definitely voted 30-49 Woman College graduate+  
## 3 100598 Planned to vote but couldn’t 50-64 Woman College graduate+  
## 4 100637 Planned to vote but couldn’t 65+ Woman Some college   
## 5 100803 Definitely voted 65+ Man College graduate+  
## 6 101224 Definitely voted 65+ Man Some college

### 2.0.2 Filter Rows

To filter rows based on a condition, we use the filter() function:

# Filter data for respondents who definitely voted  
voted\_data <- df\_subset %>%  
 filter(VOTED\_ATPCONG\_W117 == "Definitely voted")  
  
# View the filtered data  
head(voted\_data)

## # A tibble: 6 × 7  
## QKEY VOTED\_ATPCONG\_W117 VTCOUNT\_OWN\_W117 ATTENDPERSON2\_W117 F\_AGECAT  
## <dbl> <fct> <fct> <fct> <fct>   
## 1 100314 Definitely voted Very confident Seldom 65+   
## 2 100363 Definitely voted Very confident A few times a year 30-49   
## 3 100803 Definitely voted Very confident Once a week 65+   
## 4 101224 Definitely voted Not at all confident More than once a week 65+   
## 5 101437 Definitely voted Not at all confident Once a week 50-64   
## 6 101493 Definitely voted Not at all confident Never 50-64   
## # ℹ 2 more variables: F\_GENDER <fct>, F\_EDUCCAT <fct>

### 2.0.3 Mutate Columns

To create new variables or transform existing ones, we use the mutate() function:

# Create a new variable "Age\_Group" based on F\_AGECAT  
df\_subset <- df\_subset %>%  
 mutate(Age\_Group = case\_when(  
 F\_AGECAT == "18-29" ~ "Young Adult",  
 F\_AGECAT == "30-49" ~ "Adult",  
 F\_AGECAT == "50-64" ~ "Middle Aged",  
 F\_AGECAT == "65+" ~ "Senior"  
 ))  
  
# View the modified dataset  
head(df\_subset)

## # A tibble: 6 × 8  
## QKEY VOTED\_ATPCONG\_W117 VTCOUNT\_OWN\_W117 ATTENDPERSON2\_W117 F\_AGECAT  
## <dbl> <fct> <fct> <fct> <fct>   
## 1 100314 Definitely voted Very confident Seldom 65+   
## 2 100363 Definitely voted Very confident A few times a year 30-49   
## 3 100598 Planned to vote but could… <NA> Seldom 50-64   
## 4 100637 Planned to vote but could… <NA> More than once a … 65+   
## 5 100803 Definitely voted Very confident Once a week 65+   
## 6 101224 Definitely voted Not at all conf… More than once a … 65+   
## # ℹ 3 more variables: F\_GENDER <fct>, F\_EDUCCAT <fct>, Age\_Group <chr>

In R, we use == for comparison in conditional statements to check if two values are equal, whereas = is used for assigning values to variables. In the case\_when() function, == is necessary because we are evaluating conditions (e.g., checking if a variable equals a specific value) rather than assigning values. The tilde ~ is used in case\_when() to link each condition with its corresponding output value. It essentially means “if this condition is true, then return this value.” Therefore, == checks the condition, and ~ specifies the result to be assigned when the condition holds true.

# Create a table with the absolute frequency of each age group  
tab\_Age <- as.data.frame(table(df\_subset$Age\_Group)) # Convert the frequency table to a data frame (use the function: as.data.frame())  
  
# Rename the columns of the tab\_Age dataframe  
colnames(tab\_Age) <- c("Age Group", "Freq")  
  
# Print the table  
print(tab\_Age)

## Age Group Freq  
## 1 Adult 3624  
## 2 Middle Aged 3231  
## 3 Senior 3520  
## 4 Young Adult 966

# Load ggplot2 for plotting  
library(ggplot2)  
  
# Create a bar plot using ggplot2  
ggplot(tab\_Age, aes(x = `Age Group`, y = Freq)) +  
 geom\_bar(stat = "identity") +  
 labs(title = "Frequency of Age Groups", x = "Age Group", y = "Frequency") +  
 theme\_minimal()

![](data:image/png;base64,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)

In ggplot2, the structure of a plot is built in layers, starting with the base ggplot() function, which initializes the plot and specifies the data and aesthetic mappings. In this example, ggplot(tab\_Age, aes(x = Age Group, y = Freq)) tells R that the data comes from the tab\_Age dataframe and maps the “Age Group” variable to the x-axis and “Freq” (frequency) to the y-axis. After initializing the plot, the geom\_bar(stat = "identity") layer is added to create the bars. Here, stat = "identity" ensures that the height of each bar corresponds to the actual frequency values in the dataset. Additional layers like labs() are used to label the plot, providing a title and axes labels. Finally, theme\_minimal() applies a clean, minimal theme to enhance the visual appeal of the plot. Each of these components builds upon the last, allowing for flexible, modular creation of complex visualizations.

### 2.0.4 Summarize Data

To summarize data, often in combination with group\_by(), we use summarize():

# Summarize data to count the number of respondents in each age group  
age\_summary <- df\_subset %>%  
 group\_by(Age\_Group) %>%  
 summarize(Count = n())  
  
# View the summarized data  
age\_summary

## # A tibble: 5 × 2  
## Age\_Group Count  
## <chr> <int>  
## 1 Adult 3624  
## 2 Middle Aged 3231  
## 3 Senior 3520  
## 4 Young Adult 966  
## 5 <NA> 36

In this code, the pipe operator (%>%) is used to chain multiple dplyr functions in a readable sequence. The group\_by(Age\_Group) function groups the dataset (df\_subset) by the Age\_Group column, meaning that subsequent operations will be performed separately for each unique Age\_Group. The summarize() function then creates a summary for each group, in this case calculating the number of rows (or observations) in each Age\_Group using n(), which counts the number of rows in each group. The result is stored in a new column called Count, and the resulting dataset age\_summary will have one row for each unique Age\_Group, with a corresponding count of observations in that group.

### 2.0.5 Arrange Rows

To reorder rows, we use the arrange() function:

# Arrange data by age group  
arranged\_data <- df\_subset %>%  
 arrange(F\_AGECAT)  
  
# View the arranged data  
head(arranged\_data)

## # A tibble: 6 × 8  
## QKEY VOTED\_ATPCONG\_W117 VTCOUNT\_OWN\_W117 ATTENDPERSON2\_W117 F\_AGECAT  
## <dbl> <fct> <fct> <fct> <fct>   
## 1 102198 Definitely voted Somewhat confid… Once a week 18-29   
## 2 274825 Definitely voted Somewhat confid… Seldom 18-29   
## 3 309053 Did not vote <NA> Seldom 18-29   
## 4 601394 Planned to vote but could… <NA> Never 18-29   
## 5 615859 Definitely voted Very confident A few times a year 18-29   
## 6 633392 Planned to vote but could… <NA> Never 18-29   
## # ℹ 3 more variables: F\_GENDER <fct>, F\_EDUCCAT <fct>, Age\_Group <chr>

### 2.0.6 Group By

To group data by one or more variables before summarizing, we use group\_by():

# Group data by gender and summarize age categories  
gender\_age\_summary <- df\_subset %>%  
 group\_by(F\_GENDER, F\_AGECAT) %>%  
 summarize(Count = n())

## `summarise()` has grouped output by 'F\_GENDER'. You can override using the  
## `.groups` argument.

# View the grouped and summarized data  
gender\_age\_summary

## # A tibble: 19 × 3  
## # Groups: F\_GENDER [4]  
## F\_GENDER F\_AGECAT Count  
## <fct> <fct> <int>  
## 1 Man 18-29 344  
## 2 Man 30-49 1523  
## 3 Man 50-64 1409  
## 4 Man 65+ 1714  
## 5 Man Refused 13  
## 6 Woman 18-29 586  
## 7 Woman 30-49 2052  
## 8 Woman 50-64 1796  
## 9 Woman 65+ 1791  
## 10 Woman Refused 22  
## 11 Other 18-29 35  
## 12 Other 30-49 41  
## 13 Other 50-64 13  
## 14 Other 65+ 8  
## 15 Refused 18-29 1  
## 16 Refused 30-49 8  
## 17 Refused 50-64 13  
## 18 Refused 65+ 7  
## 19 Refused Refused 1

### 2.0.7 Example Analysis

Now, let’s perform a more comprehensive example analysis where we combine multiple dplyr functions. Suppose we want to compare voting confidence based on different levels of education.

# Compare voting confidence based on education levels  
edu\_voting\_confidence <- df\_subset %>%  
 group\_by(F\_EDUCCAT, VTCOUNT\_OWN\_W117) %>%  
 summarize(Count = n()) %>%  
 arrange(F\_EDUCCAT, VTCOUNT\_OWN\_W117)

## `summarise()` has grouped output by 'F\_EDUCCAT'. You can override using the  
## `.groups` argument.

# View the analysis results  
edu\_voting\_confidence

## # A tibble: 20 × 3  
## # Groups: F\_EDUCCAT [4]  
## F\_EDUCCAT VTCOUNT\_OWN\_W117 Count  
## <fct> <fct> <int>  
## 1 College graduate+ Very confident 3080  
## 2 College graduate+ Somewhat confident 1149  
## 3 College graduate+ Not too confident 202  
## 4 College graduate+ Not at all confident 92  
## 5 College graduate+ <NA> 1047  
## 6 Some college Very confident 1459  
## 7 Some college Somewhat confident 968  
## 8 Some college Not too confident 231  
## 9 Some college Not at all confident 95  
## 10 Some college <NA> 911  
## 11 H.S. graduate or less Very confident 643  
## 12 H.S. graduate or less Somewhat confident 466  
## 13 H.S. graduate or less Not too confident 127  
## 14 H.S. graduate or less Not at all confident 45  
## 15 H.S. graduate or less <NA> 827  
## 16 Refused Very confident 7  
## 17 Refused Somewhat confident 10  
## 18 Refused Not too confident 3  
## 19 Refused Not at all confident 3  
## 20 Refused <NA> 12

This pipeline will group the data by F\_EDUCCAT (education levels) and VTCOUNT\_OWN\_W117 (voting confidence), summarize the counts in each group, and then arrange the results for easier interpretation.

By understanding these key functions and how to use pipes to combine them, you’ll be able to manipulate and analyze your data more effectively. This concludes our comprehensive introduction to dplyr. Explore these functions further to enhance your data analysis skills in R.