Memoria del proyecto C para la tarea 1 de Hashing.

El ordenador es Windows 10. El IDE es CodeBlocks 16.01 con el compilador por defecto “GNU GCC Compiler”.

Empiezo el proyecto copiando el prototipo que deja el profesor en el campus (main.c, hashing.c, hashing.h).

Primero creo el proyecto vacío en lenguaje C. Luego creo los archivos anteriores vacíos y copio y pego el código que deja el profesor en cada uno de ellos, respectivamente. Formateo un poco el código (con herramientas automáticas) por deformación profesional…

Cambio el nombre de las funciones por “h\_<nombre función>” para que no me den problemas al compilar el proyecto en CodeBlocks por utilizar nombres reservados.

Arreglo un pequeño fallo en el código, en la función “show”, que mostraba un warning en el printf.

Intento dejar la funcionalidad de “buscar” a la función “H”, que es la que hará la iteración de las colisiones. La función “search” (“h\_search” ahora) se dedica solamente a llamar a la función Hashing “H” que es la que devolverá la posición verdadera del elemento si existe. Dejo la función “h\_search” por si en un futuro necesitase más funcionalidad que no se deba poner en la función Hashing.

Las funciones ahora devuelven el entero 1 si ha ido bien y el -1 si ha ido mal (pensando que lo mismo en un futuro puedan devolver -2, -3… si hay varios errores posibles).

La función H ahora llama a la nueva función G, que implementa la prueba lineal finalmente.

Para que todo funcione bien, a la función H le paso un código dependiendo si quiero insertar o buscar, para que se comporte de forma diferente al encontrar la clave que se quiere. Lo mismo se podría mejorar el rendimiento poniendo enteros en vez de strings, pero de momento lo dejo así para comodidad mía.

Como pensé antes, en la función de inserción devuelvo ahora varios códigos. Un 1 cuando se ha insertado, un -1 cuando no se ha insertado por falta de espacio, y un -2 cuando ya existe ese elemento en la tabla. No pongo estos códigos en DEFINE (como el de LIBRE o BORRADO) porque solo valdrían para esta función, en “h\_search” no tendría sentido el mismo código de “Ya estaba insertado”. Dejo comentado qué es qué y así no hay problemas.

Compruebo que funciona y añado más elementos, cambio los números para ver que borra e inserta bien.

Ahora modularizo el código para poder implementar el ejercicio 2: prueba dependiente de clave.

Creo los archivos “h\_clave”, “h\_lineal”, “h\_utils” (tanto .c como .h). Separo la función H y G de las demás (insert, search…) y creo una función “H\_lineal”, otra “H\_clave” y las G de la misma forma. Las funciones insert, search y demás que no sean “H” o “G” las pongo en “utils.h”.

A las funciones de “utils” que utilicen la función “H” les agrego un parámetro nuevo llamado “prueba”, que indicará si se utiliza la H\_lineal o H\_clave. Ya que se supone que estas funciones no dependen del algoritmo.

Como al hacer la modularización se llaman a las mismas cabeceras desde diferentes sitios, pongo los llamados “guards” en los “.h” para no repetir definiciones.

Cambio el nombre a los archivos, les quito la parte “h\_” del inicio, para no confundirme con la extensión “.h”.

Arreglando la prueba lineal para que al sumar la “i” en la función G se haga el módulo.

Implemento la función G\_clave de forma correcta. Creo la variable “d” que sea la división, para que no haya problemas pongo el tamaño de la tabla a 8 y condiciono la “d” para que sea impar y mayor que cero siempre.

Una vez he terminado de hacer el algoritmo, prueba a hacerlo con los mismos valores a papel y comparar. Todo está bien en ambos, lineal y clave.