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# Введение

При вычислении произвольных арифметических выражений возникают две основные задачи: проверка корректности введённого выражения и выполнение операций в порядке, определяемом их приоритетами и расстановкой скобок. Существует алгоритм, позволяющий реализовать вычисление произвольного арифметического выражения за один просмотр без хранения промежуточных результатов. Для реализации данного алгоритма выражение должно быть представлено в постфиксной форме.

# Постановка задачи

В рамках лабораторной работы ставится задача реализации программ, обеспечивающих поддержку стеков, и разработки программных средств, производящих обработку арифметических выражений, включая проверку правильности записи выражения, перевод в постфиксную форму и вычисление результата.

# Руководство пользователя

1. Запустить файл **02\_Stack.exe**. Перед вами откроется консольное приложение с запросом ввести инфиксную форму арифметического выражения. (см. Рис. 1)

![](data:image/png;base64,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)

Рис.

Запуск программы

1. Программа выведет постфиксную форму записи арифметического выражения и запросит значения переменных, присутствующих в арифметическом выражении. (см. Рис. 2)
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Рис.

1. После ввода значений переменных программа выведет результат арифметического выражения. (см. Рис. 3)
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Действия, приводящие к ошибке

1. Не каждой открывающей скобке соответствует закрывающая скобка.
2. Введены два и более подряд операнда.
3. Введены две и более подряд операции.
4. При подсчете результата операции деления, второй операнд ноль.
5. Закрывающая скобка введена раньше, чем открывающая скобка.

Пример обработки ошибок. (см. Рис. 4)
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# Руководство программиста

## Структура программы

* Stack.h – модуль с классом, содержащий описание и реализацию функций структуры данных Стек;
* Calculating.h, Calculating.cpp – модуль с набором функций и структур, реализующий обработку арифметических выражений;
* Main.cpp – модуль программы тестирования.

## Описание классов

### Класс Stack

Стек — абстрактный тип данных, представляющий собой список элементов, организованных по принципу LIFO (англ. *lastin — firstout*, «последним пришёл — первым вышел»).

**Объявление класcа TStack:**

#pragma once

template <class ValType>

class TStack

{

public:

int size;

ValType \* elements;

int top;

public:

TStack(int \_size = 15);

TStack(const TStack&);

~TStack();

bool IsFull() const;

bool IsEmpty() const;

void Push(ValType);

void Pop();

ValType Top() const;

};

Тип “ValType” описывает тип значения элементов стека.

**Описание методов класса:**

TStack(int)

**Назначение:** Выделение динамической памяти в куче.

**Входные параметры:** Размер стека

**Выходные данные:** Отсутствуют

TStack(const TStack&)

**Назначение:** Инициализирует объекты, копируя значения элементов из объекта

того же типа.

**Входные параметры:** Константная ссылка на объект типа Stack.

**Выходные данные:** Отсутствуют

~TStack()

**Назначение:** Освобождает выделенную память.

**Входные параметры:** Отсутствуют

**Выходные данные:** Отсутствуют

Void Push(ValType)

**Назначение:** Добавление элемента в стек.

**Входные параметры:** Элемент типа ValType

**Выходные данные:** Отсутствуют

ValType Top() const

**Назначение:** Возвращает значение верхнего элемента стека, не изменяя стек

**Входные параметры:** Отсутствуют

**Выходные данные:** Значение верхнего элемента стека

Void Pop()

**Назначение:** Изымает верхний элемент из стека

**Входные параметры:** Отсутствуют

**Выходные данные:** Верхний элемент стека

Bool IsEmpty() const

**Назначение:** Проверка стека на пустоту.

**Входные параметры:** Отсутствуют

**Выходные данные:** Значение типа Boolean

Bool IsFull() const

**Назначение:** Проверка стека на полноту.

**Входные параметры:** Отсутствуют

**Выходные данные:** Значение типа Boolean

### Описание функций в модуле Calculating

**Модуль Calculating.h:**

#pragma once

#include "Stack.h"

#include <string>

using namespace std;

class Calculating

{

private:

static bool priority(char, char);

static double calculator(double, double, char);

public:

static string create\_postfix(const string);

static void get\_operands(const string , double \*&, char \*&, int &);

static double calculate(const string, const double \*, const char \*, int);

};

**Функции модуля Calculating:**

static string create\_postfix(const string);

**Назначение:** Возвращает строку в постфиксной форме.

**Входные параметры:** Cтрока

**Выходные данные:** Cтрока

static void get\_operands(const string, double \*&, char \*&, int &);

**Назначение:** Заполняет массив уникальных операндов и массив значений уникальных операндов

**Входные параметры:** Строка, указатель на ссылку на массив типа double, указатель на ссылку на массив char, ссылка на переменную int

static double calculate(const string, const double \*, const char \*, int);

**Назначение:** Возвращает значение арифметического выражения, записанного в постфиксной форме

**Входные параметры:** Строка, указатель на массив типа double, указатель на массив типа char, int

**Выходные данные:** объект типа double

## Описание алгоритмов

### Алгоритм работы Stack

Стек (англ. stack), магазин – схема запоминания информации, при которой каждый вновь поступающий ее элемент как бы «проталкивает» вглубь отведенного участка памяти находящиеся там элементы (подобно патрону, помещаемому в магазин винтовки) и занимает крайнее положение (так называемую вершину стека). При выдаче информации из стека выдается элемент, расположенный в вершине стека, а оставшиеся элементы продвигаются к вершине; следовательно, элемент, поступивший последним, выдается первым. В качестве структуры хранения стека предлагается использовать одномерный (одноиндексный) массив, размещаемый в динамической области памяти. Для описания структуры хранения следует использовать следующие переменные: elements – указатель на память, выделенную для хранения стека, size – размер выделенной памяти, top – индекс элемента массива, в котором хранится последнее добавленное значение стека. Для работы со стеком предлагается реализовать следующие операции: Метод Push – добавить элемент; При добавлении элемента в стек необходимо переместить указатель вершина стека, увеличить на 1, записать элемент в соответствующую позицию динамического массива. Метод Pop – удаление элемента; При удалении элемента из стека необходимо переместить указатель вершины стека, уменьшить на 1. Метод Top – просматривает верхний элемент стека; Возвращает значение из динамического массива по индексу вершины стека. Метод IsEmpty – проверить стек на пустоту; Стек пуст, если в нем нет ни одного элемента, т.е. когда size = top. Метод IsFull – проверить стек на полноту; Стек полон при исчерпании всей отведенной под хранение элементов памяти, т.е. когда значение size совпадает со значением top.

### Перевод в постфиксную форму

Данный алгоритм использует класс stack, который был представлен раннее.

На вход алгоритма поступает инфиксное арифметическое выражение (строка символов), на выходе постфиксное арифметическое выражение (строка символов).

Каждой операции и скобками приписывается приоритет.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Знак операции | “(“ | “)” | “+”“-“ | “\*”“/” |
| Приоритет | 0 | 1 | 2 | 3 |

Предполагается, что входная строка содержит правильное выражение.

Входная строка просматривается посимвольно слева направо до достижения конца строки, содержимое строки попадает либо в Стек№1 для операций, либо в Стек№2 для операндов и промежуточных постфиксных форм. Операндами будем считать одно-символьные переменные.

1)Если пришел операнд, то кладем его в Стек №2;

2)Если пришла левая открывающаяся скобка, то кладем ее в Стек №1.

3)Если пришла правая открывающая скобка, то изымаем операции из Стека №1 в Стек №2, пока не встретим левую открывающую скобку. После удаляем ее.

4)Если пришла операция, то смотрим приоритет операции, которая хранится на верхушке Стека №1. Если приоритет пришедшей операции больше либо равен, чем приоритет операции, которая хранится на верху Стека №1, то записываем пришедшую операцию в Стек №1. Иначе перекладываем все операции, приоритет которых больше либо равен приоритету операции на верху Стека №2, из Стека №1 в Стек №2.

5)Если дошли до конца выражения, то необходимо переложить все операции из Стека №1 в Стек №2.

**Пример**: A+B\*(C-D)

1. Пришел операнд ‘A’, кладем его в Стек №2.

|  |  |
| --- | --- |
| Стек№2 | A |
| Стек№1 |  |

1. Пришел оператор ‘+’, кладем его в Стек №1.

|  |  |
| --- | --- |
| Стек№2 | A |
| Стек№1 | + |

1. Пришел операнд ‘B’, кладем его в Стек №2.

|  |  |  |
| --- | --- | --- |
| Стек№2 | A | B |
| Стек№1 | + |  |

1. Пришел оператор ‘\*’, кладем его в Стек №1, проверяя приоритет.

|  |  |  |
| --- | --- | --- |
| Стек№2 | A | B |
| Стек№1 | + | \* |

1. Пришла левая скобка, кладем ее в Стек №1.

|  |  |  |  |
| --- | --- | --- | --- |
| Стек№2 | A | B |  |
| Стек№1 | + | \* | ( |

1. Пришел операнд ‘С’, кладем его в Стек №2.

|  |  |  |  |
| --- | --- | --- | --- |
| Стек№2 | A | B | C |
| Стек№1 | + | \* | ( |

1. Пришел оператор ‘-’, кладем его в Стек №1.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Стек№2 | A | B | C |  |
| Стек№1 | + | \* | ( | - |

1. Пришел операнд ‘D’, кладем его в Стек №2.

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| Стек№2 | A | B | C | D |
| Стек№1 | + | \* | ( | - |

1. Пришла правая скобка, изымаем операции из Стека №1 в Стек №2, пока не встретим левую открывающую скобку. Левую скобку удаляем.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Стек№2 | A | B | C | D | - |
| Стек№1 | + | \* |  |  |  |

10.Больше в строке ничего не осталось, перекладываем операции из Стека№1 в Стек№2.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Стек№2 | A | B | C | D | - |
| Стек№1 | + | \* | / |  |  |

11.Получаем ответ.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Стек№2 | A | B | C | D | - | \* | + |
| Стек№1 |  |  |  |  |  |  |  |

Получаем строку ABCD-\*+ - это и есть постфиксная форма.

### Вычисление Арифметического выражения

Выражение просматривается посимвольно слева направо. При обнаружении операнда производится перевод в числовую форму и помещение в стек. При обнаружении знака операции происходит извлечение из стека двух значений, которые рассматриваются как операнд1 и операнд2. Выполнение операции происходит в порядке «Опернад2 операция Операнд1». Результат операции помещается в стек. По окончании просмотра всего выражения из стека извлекается окончательный результат.

Пример: ABCD-\*+(В качестве значений переменных, буду считать имя переменных).

1. Пришел операнд ‘A’, кладем его в Стек.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Выражение | A | B | C | D | - | \* | + |
|  | ↓ |  |  |  |  |  |  |
| Стек | A |  |  |  |  |  |  |

1. Пришел операнд ‘B’, кладем его в Стек.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Выражение |  | B | C | D | - | \* | + |
|  |  | ↓ |  |  |  |  |  |
| Стек | A | B |  |  |  |  |  |

1. Пришел операнд ‘C’, кладем его в Стек.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Выражение |  |  | C | D | - | \* | + |
|  |  |  | ↓ |  |  |  |  |
| Стек | A | B | C |  |  |  |  |

1. Пришел операнд ‘D’, кладем его в Стек.

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| Выражение |  |  |  | D | - | \* | + |
|  |  |  |  | ↓ |  |  |  |
| Стек | A | B | C | D |  |  |  |

1. Пришел оператор ‘-’, изымаем 2 операнда из Стека и записываем в Стек C-D.

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| Выражение |  |  |  | \* | + |
|  |  |  |  |  |  |
| Стек | A | B | C-D |  |  |

1. Пришел операнд ‘\*’, изымаем 2 операнда из Стека и записываем в СтекB\*(C-D).

|  |  |  |  |
| --- | --- | --- | --- |
| Выражение |  |  | + |
|  |  |  |  |
| Стек | A | B\*(C-D) |  |

7.Пришел операнд ‘+’, изымаем 2 операнда из Стека и записываем в СтекA+B\*(C-D).

|  |  |
| --- | --- |
| Выражение |  |
|  |  |
| Стек | A+B\*(C-D) |

Получаем ответ. Алгоритм закончен.

# Заключение

Была рассмотрена структура данных Стек, а также алгоритм перевода арифметического выражения из инфиксной формы в постфиксную форму и вычисления этого выражения. Я изучил данную структуру данных, а именно:

* Её принцип работы.
* Основные операции над Стеком.
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# Приложения

## Приложение 1. Исходный код основной функции

#include "Stack.h"

#include "Calculating.h"

#include <iostream>

int main()

{

string s;

string postfixform;

double postfixformvolue = 0;

int size = 0;

cout << "Enter string" << endl;

cin >> s;

try

{

postfixform = Calculating::create\_postfix(s);

}

catch (const char\* str)

{

cout << str << endl;

}

cout << "postfix\_form:" << endl;

cout << postfixform << endl;

double \*exchange = new double[postfixform.length()];

char \* operands = new char[postfixform.length()];

try

{

Calculating::get\_operands(postfixform, exchange, operands, size);

}

catch (const char\* str)

{

cout << str << endl;

}

try

{

postfixformvolue = Calculating::calculate(postfixform, exchange, operands, size);

}

catch (const char\* str)

{

cout << str << endl;

}

cout << "postfixform volue:" << endl;

cout << postfixformvolue;

system("pause");

}

## Приложение 2. Класс TStack

#pragma once

template <class ValType>

class TStack

{

public:

int size;

ValType \* elements;

int top;

public:

TStack(int \_size = 15);

TStack(const TStack&);

~TStack();

bool IsFull() const;

bool IsEmpty() const;

void Push(ValType);

void Pop();

ValType Top() const;

};

template <class ValType>

TStack <ValType> ::TStack(int \_size)

{

size = \_size;

top = -1;

elements = new ValType[size];

for (int i = 0; i < size; i++)

elements[i] = 0;

}

template <class ValType>

TStack <ValType> ::TStack(const TStack& a)

{

size = a.size;

top = a.top;

elements = new ValType[size];

for (int i = 0; i < size; i++)

elements[i] = a.elements[i];

}

template <class ValType>

TStack<ValType>::~TStack()

{

size = 0;

top = -1;

delete[] elements;

}

template <class ValType>

bool TStack<ValType>::IsFull() const

{

return (top == size);

}

template <class ValType>

bool TStack <ValType> ::IsEmpty() const

{

return (top == -1);

}

template <class ValType>

void TStack <ValType> ::Push(ValType a)

{

if (IsFull())

throw "Full Stack";

elements[++top] = a;

}

template <class ValType>

void TStack <ValType> ::Pop()

{

if (IsEmpty())

throw "Empty Stack";

top--;

}

template <class ValType>

ValType TStack <ValType> ::Top() const

{

if (IsEmpty())

throw "Empty Stack";

return elements[top];

}

## Приложение 3. Модуль Calculating

**Calculating.h**

#pragma once

#include "Stack.h"

#include <string>

using namespace std;

class Calculating

{

private:

static bool priority(char, char);

static double calculator(double, double, char);

public:

static string create\_postfix(const string);

static void get\_operands(const string , double \*&, char \*&, int &);

static double calculate(const string, const double \*, const char \*, int);

};

**Calculating.cpp**

#include <iostream>

#include "Calculating.h"

bool Calculating::priority(char a, char b)

{

if (((a == '+' || a == '-') && (b == '\*' || b == '/' || b == '+' || b == '-')) || ((a == '\*' || a == '/') && (b == '\*' || b == '/')))

return false;

return true;

}

double Calculating::calculator(double a, double b, char c)

{

if (c == '+')

return a + b;

if (c == '-')

return a - b;

if (c == '\*')

return a \* b;

if (c == '/')

{

if (b == 0)

throw"EROR";

return a / b;

}

}

string Calculating::create\_postfix(const string s)

{

int flag = 0, flag1 = 0;

for (int i = 0; i < s.length(); i++)

{

if (s[i] == '(')

flag++;

if (s[i] == ')')

flag--;

}

if (flag != 0)

throw "EROR";

for (int i = 0; i < s.length(); i++)

{

if (s[i] == ')')

{

for (int k = 0; k < i; k++)

{

if (s[k] == '(')

flag1 = 1;

}

if (flag1 == 0)

throw"EROR";

}

}

for(int i = 1; i < s.length(); i++)

if (((s[i] == '+') || (s[i] == '-') || (s[i] == '\*') || (s[i] == '/')) && ((s[i-1] == '+') || (s[i-1] == '-') || (s[i-1] == '\*') || (s[i-1] == '/')))

throw "EROR";

for (int i = 1; i < s.length(); i++)

if (((s[i] != '+') && (s[i] != '-') && (s[i] != '\*') && (s[i] != '/')) && ((s[i - 1] != '+') && (s[i - 1] != '-') && (s[i - 1] != '\*') && (s[i - 1] != '/')))

throw "EROR";

TStack<char> operators;

TStack<char> operands;

for (int i = 0; i < s.length(); i++)

{

if ((s[i] == '+') || (s[i] == '-') || (s[i] == '\*') || (s[i] == '/') || (s[i] == ')') || (s[i] == '('))

{

if (operators.IsEmpty()) operators.Push(s[i]);

else

{

if (s[i] == '(') operators.Push(s[i]);

else

{

if (s[i] == ')')

{

while (operators.Top() != '(')

{

operands.Push(operators.Top());

operators.Pop();

}

operators.Pop();

}

else

{

if (priority(s[i], operators.Top()) == true) {

operators.Push(s[i]);

}

else

{

while ((operators.top != 0) && (operators.Top() != '(') && (priority(s[i], operators.Top()) != true))

{

operands.Push(operators.Top());

operators.Pop();

}

if (priority(s[i], operators.Top()) != true)

{

operands.Push(operators.Top());

operators.Pop();

}

operators.Push(s[i]);

}

}

}

}

}

else

operands.Push(s[i]);

}

while (operators.top != -1)

{

operands.Push(operators.Top());

operators.Pop();

}

string postfixform(operands.elements);

return postfixform;

}

void Calculating::get\_operands(const string postfixform, double \*&exchange, char \*&operands, int & size)

{

int j = 0;

double a, flag = 0;

for (int i = 0; i < postfixform.length(); i++)

{

if ((postfixform[i] != '+') && (postfixform[i] != '-') && (postfixform[i] != '\*') && (postfixform[i] != '/'))

{

for (int k = 0; k < i; k++)

if (postfixform[i] == postfixform[k])

{

flag = 1;

}

if (flag == 0)

{

operands[j] = postfixform[i];

cout << "Enter the meaning of " << postfixform[i] << endl;

cin >> a;

exchange[j] = a;

j++;

size++;

}

flag = 0;

}

}

}

double Calculating::calculate(const string postfixform, const double \*exchange, const char \*operands, int size)

{

double b;

TStack<double> finalvolue;

for (int i = 0; i < postfixform.length(); i++)

{

if ((postfixform[i] == '+') || (postfixform[i] == '-') || (postfixform[i] == '\*') || (postfixform[i] == '/'))

{

b = calculator(finalvolue.elements[finalvolue.top - 1], finalvolue.elements[finalvolue.top], postfixform[i]);

finalvolue.Pop();

finalvolue.Pop();

finalvolue.Push(b);

}

else

{

for (int k = 0; k < size; k++)

if (postfixform[i] == operands[k])

{

finalvolue.Push(exchange[k]);

break;

}

}

}

return finalvolue.elements[0];

}