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# Постановка задачи

Реализовать, на C++, класс булевых функций (далее – б.ф.), представимых таблицей истинности в виде вектора, СКНФ, СДНФ, сокращённой ДНФ, КФ, ДФ, полиномом Жегалкина и картой Карно.

Класс должен содержать:

* данные: вектор таблицы истинности, матрицу/вектор сокращённой ДНФ, матрицы/вектора КФ и ДФ, вектор коэффициентов полинома Жегалкина и карту Карно.
* методы конверсий таблицы истинности в: полином Жегалкина, карту Карно, СДНФ, СКНФ и обратно + метод перевода из СДНФ в сокращенную ДНФ (метод Квайна);
* методы вычисления значения в точке, записи в таблицу истинности
* методы потокового ввода/вывода из/в ‘cin’ | ‘cout’ | ‘\*.txt’
* методы проверки свойств: самодвойственности, сохранения нуля, единицы, монотонности, линейности, симметричности.

При реализации класса необходимо использовать побитовые булевы операции `&`, `|`, `^` и сдвиги `<<`, `>>`.

# Ограничения

Накладывается следующее ограничение на количество переменных: . Это связано с тем, что, во-первых, мы работаем с типом uint и нам удобнее работать с числами, в которых число битов меньше 32, а во-вторых, с огромным количеством памяти и времени, которое потребуется для хранения и инициализации при . Уже при , что недопустимо при работе с оперативной памятью.

# Решение задачи

## Прототип класса

class bool\_func;

### Перечисление типов

using uint = unsigned int; // 32 bits

using luint = long unsigned int; // 64 bits

using uvec = std::vector<uint>; // package of 32bits numbers

using umatr = std::vector<uvec>; // matrix of packages of 32bits numbers for tKarn

using byte = unsigned char; // 8 bits

enum rep\_type

{

tTVT, tPDNF, tPCNF, tZheP, tKarn, tRDNF, tCF, tDF

}; // end of 'rep\_type' enum

**Пояснение**: tTVT – таблица истинности, tPDNF – совершенная дизъюнктивная форма, tPCNF – совершенная конъюктивная форма, tZheP – полином Жегалкина, tKarn – карта Карно, tRDNF – сокращенная дизъюнктивная форма, tCF – конъюктивная форма, tDF – дизъюнктивная форма.

### Хранимая информация

private:  
byte n; // number of variables   
uint mPDNF, mPCNF, mRDNF, mCF, mDF;  
uvec TVT, PDNF, PCNF, ZheP, RDNF, CF, DF;  
umatr Karn;

**Пояснение**: “m\*” – дополнителная информация о том или ином представлении, то есть, mPDNF, например, показывает количество конъюнктов. Uvec TVT, …­­­­ – хранимые вектора представлений, umatr Karn – матрица карты Карно.

### Конструкторы

public:  
bool\_func() = default;  
bool\_func(byte n, const uvec & source, rep\_type tp = tTVT, luint m = 0);  
bool\_func(byte n, const umatr & KarnMatr);

**Пояснение**: первый конструктор - коструктор «по умолчанию», используется для создания пустого класса б.ф.; второй – используется для инициализации класса б.ф. от любого из типов представления, кроме карты Карно, так как там требуется матрица, поэтому для инициализации от типа tKarn используется отдельный – третий – конструктор.

### Методы конверсий

private:  
void fromTVT(rep\_type tp);  
void toTVT(rep\_type tp = tTVT);  
void Quine(); // PDNF -> RDNF

**Пояснение**: для всех типов, кроме tRDNF реализованы две функции для конверсий – fromTVT(tp), переводящая из таблицы истинности в заданный тип tp и обратная ей – toTVT(tp), создающая таблицу истинности, исользуя текущий тип tp, таким образом конверсии из всех типов во все происходит через таблицу истинности. РДНФ создается отдельно, с помощью метода Квайна из СДНФ.

### Методы вычисления/установки значения

public:  
bool value(uint x, rep\_type tp = tTVT); // Getting value

private:  
void setValue(uint x, bool val);

**Пояснение**: value – публичный метод для вычисления значения б.ф. в точке х с помощью типа представления tp, а setValue – приватный метод установки значения в точке х в вектор истинности, используемый только внутри класса при конверсиях.

### Методы ввода/вывода

private:  
friend std::istream & operator>>(std::istream & in, bool\_func & bf);  
friend std::ostream & operator<<(std::ostream & out, bool\_func & bf);

public:

void read(std::istream & in, rep\_type tp = tTVT, luint m = 0);

void write(std::ostream & out, rep\_type tp = tTVT);

**Пояснение**: операторы используются только для вывода/ввода из/в таблицу истинности, для всех остальных же типов используются read и write.

### Методы проверки свойств

public:  
bool saveZero();

bool saveOne();

bool isSelfDual();

bool isLinear();

bool isMonotone();

### Вспомогательные методы

private:  
void convers(rep\_type typeFrom, std::vector<rep\_type> typesTo, bool needQuine);  
void pack(uvec inv, rep\_type tp, uvec ent = uvec()); // RDNF, PDNF, PCNF  
uint getSet(uint i, uvec bf, luint m); // RDNF, PDNF, PCNF, CF, DF  
void print(std::ostream & out, int w, uvec bf);  
bool consistPair(uvec & entV, uvec & invV, uint ent, uint inv);  
static uint Grey(uint ind); // From index to Grey code  
static uint Grey2Int(uint g); // From Grey code to index

**Пояснение**: convers() – функция, облегчающая визуально конструктор класса б.ф., где производятся все необходимые переводы; pack() – метод для упаковки СДНФ, СКНФ и РДНФ в 32битные вектора; getSet() – метод для получения i-того конъюнкта/дизъюнкта для СДНФ/СКНФ или i-той маски инверсии/вхождения для РДНФ, КФ или ДФ; print() – функция, облегчающая вывод представлений б.ф. consistPair() - вспомогательный метод для метода Квайна, позволяющий отследить присутствие пары масок вхождение–инверсия в промежуточных массивах пар таких масок; Grey() – метод получения кода Грея из индекса; Grey2Int() – обратный метод – из кода Грея получается индекс.

## Реализация класса

### Конструкторы

bool\_func() = default;

**Пояснение**: все переменные класса заполняются значениями по умолчанию, создаются вектора нулевого размера.

bool\_func::bool\_func(byte n, const uvec & source, rep\_type tp, luint m)

{

this->n = n;

TVT = uvec((((1 << n) - 1) >> 5) + 1);

PDNF.clear();

PCNF.clear();

RDNF.clear();

ZheP = uvec((((1 << n) - 1) >> 5) + 1);

CF.clear();

DF.clear();

Karn = umatr(1 << (n >> 1));

for (auto i = Karn.begin(); i != Karn.end(); i++)

\*i = uvec(((1 << ((n >> 1) + (n & 1))) >> 5) + 1);

switch (tp)

{

case tTVT:

TVT = source;

convers(tp, std::vector<rep\_type>({tPDNF, tPCNF, tZheP, tKarn}), true);

break;

case tPDNF:

PDNF = source;

mPDNF = m;

convers(tp, std::vector<rep\_type>({tPCNF, tZheP, tKarn}), false);

Quine(); // PDNF -> RDNF

break;

case tPCNF:

PCNF = source;

mPCNF = m;

convers(tp, std::vector<rep\_type>({tPDNF, tZheP, tKarn}), true);

break;

case tZheP:

ZheP = source;

convers(tp, std::vector<rep\_type>({tPDNF, tPCNF, tKarn}), true);

break;

case tRDNF:

RDNF = source;

mRDNF = m;

convers(tp, std::vector<rep\_type>({tPDNF, tPCNF, tZheP, tKarn}), false);

break;

case tDF:

DF = source;

mDF = m;

convers(tp, std::vector<rep\_type>({tPDNF, tPCNF, tZheP, tKarn}), true);

break;

case tCF:

CF = source;

mCF = m;

convers(tp, std::vector<rep\_type>({tPDNF, tPCNF, tZheP, tKarn}), true);

break;

}

} // End of constructor

**Пояснение**: в первых строчках происходит заблаговременное выделение памяти / очистка векторов (для последующего заполнения с помощью прямого доступа / с помощью операции push\_back). Далее происходит копирование пришедшей информации в то или иное представление и вызывается вспомогательная функция convers, которая производит все переводы.

**Пояснение формул**: (((1 << n) - 1) >> 5) + 1 соответствует формуле ,  
где , то есть количество необходимых битов для таблицы истинности, так как наша таблица истинности – вектор uint, надо разделить количество битов без одного (так как при количество кратно 32 и получится неверный размер массива) на 32, чтобы узнать количество uint, в которое поместится таблица истинности целиком, после чего необходимо прибавить единицу, чтобы получить итоговый размер необходимого массива. То же самое и с полиномом Жегалкина.

На карту Карно сначала выделяется память на строки – их , а затем выделяется память в каждой строке на столбцы – их , чему соответствуют вышеуказанные формулы.

bool\_func::bool\_func(byte n, const umatr & KarnMatr)

{

this->n = n;

TVT = uvec((((1 << n) - 1) >> 5) + 1);

PDNF.clear();

PCNF.clear();

RDNF.clear();

ZheP = uvec((((1 << n) - 1) >> 5) + 1);

Karn = KarnMatr;

convers(tKarn, std::vector<rep\_type>({tPDNF, tPCNF, tZheP}), true);

} // End of constructor

**Пояснение**: отдельно выделенный конструктор для карты Карно. Происходят те же самые выделения памяти и присвоение присланной информации, что и выше.

### Методы конверсий

void bool\_func::fromTVT(rep\_type tp)

{

uint bits;

switch (tp)

{

case tPDNF:

for (int i = 0; i < 1 << n; i++)

if (value(i))

PDNF.push\_back(i);

mPDNF = PDNF.size();

pack(PDNF, tp);

break;

case tPCNF:

for (int i = 0; i < 1 << n; i++)

if (!value(i))

PCNF.push\_back(i);

mPCNF = PCNF.size();

pack(PCNF, tp);

break;

case tKarn:

uint x, i, j, s, bMask, wInd;

bits = 1u << ((n >> 1) + (n & 1));

bits = bits > 0x20 ? 0x20 : bits;

s = Karn[0].size();

for (x = 0; i = Grey2Int(x >> n - (n >> 1)), j = Grey2Int(x & (1 << (n - (n >> 1))) - 1), wInd = s - 1 - (j >> 5), bMask = 1 << bits - 1 - (j & 0x1f), x < 1u << n; x++)

Karn[i][wInd] ^= ((Karn[i][wInd] & bMask) == bMask) != value(x) ? bMask : 0;

break;

case tZheP:

uint D = 1u << n, wZind, bZind, bZmask, wTind, bTind, bTmask;

bits = n > 5 ? 0x1f : (1u << n) - 1;

for (uint d = 0; wZind = d >> 5, bZind = d & 0x1f, bZmask = 1u << bits - bZind, d < D; d++)

for (uint x = 0; wTind = TVT.size() - 1 - (x >> 5), bTind = x & 0x1f, bTmask = 1u << bTind, x <= d; x++)

ZheP[wZind] ^= (TVT[wTind] & bTmask) == bTmask && x == (x & d) ? bZmask : 0;

break;

}

} // End of 'bool\_func::fromTVT' function

**Пояснение**:

PDNF: так как нам уже известна таблица инстинности, нам нужно просто получить кортежи, в которых функция равна единице, то есть проходим по всему пространству, и если функция дает true в текущей точке, добавляем эту точку в вектор СДНФ, тогда вспомогательная mPDNF (количество конъюнктов) равна размеру вектора. Далее происходит упаковка вектора для более компактного хранения.

PCNF: то же самое, с точностью до того факта, что в случае СКНФ учитываются нули функции, а не единицы.

Karn: bits – количество битов в слове в строчке (), s – количество выделенных uint для хранения одной строчки таблицы Карно. За один цикл происходит проход по всему булеву пространству, для каждой точки высчитываются координаты в карте Карно с помощью вспомогательной функции Grey2Int: i – индекс кода Грея первой половины текущего кортежа, что будет номером строчки в матрице Karn, j – индекс второй половины, но для получения индекса слова в строчке необходимо посчитать wInd, который получается по вышеуказанной формуле, так как мы храним информацию слева направо (иначе было бы просто j >> 5). Далее в полученном слове с помощью маски и операции XOR устанавливается значение функции в данной точке х. Маска получается сдвигом единицы на разность количества битов в слове без единицы и остатка от деления индекса j на 32. Побитовое И слова с маской даст маску только в случае присутствия в слове единицы на том же месте, что и в маске, что означает, что значение функции в этой точке тоже единица (true), то же самое и при нуле, то есть при несовпадении значений операций value() и сравнения маски с результатом побитового И, бит в текущем слове карты Карно необходимо сменить на обратный, что достигается путем применения побитого исключаещего или с маской, и с нулем в обратном случае, когда бит не подлежит изменению.

ZheP: bits – опять же количество битов в одном слове вектора. В первом цикле происходит проход по всему булеву пространству для d, считается индекс слова в векторе коэффициентов полинома Жегалкина wZind, маска bZmask (опять же bits – bZind так как хранение слева направо), для соответствующего бита в выбранном слове. Во втором цикле пробегаем уже не по всему пространству, а только до d, так как нам нужны , так же считаются индексы слова уже в таблице истинности и маска для соответствующего бита в слове. Далее происходит суммирование по модулю два для соответствующего бита в слове вектора коэффициентов с помощью посчитанной маски.

Первое равенство в условии триплексной операции – проверка на истинность функции в текущей точке х, а второе – , при выполнении этих двух условий, текущий бит, соответствующий коэффициенту при x, увеличивается (по модулю два) на единицу с помощью маски, в обратном случае соответственно бит не меняется. Таким образом устанавливаются все коэффициенты для всего булева пространства.

void bool\_func::toTVT(rep\_type tp)

{

switch (tp)

{

case tPDNF:

for (int i = 0; i < 1 << n; i++)

setValue(i, false);

for (uint x, i = 0; i < mPDNF; i++)

x = getSet(i, PDNF, mPDNF), setValue(x, true);

break;

case tPCNF:

for (int i = 0; i < 1 << n; i++)

setValue(i, true);

for (uint x, i = 0; i < mPCNF; i++)

x = getSet(i, PCNF, mPCNF), setValue(x, false);

break;

case tZheP:

case tRDNF:

case tDF:

case tCF:

case tKarn:

for (int i = 0; i < 1 << n; i++)

setValue(i, value(i, tp));

break;

}

} // End of 'bool\_func::toTVT' function

**Пояснение**: для СДНФ и СКНФ сначала происходит заполнение всей таблицы значением по умолчанию (0 при СДНФ и 1 при СКНФ), далее для всех х, принадлежащих СДНФ (получаются с помощью вспомогательной функции getSet, «достающей» кортеж из упакованного вектора) устанавливается значение функции в true, а для СКНФ, наоборот, false. Для всех остальных представлений пробегаемся по всему булеву пространству, находим значение в точке с помощью того или иного представления методом value и устанавливаем это значение в таблицу истинности с помощью метода setValue.

void bool\_func::Quine()

{

uvec ent, inv, entF, invF, entUsed, invUsed;

uint max = (1u << n) - 1, v;

for (uint i = 0; i < 1u << n; i++)

if (value(i))

inv.push\_back(i);

for (uint i = 0; i < inv.size(); i++)

ent.push\_back(max);

for (uint j = 0; j < inv.size(); j++)

{

uint size = ent.size();

for (uint k = j + 1; k < size; k++)

if ((v = ent[j] == ent[k] ? inv[j] ^ inv[k] : 0) && !(v & (v - 1)))

ent.push\_back((v ^ max) & ent[j]), inv.push\_back(inv[j]), entUsed.push\_back(ent[k]), entUsed.push\_back(ent[j]), invUsed.push\_back(inv[k]), invUsed.push\_back(inv[j]);

if (size == ent.size() && !consistPair(entUsed, invUsed, ent[j], inv[j]) && !consistPair(entF, invF, ent[j], inv[j]))

entF.push\_back(ent[j]), invF.push\_back(inv[j]);

}

mRDNF = invF.size();

pack(invF, tRDNF, entF);

} // End of 'bool\_func::Quine' function

**Пояснение**: выше представлен метод Квайна перевода из СДНФ в РДНФ. Для реализации метода используются 6 дополнительных векторов: ent – вектор вхождений переменных в соответствующем кортеже, inv – инверсий, entF – финальный вектор вхождений, invF – инверсий, entUsed – вектор использованных масок вхождения и invUsed – использованных масок инверсий. max – максимально возможное число в 32битном слове при текущем количестве переменных n. Для начала я забиваю массив инверсий точками булева пространства, в которых функция принимает значение true (то есть просто кортежи СДНФ, которые сами по себе и являются масками инверсий), а массив вхождений – максимальным числом, то есть при трех переменных, массив забьется числом , которое значит, что все три бита входят в кортеж. Таким образом я имею пару маска инверсии – маска вхождения для каждого кортежа из СДНФ. Далее я иду по этой паре векторов (можно идти по любому, так как равны размеры) и произвожу «склейку» сверху вниз. Разрабатывая алгоритм, я пришел к выводу, что склейка производится только при равенстве масок вхождения, что и проверяется при склейке во втором цикле. Если маски равны, то с помощью побитого исключающего или масок инверсий мы можем получить единицы в тех местах, где маски отличаются, то есть, если мы получим после XOR число, равное степени двойки, то есть число с единственной единицой в двоичной записи, то наши кортежи отличаются всего на один бит, а значит, их можно склеить. Проверка на степень двойки осуществляется по формуле Итак, мы получили число, которое указывает в каком месте отличаются наши кортежи, в таком случае обратное число будет показывать новую маску вхождения переменных в полученный склейкой кортеж. Таким образом я добавляю в массив всех масок вхождений число, обратное полученному в результате XOR, не забывая при этом и учесть предыдущее значение маски вхождений для этого кортежа, ибо некоторые переменные могли и не учитываться при операции исключающего или, и первую маску инверсий (можно добавить и inv[k], так как маски одинаковые в битах, соответствующих единицам в маске вхождения). Так же я здесь же добавляю обе маски вхождений и инверсий в векторы использованных масок, то есть произвожу операцию, подобную «вычеркиванию». До второго цикла я фиксирую размер текущего массива масок вхождений/инверсий. После цикла производится проверка на изменения этого размера, то есть если мы за весь цикл не изменили размер вектора масок, то, получается джитый кортеж мы ни с кем не склеили, тогда, казалось бы, его можно добавить в финальный вектор необходимых инверсий и вхождений, но следует не забывать, что вычеркнутые маски мы не добавляем, поэтому производится проверка на присутствие текущей пары масок вхождения–инверсии в векторах использованных масок и финальных масок, дабы не добавлять лишнего. То есть, если не произошло ни одной склейки (размер текущего рабочего массива не изменился) и пара не содержится в векторах, она добавляется в финальные массивы масок. Таким образом, при достижении конца вектора масок инверсий будут построены финальные вектора масок вхождений и инверсий для редуцированной ДНФ, причем invF.size() даст количество конъюнктов. Далее происходит упаковка пар масок в один вектор uint.

### Методы вычисления/установки значения

bool bool\_func::value(uint x, rep\_type tp)

{

uint sum = 0, bits, xorMask = (1u << n) - 1;

switch (tp)

{

case tTVT:

case tPDNF:

case tPCNF:

return TVT[TVT.size() - 1 - (x >> 5)] >> (x & 0x1f) & 1;

case tZheP:

bits = n > 5 ? 0x1f : (1 << n) - 1;

uint set, wZind, bZind, bZmask;

for (set = 0; wZind = set >> 5, bZind = set & 0x1f, bZmask = 1u << bits - bZind, set < 1u << n; set++)

sum ^= (ZheP[wZind] & bZmask) == bZmask && (set & x) == set;

return sum;

case tRDNF:

for (uint i = 0; i < mRDNF; i++)

if (((getSet(mRDNF + i, RDNF, mRDNF \* 2) ^ xorMask ^ x) & getSet(i, RDNF, mRDNF \* 2)) == getSet(i, RDNF, mRDNF \* 2))

return true;

return false;

case tDF:

for (uint i = 0; i < mDF; i++)

if (((getSet(mDF + i, DF, mDF \* 2) ^ xorMask ^ x) & getSet(i, DF, mDF \* 2)) == getSet(i, DF, mDF \* 2))

return true;

return false;

case tCF:

for (uint i = 0; i < mCF; i++)

if ((getSet(mCF + i, CF, mCF \* 2) ^ x) & getSet(i, CF, mCF \* 2) == 0)

return false;

return true;

case tKarn:

uint s = Karn[0].size();

bits = 1 << ((n >> 1) + (n & 1));

uint i = Grey2Int(x >> n - (n >> 1)), j = Grey2Int(x & (1 << n - (n >> 1)) - 1), wInd = s - 1 - (j >> 5), bMask = bits - 1 - (j & 0x1f);

return Karn[i][wInd] >> bMask & 1;

}

return false;

} // End of 'bool\_func::value' function

**Пояснение**:

TVT, PDNF, PCNF: здесь берется значение из таблицы истинности, сначала считается индекс слова в таблице, затем слово сдвигается на необходимое количество битов таким образом, чтобы нужный нам бит стоял с правого края, таким образом побитовое И с единицей даст значение в точке.

ZheP: значение получается в одном цикле, пробегаясь по всем точкам булева пространства, высчитывая индексы слова в векторе коэффициентов и маски соответствующего точке бита в слове, путем суммирования по модулю два коэффициентов, соответствующих текущей точке set, для которой верно: коэффициент при этой точке ненулевой и .

RDNF: для получения значения в точке необходимо подействовать маской вхождения на х: сначала получаем маску методом getSet, в полученной маске 0 стоят на местах, где переменную следует обратить, а обращение происходит с помощью битового XOR с единицей, для чего и сделано сначала обращение маски, чтобы на места тех нулей встали единицы и уже после производится побитовое исключающее ИЛИ с х, далее с помощью побитового И с маской вхождения проверяется, стоят ли единицы на одинкаковых местах, если да, то в наш конъюнкт даст единицу, а так как РДНФ – это дизъюнктивная форма, то ноль уже никак не может получиться, поэтому уже на данном этапе можно вернуть true как значение функции в точке. Иначе, если ни одного такого конъюнкта не встретилось, возвращаем false.

DF: такая же ситуация

CF: симметричная ситуация, здесь на местах инверсий стоят уже единицы, поэтому маска вхождения сразу действует на х. Если на всех местах, где маска вхождения имеет единицу, точка имеет нули, то дизъюнкт даст ноль и так как КФ – конъюнктивная форма, единица уже никак не сможет получиться, а значит уже можно вернуть false как значение функции в точке. Иначе, если не втретится ни одного такого дизъюнкта, то есть все они будут истинны, то и их конъюнкция даст true.

Karn: значение получается примерно так же, как из таблицы истинности: находятся индексы строки и слова в строке с помощью методов Grey2Int и соответствующих сдвигов, далее слово смещается вправо так, чтобы нужный бит оказался справа и сравнивается с единицей.

void bool\_func::setValue(uint x, bool val)

{

uint wTind = TVT.size() - 1 - (x >> 5), bTind = x & 0x1f, bTmask = 1 << bTind;

TVT[wTind] ^= (TVT[wTind] & bTmask) == bTmask != val ? bTmask : 0;

} // End of 'bool\_func::setValue' function

**Пояснение**: как было показано ранее, считаются индексы слова в векторе истинности и маска для нужного бита и с помощью операции XOR устанавливается соответствующий бит в нужном слове.

### Методы ввода/вывода

std::istream & operator>>(std::istream & in, bool\_func & bf);

**Пояснение**: в виду отсутствия особой математики, не буду приводить код оператора, следует заметить только, что количество переменных вычисляется как n = (byte)log2(str.size() << 2); То есть считается длина текстовой строки и умножается на 4 (так как одна литера шестнадцатеричного кода представляет 4 двоичного), при этом получается значений таблицы истинности, а значит логарифм этого числа и будет количеством переменных.

std::ostream & operator<<(std::ostream & out, bool\_func & bf);

**Пояснение**: по тем же причинам стоит указать лишь, что w – это ширина одного шестнадцатеричного слова при данном количестве переменных.

void bool\_func::read(std::istream & in, rep\_type tp, luint m)

**Пояснение**: содержит довольно примитивные расчеты количества переменных, далее происходит чтение строки по словам из 8 символов (те же 32 бита) и вызывается уже разобранный конструктор от того или иного представления.

void bool\_func::write(std::ostream & out, rep\_type tp)

**Пояснение**: так же довольно примитивные расчеты необходимой ширины слова и вызов вспомогательной функции print, позволяющей печатать каждое слово из вектора с выбранной шириной (то есть слово дополнится нулями слева при нехватке).

### Методы проверки свойств

bool saveZero(), bool saveOne() – очевидно

bool bool\_func::isSelfDual()

{

uint max = (1u << n) - 1;

for (uint x = 0; x < 1u << n; x++)

if (value(x) != ~value(x ^ max))

return false;

return true;

} // End of 'bool\_func::isSelfDual' function

**Пояснение**: цикл по всему булеву пространству, проверяющий на равенство значения функции в точке и обратного значения от инвертированной точки, если они хоть в какой то точке не совпали – функция не самодвойственная, а значит, возвращаем нуль, если же такого кортежа не встретилось, то функция самодвойственна.

bool bool\_func::isLinear()

{

uint bits = n > 5 ? 0x1f : (1 << n) - 1;

uint x, wZind, bZind, bZmask;

for (x = 0; wZind = x >> 5, bZind = x & 0x1f, bZmask = 1u << bits - bZind, x < 1u << n; x++)

if ((ZheP[wZind] & bZmask) == bZmask && !(x & (x - 1))) // deg(ZheP) > 1

return false;

return true;

} // End of 'bool\_func::isLinear' function

**Пояснение**: для проверки на линейность достаточно проверить степень полинома Жегалкина – если она больше единицы, то функция не линейна. Опять же пробегаем по всем точкам пространства, строим индекс и маску и проверяем, если коэффициент при кортеже равен единице (первое равенство) и точка не является нулем или степенью двойки, то бишь ненулевой коэффициент стоит при кортеже, в котором больше одной единицы, что значит, что полином Жегалкина как минимум второй степени, а значит функция уже не может быть линейной, поэтому можно не доходить до конца цикла и уже здесь вернуть false. Если же при всех таких кортежах нулевые коэффициенты, то степень полином не больше единицы, а значит функция действительно линейная.

bool bool\_func::isMonotone()

{

for (uint x = 0; x < 1u << n; x++)

for (uint y = x; y < 1u << n; y++)

if ((x | y) == y && value(x) > value(y)) // ![(x <= y) => (f(x) <= f(y))] == (x <= y) & f(x) > f(y)

return false;

return true;

} // End of 'bool\_func::isMonotone' function

**Пояснение**:

*,* далее путем отрицания импликации была получена вышеописанная формула, из истинности которой вытекает немонотонность функции. Первый цикл идет по всему пространству, второй же начиная с х.

### Вспомогательные методы

Из важных, с точки зрения математики, можно отметить:

void bool\_func::pack(uvec inv, rep\_type tp, uvec ent)

{

int size = inv.size();

uint bits = n \* size, wInd;

bits = bits > 0x20 ? 0x20 : bits;

int bInd;

switch (tp)

{

case tPDNF:

PDNF = uvec((size \* n >> 5) + 1);

for (uint i = 0; wInd = i \* n >> 5, bInd = bits - (i \* n & 0x1f) - n, i < size; i++)

if (bInd >= 0)

PDNF[wInd] ^= inv[i] << bInd;

else

PDNF[wInd] ^= inv[i] >> (-bInd), PDNF[wInd + 1] ^= (inv[i] & ((1 << (-bInd)) - 1)) << bits + bInd;

break;

case tPCNF:

PCNF = uvec((size \* n >> 5) + 1);

for (uint i = 0; wInd = i \* n >> 5, bInd = bits - (i \* n & 0x1f) - n, i < size; i++)

if (bInd >= 0)

PCNF[wInd] ^= inv[i] << bInd;

else

PCNF[wInd] ^= inv[i] >> (-bInd), PCNF[wInd + 1] ^= (inv[i] & ((1 << (-bInd)) - 1)) << bits + bInd;

break;

case tRDNF:

RDNF = uvec((size \* 2 \* n >> 5) + 1);

bits = bits \* 2 > 0x20 ? 0x20 : bits \* 2;

uint ind;

uvec \*ptr;

for (uint i = 0; ind = i >= size ? i - size : i, ptr = i >= size ? &inv : &ent, wInd = i \* n >> 5, bInd = bits - (i \* n & 0x1f) - n, i < size \* 2; i++)

if (bInd >= 0)

RDNF[wInd] ^= (\*ptr)[ind] << bInd;

else

RDNF[wInd] ^= (\*ptr)[ind] >> (-bInd), RDNF[wInd + 1] ^= ((\*ptr)[ind] & ((1 << (-bInd)) - 1)) << bits + bInd;

break;

}

} // End of 'bool\_func::pack' function

**Пояснение**: метод занимается упаковкой из вектора[ов] инверсий [и вхождений] в единственный вектор представления для более компактного хранения.

bits – опять же количество битов в слове

PDNF: сначала происходит выделение памяти под вектор размера size (количество конъюнктов) \* n / 32 (так как храним по 32 бита). Далее проходим по всем конъюнктам, подсчитывая индекс слова в массиве и маску bInd для макси инверсии. Построения достаточно очевидны, однако, следует заметить, что в bInd дополнительно отнимается количество переменных n, так как мы настраиваем в слове не бит, как раньше, а целую маску размера n битов. Может произойти ситуация, когда маска уже полностью не помещается в оставшееся место в слове, например, при 10 переменных, на четвертой маске (i == 3), маска bInd будет равна 32 - (3 \* 10 % 32) – 10 = -8, что значит, что первые два бита (10 + (-8) = 2) все еще помещяются в текущее слово, а оставшиеся 8 надо поместить на первое место в следующее слово. То есть при положительной bInd происходит просто настройка n битов слова PDNF[wInd], иначе первые помещающиеся биты маски inv[i] попадают в текущее слово, оставшиеся же помещются в начало следующего слова (PDNF[wInd + 1]). Первые биты получаются просто смещением вправо на модуль bInd, а последние, то есть идущие во второе слово, считаются с помощью побитового И маски с числом, в котором |bInd| единиц. Маска для второго слова получается очень легко – достаточно прибавить к количеству битов в слове наш отрицательный bInd, то есть по примеру выше получится: 32 – 8 = 24, а значит оставшиеся 8 битов маски инверсий сместятся на 24 влево и настроят те самые 8 битов в начале второго слова.

PCNF: симметричная ситуация, конъюнкты заменяются на дизъюнкты

RDNF: ситуация такая же с точностью до того момента, что в RDNF я храню в одном векторе сначала маски вхождений, потом маски инверсий, этим объясняется умножение на 2 количества конъюнктов в выделении памяти и количество итераций в цикле. Я решил, в целях экономии, сделать не два цикла, где сначала вектор будет заполняться масками взождений и потом масками инверсий, а только один, для этого мне понадобился указатель uvec \*ptr на вектор, с которым я работаю в конкретный момент, то есть пока i меньше size, ptr указывает на вектор вхождения, а после – на вектор инверсий, поэтому индекс ind маски в конкретном векторе тоже считается по другому начиная с i == size. Теперь, зная, какое слово мы будем менять и какой маской (вхождения или инверсии), выполняем уже вышеописанный алгоритм упаковки.

uint bool\_func::getSet(uint i, uvec bf, luint m)

{

uint bits = n \* m, wInd = i \* n >> 5, max = (1 << n) - 1;

bits = bits > 0x20 ? 0x20 : bits;

int bInd = bits - (i \* n & 0x1f) - n;

return bInd >= 0 ? bf[wInd] >> bInd & max : bf[wInd] << (-bInd) & max | bf[wInd + 1] >> bits + bInd;

} // End of 'bool\_func::getSet' function

**Пояснение**: как уже сказано выше, метод «достает» итый кортеж из плотно упакованных представлений PDNF, PCNF, RDNF, CF и DF. Преобразования довольно очевидные, так как являются обратными по отношению к упаковке. То есть если мы получили положительный индекс bInd, то все хорошо и мы просто сдвигаем слово на bInd вправо и сравнивая с максимальным числом с n единицами, получаем необходимый кортеж. При отрицательном же результате берем первые (n + bInd) битов, для чего сдвигаем слово вправо на модуль bInd и сравниваем с тем же max и с помощью побитовой операции ИЛИ «склеиваем» с оставшимися |bInd| битами из начала второго слова.

uint bool\_func::Grey(uint ind)

{

return ind ^ ind >> 1;

} // End of 'bool\_func::Grey' function

**Пояснение**: для получения кода Грея из иднекса достаточно применить операцию XOR к индексу и тому же индексу, поделенному на два, то есть сдвинутому на один бит вправо.

uint bool\_func::Grey2Int(uint g)

{

uint ind, m, b; // Most Significant Bit xOR-Accumulator

for (m = 1U << 31; ~(g & m) & m; m >>= 1); // Most Significant Bit of G

for (ind = b = 0; m; b ^= g & m, ind ^= b, b >>= 1, m >>= 1);

return ind;

} // End of 'bool\_func::Grey2Int' function

**Пояснение**: метод, обратный вышеуказанному – получение индекса из кода Грея. В первом for мы находим наибольший значимый бит кода g, то есть идем от , с единицей у левого края до 1 у правого края. Условие цикла будет выполняться до тех пор, пока на соответствующем m месте в g тоже не появится единица. Как только она повится, цикл прервется и мы будем иметь представление в виде m, указывающее на старший бит кода g. Далее индекс получается просто суммированием по модулю два с числами, составляющими сдвинутый вправо код g. Как только все такие числа просуммируются, цикл закончится и мы получим индекс ind кода g.

# Эксперимент

Ниже представляю результаты работы программы для варианта N = 6.

Таблица истинности задается по формуле:

Были проведены исследования для трёх n: 8, 9 и 10.

## Вывод представлений

### 8 переменных

TVT = 198^32

*TVT:*  
00119F904F16FD5A59A64EDE557E4671C425545E616A183708B0028100000000

*PDNF:*  
2027293435373B40414244454B4C51535556585D5E61626364666A6C6E7072757A7E7F80848586898A8E919293949596989A9C9EA1A2A3A4A6A7A9AAABAEB1B2B5B7B8BBBCBEC1C3C4C6C8CACBCCCDCECFD1D2D4D8D9DADBDEE4E7E8E9EAEBECEFF0F400

*PCNF:*  
000102030405060708090A0B0C0D0E0F101112131415161718191A1B1C1D1E1F212223242526282A2B2C2D2E2F303132333638393A3C3D3E3F43464748494A4D4E4F50525457595A5B5C5F60656768696B6D6F717374767778797B7C7D81828387888B8C8D8F9097999B9D9FA0A5A8ACADAFB0B3B4B6B9BABDBFC0C2C5C7C9D0D3D5D6D7DCDDDFE0E1E2E3E5E6EDEEF1F2F3F5F6F7F8F9FAFBFCFDFEFF000000

*RDNF:*  
FF7FFEBF7FFDDFDF7FFDF7DFF77FDF7FFDFE7FFD7FFEFBDFFDBFFEDFEFEFBFEFFDF7F7F7FB6F7DFAEB6FF3E7F5EBEEEDDDBDAF9FE7D7B7DB9FCFDBF3B7F5F9BDDBDDF5FAF6F3BDBEF5CFF9EDDDDBFAEEDEDBFCFCFC57AB202934353B4041424B51555556585E5E61626A70707E808991919292A1A2A7ABC1C3D1E7F027354041416262646A8484848484848686868A8A8E919292949898989CA1A2A2A2A9AAC4C4C8C8C8C8CACACACBCCD8E8448A0000

*ZheP:*  
00000000FEABF5B1938DD1361662963BF693882D723665122D837864DCEAD99F

*Karn:*  
0000  
0000  
0704  
8402  
7998  
9238  
6A51  
D384  
69FD  
511F  
8100  
05AF  
7D1E  
5695  
7B99  
8B1A

### 9 переменных

TVT = 198^64

*TVT:*00000136949F14A547025B86343005710BDF37F73C0D2762D881C926037336DE36078B31AF308C76A1D24107E8A36FD99138BC99816645010000000000000000

*PDNF:*20120944E28948AA562C17CC0633219CD46B361B4DE733A1D4F07C3FA0106844321D10894522D1A8E482452A974DA753C9F5028544A8572C568B65BAE17ABF60B0988C56332996CF6A355B0D96D36DBADF70391CAE874BADDEF078BC9F2FA7E3F6030281C120D0784C2A190D8844629158B462332191496512B974BE61379DCF27D3FA0D168D48A4D2A9B50A954EB55BAE576C161B1592CB66B3DA2D36AB65B6E171B95CEE976BBDE2F37BC06130B86C462B2995CD6733BA1D169F51A9D5EB35DB1DC6E775BEE070B8BC7E5733A1D1E974FA9D7ED773BFE1F1793CBE80000000

*PCNF:*000040403020140C0704024140B060341C0F0804424130A0542C170C064341B0E0743C1F100844423120944C27140A4542B160B45C2F180C464331A0D46C371C0E4743B1E0F47C3F209088644229188E49259309A4F2814CA8572C968B65C2E978C26232998D069371C0E2723B1DCF27A3D9F4FC8141215188F4924D28964C265349C51A914AA653AA554AB562B55EB0592CD6AB95D2ED78BE6030D8EC864B319ACE68345A4D36B35DB8DE70B89C6E673BA9D8ED773CDE8F57B3DDF0FB7F3FE01058442E1D0F8944E2F1A8DC723B1E8FC8247249349E532A964B6633299CD26B369C4E6753DA050A8744A3D2E994EA7D46A955AB55EB159AF57EC76BB75BEEB7ABE5F6FD7FC0E0B0787C4E2F198DC763F2191C964F2D97CC667379ECFE8347A4D2E9B55ADD7EC365B3DA6D76DB7DDEF37BBFE0F0F89C6E472797CDE773FABD6EC767B7DDEF783C7E6F3FA7D5EBF67B7DDEFF87C7E5F3FA7D7EDF7FC7E7F5FBFE7F7FDFF0

*RDNF:*

FFFDFBFEFFDFEFF6FFEFDFFBF7FEFDFFDEFFFF7F7DEFFFF7EDFF7FF7FEFEFFEFBFBFF7FBF7FBFBFFEFDF7FFDFEFEBFDFFBFFEFFBF7FB7FF7DFFEFFF7F7DFFEFEFDFEFFEFEFDFBFF7DFFFAFFF7DFEFFFBDFF7FFAFFBFDFF7FF7FDFEFF7F7DFFEFBFDFFBFDFDDFADF3FDEDF7F3F3BDDDE7FBDBF9F7D77BEF5FBFC7EB7F7CBFD7FD76EF7EBEEFBBBDCFEDDDEEF5FBDFDDDE6FFB9DFEBEDFF3F3DB7F79F6F9FFD7B6FB6FDDCFFF5F6CFDFB773F9FCFFD7EEB7D7FBDDDB7F76FBF6EF5FAEFD7FADEFF97EF77F3EBFAF76BFEDB7F3FBBDBE7FE74FE5E6F4E9C804024128A25229154AA582C17CBE63339A8DA6F399D0F0783E2010683432190E89452351C8E48245229E5028144AE58AD16CC161351B4DF703A1D2E9783C1E2F27E40605028241A192B9BCDE773CA3536B95CC061735A8D4EB371BAE17178FCCE874FAE4825128C06031990C864321ACD88040201088444221108A4522D2A954AA5D369D4EA7540A1542A184C46231594CA65B2DB0D96CB92030180C0A090482426151088442292190C8A512B974BA8B48A452AA150A954AA552A9D82C364B259AE171B96131594CA68751C0E17428360B058000000

*ZheP:*0000000000000000FF309FAE1FF9648DE36D4DD57A088C137311B7B1FFF2E1EE7A16D91F19994472D6E9C88BC4ADBAF96F4168C3F27B0677640652D2112BD350

*Karn:*0000000000000000A5EC85C48019845A5B2CF6C08327530BD01186B2AD5F2E638B0913C05497D80253010000968815AF4A4B330DDFCBE0BF52352D217DCAC0D3

### 10 переменных

TVT = 198^128

*TVT:*00000000000178CC478E5301BAC8D5943C62C9AAFF4733909C0593E42287B780D54A5E41CB8A6CFDE1B1BB4FA722DC8034F20A4F94CE5A39344CA9A1253F229170E72028690B5D2A10CB50556180028E461AF4B53224957605F477239CC0108898689A08B12E22B575702D9811658A0100000000000000000000000000000000

*PDNF:*2008922C8F24092254962609C28CA429CA82A8AB2B4B42D4B62E0BA2F0BD2F8C0308C4314C7324CD344D234CD5360DC374DF38CE93ACEC3BCF33D4F63ECFC3FD0341D0C459174691B4711F48121495284A52A4B12D4B9324D1354D9374E13A5054251145519485294C53D52555595715D581625916559D6A5B16D5B96F5C5735D1795E97E6058260D87625976619D679A0689A4699AC6B9B06C5B36D9B76F1C170DC5721CA72DCC739D0745D3761DB775DE78DE57B5F07C5F27D5F67DDFC7F5FE8020481E09836108461284E148561886A1D8822589E288AE2D8BE328CE368EA3C8F64090E449164992E4C93A5194A5395A5796A5C97E609866298E669A66B9C6749D6769DE7A9F27DA1E8AA2E8CA3A8FA4695A6299A6A9DA7EA0A86A2A8EA6AA2A9AAEACAB6AFAC2B4AD6B7AE2BDAFABFB02C2B0EC4B16C6B1ECAB2ECDB3AD1B4ED7B62D9B6EDEB7EE0B9AE9BAAEBBB2EEBC6F3BDAF8BEAFCBFAFFC1F08C270AC330DC3F10C4712C5F19C7722C9726C9F28CA72CCBF30CCB3ACEF3CCFF44D1F48D274CD3750D4752D5B58D675AD6F5CD775ED7F61D8F65D9F68DAF6EDBF71DD776DEB7BDF37DE0B84E1F88E2B8CE3B8FE4F96E5F99E6F9CE779FE83A8EA7ACEBBB1ECBB3EDFB8EE7BAEFBC2F0FC6F1FCBF33CDF3BD00000

*PCNF:*00001008030100501807020090280B0300D0380F04011048130501505817060190681B0701D0781F080210882309025098270A0290A82B0B02D0B82F0C0310C8330D0350D8370E0390E83B0F03D0F83F10041108431104511847120491284B1304D1384F14051148531505515857160591685B1705D1785F180611886319065198671A0691A86B1B06D1B86F1C0711C8731D0751D8771E0791E87B1F07D1F87F2048220C842148621C882288C2348E24493250972649A26C9D2789F280A1288A5298A92B0AE2BCB02C4B22CCB72E4BB2FCC130CC6320CA32CCC338CF340D4358D7364DA36CDE380E1388E4394E639CE83A8ED3B8F03C4F23D0F73E0F93E8FD3F9004050241105419084250A42D0D4390F441114491345115461194751E489234912649D2B4BD304C5334E53B4F13D4F93F5014351D4952D4D53950545535515655D585695B5795F58563599685A56B5C1725D5765DD785ED7C5F57F60184615866218A62D8C6358E63D906459264D94655966659A66D9C67DA168DA569DA86A5AA6ADAD6BDB26D1B56E1B96E9BB6F5BE6FDC0709C4719C7725CD73DD2751D5759D7765DA771DF781E1789E4799E77A1E97A9EB7B1EE7BDF37D1F87E5FA7EDFF8060280E0581A0882A0B8320E83E1685E1986E1C87A1F8862288E2489A298AA2C8BA308C6348D6378E2398EE3E8FE4190A4691E4892A4D93E50952559625996E5D97A64996679A26A9B26D9BA6F9C2729CE789E67B9FA7FA0281A0A83A1285A1A88A268DA4292A4E94A5A97A6E9CA7AA4A96A7AAAAEAC6B2ACEB6AE6BAAEEBCB06C8B26CCB3ED0B4AD4B56D6B6ADCB76E1B8AE3B92E5B9EE8BB6EFBC2F2BD2F5BDEF9BEEFDC0301C0B03C1305C1B0BC3B13C5315C5B18C6B1BC731EC7F20C8723C932ACAF2DCBB31CCF34CD736CDF38CE73DCFB40D0742D0F45D1B4AD2F4ED3F53D5355D5F60D8B64D9B69DAB6CDB770DCB73DD377DE379DFB7FE0381E0F85E1B89E2F8DE4391E4B94E5798E6B9EE87A2E8FA4E97A6E9FAAEAFADEBFB0ED3B5EDBBBEF3BDEFFC0F07C4F17C8F27CAF3FD1F4BD3F53D5F5BD7F63D9F6BDBF73DDF7BDFF83E1F8BE3F93E5F9BE7FA3E9FABEBFB3EDFBBEFFC3F1FCBF3FD3F5FDBF7FE3F9FEBFBFF3FDFFBFF0000

*RDNF:*FBFBFFF7BFBFFFDFDFFBEFFDFFEFEFBFFFE7FFEFBFFFBF7FFBFFBFEFF6FFBFEFF7FFF7FFBDFFEFBFDFFEFFEFBFFEFEFFF7EFF7DFFFDFDFDFFFDFEFEFFF7F7DFDFFDFFF7FFBDF7FFBF7FFBFFBDFFFBFEFF7FEFFFBEFFDDFFF7FDFFF7FBFEFFDFDFFEFF7FBEFFFDDFEFFFEF7FDFFEFFEFBFEFFFBBFEFFBFFFDFEFEFFFBEFFBFFBDFFEFFDFBFFDFEFFFBDFFFBEFFDFFEFF7FB7EDDFE7DDFF6FBB77EBF6FF9FEDDF7FB5EF6FDEFFD9FEFD5F7AFFF9AFDFD7EDFE7F7E77DEFD7F5DF77FE77F7EB7BF7BEBF9F77DBFF7B5FFDBF3EDDBFFE9FEFE7ED7EFBBEBFBEEF77D5FDF7FF37E6FF7BF5FDEF5DF7D7F7DDEDFB7BD7F7EDFEFDBF57F7777DFEBFF1FEEF5DFFE7F57F7BE7F5FBEFBEDF9DF7FE5FDF7BE7FAFBBE7EDF9FEFBAFFCFBBFFCFEAFEFD6FDEF77BCFEBFF7BBEF5FB7B7EBFDDF7DE7F5F9FF77CFFF5BF6F79FF7BCFF7DDBEF7AFFBEAFF7BD7FD7DDF6FDFAF7F775FBBF7DD7EDFFEAFBBDF7BF7ADFDDEDFB7FFCFD6FDBBEF7DBF7DBEFFCFDAF7BFAF7AFFFAEFBBBBEFDBE7EFDB7EFEAFFCFBBFF3EDFD7EFB9FBEFDDBF79FFF3F6F9EF7FD7FABFAFBBBFF9EF7EDFD7BEFE7F6FCFEBF9EF7FF3D7BDFDEF6FCFFD7DDFCFDEF9FEBFB7F9F5F77E7F3FF7B7DE7F3FEFBDDEF7B7DEFBDEDF7EDDFBEDFBF6FD7F3F7BDEFE7EBFCFE7FE7DDEF7F3F6FF9FB96FBEBBAD6FABFABF8200802248922490240922489628CA4290AA2F8C2314C9324D1348DC374DD38CF53D9174691A46D20481254C934509425114553D525555957560581645C5715C5715F981609826099D6759E681A0699AC70DC8729CE741D0775DE7C1F17C9F57D9FC7F2328DA4C93A5F98A7A9F28AA8AA6AB2B0ADEBEB370DC8B22C9B2CCBF3BD436BE0B82E138CE5B99E73AEEC7B2EE3BA22C8B2549526098260982609C28CA32A0A82ACAD2D0B42D0B52D8B82F0C0300C4314C5314D1344D337CE33A4EB3B1034310C4310C4591748121495254A1284A1284A12A4A92C4B12C4B1324D1364E941509445114451548521485314C5655C591655956559D6A5B16E60597681A46B1B06C5B36D9C170DC3721CC741E5802008020781E098260D836108421084210846118461184A1284A1284A128561886A1D8762088225896278A22B8AE2D8B6328EA3C8F2409024390E43912449264B932519465194A5294A5395A5695E5A97260986619866399A699C6749D2759F287A1E8AA2A8AA2A8BA2E8CA328EA3A8FA3E91A4695A6298A669DA769FA82A0A82A0A86A8AA2A8AA2A9AA6ADAD6BEB02C2B0AC3B0EC3B12C6B1ACAB2ACEB46D1B4EDEB9AEABB2F8C1F07C1F07C2308C230CC4310C4311C6725C9F28CCB3AD3350D4352D6B5CD8761D8F87E238CE3393E4F99EA107B0B08C2309D235800000000

*ZheP:*00000000000000000000000000000000FFBA3580E07D238B382D809136B190C9101F1231BF2086F97FB24BF5177153EF9986506AE9B2ABD3702C467CC2AEBDC2F1A173EA0AB0A9E3150DE20E65D3EEAC0F35178960D8A4BCF9FFA371F0017BBDE02DF88080934E316582A41409A35B0B5566C5989EB1EADAA30799149D82C82C

*Karn:*000000000000000000000000000000009742874E20A62554254D9BD08026815974028A209990013722400B7B629DAA075BA9434897F85886C2DB90F82480353004EB422B1EA335096635335205C3FF1B3CD40001000000008093D82E15B9673404BCD642F8E78EE1889E9D16BF5CEC26A396153EF80613F28665131C854292CF

## Проверка свойств

### 8 переменных

### 9 переменных
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### 10 переменных

![](data:image/png;base64,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)

## Оценка времени и памяти

### Память в байтах

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| n | TVT | ZheP | RDNF | Karn | PDNF | PCNF |
| 8 | 48 | 48 | 192 | 276 | 116 | 176 |
| 9 | 80 | 80 | 444 | 280 | 240 | 372 |
| 10 | 144 | 144 | 1000 | 536 | 488 | 828 |

### Время инициализации (ms)

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| n | TVT🡪ZheP | TVT🡪PCNF | TVT🡪Karn | TVT🡪PDNF | Quine | ∑ |
| 8 | 21 | 1 | 1 | 1 | 42 | 69 |
| 9 | 84 | 2 | 1 | 1 | 162 | 245 |
| 10 | 322 | 3 | 2 | 2 | 615 | 990 |

# Вывод

Был реализован класс булевых функций bool\_func, имеющий следующие представления: таблица истинности, СДНФ, СКНФ, РДНФ, полином Жегалкина и карта Карно, а так же КФ и ДФ, в случае если булева функция инзначально задается через них. В классе реализован «полный граф» переводов, то есть коневерторы из любого представления в любое, что не является на деле полным графом, так как большинство переводов происходят через перевод в/из таблицы истинности, кроме метода Квайна, который реализует переход от СДНФ к РДНФ.

Все предстваления в классе хранятся не по указателю, а с помощью STL контейнера std::vector<unsigned int>, что есть динамический массив. Такое хранение позволяет не «заморачиваться» с конструктором по умолчанию и деструктором, уменьшает лишнюю работу с памятью и удобно обозначает свой размер методом size(), то есть это минус одна лишняя переменная. В остальном же, чтение и запись происходят так же, как с указателями.

Засчет наличия enum представлений, класс получился достаточно компактным и плотным.

Из вычислительного эксперимента видна корректность построения представлений. Следует заметить, что класс не оптимально использовать для функций с большим количеством переменных: видно, что уже при 10 переменных класс инициализируется порядка секунды, что уже достаточно заметно невооруженным взглядом.

Меньше всего памяти, очевидно занимают таблица истинности и полином Жегалкина, так как для этих представлений необходимо всего битов, а больше всего RDNF, что логично, ибо для нее используется упакованный вектор, хранящий как маски вхождений, так и маски инверсий кортежей.

По времени очевидно, что метод Квайна работает дольше всех, однако, следует заметить, что он работает примерно в 2 раза дольше конвертора из TVT в полином Жегалкина, сложность которого составляет порядка , из чего можно сделать предположение, что метод Квайна имеет сложность порядка . Остальные представления инициализируются гораздно быстрее, по очевидным причинам, порядка 1ms.
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