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# Microsoft Windows 11 22H2

PACKAGING TUTORIAL: Different system versions have different packaging methods. The packaging process includes: "Language pack: add, associate, delete", "Drive: add, delete", "Cumulative update: add, delete", "InBox Apps: add, Update, mark" etc.

There are many hidden stories hidden behind this. If you want to unlock these, are you ready to start trying to encapsulate them?

## Summary

1. [Deployment image](#_Deployment_image)
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## Deployment image

### Prerequisites

#### ISO tools

Use a software that can edit ISO files, such as: PowerISO, DAEMON Tools, ISO Workshop;

#### Requirements

##### System installation package

Keywords: iteration, cross-version, major version, cumulative update, initial release

* 1. illustrate
     1. Please remake the image when each version is updated, for example, when crossing from 21H1 to 22H2, avoid other compatibility problems, and do not make the image based on the old image;
     2. The regulation has been clearly communicated to packagers in various forms by some OEMs, and direct upgrades from iterative versions are not allowed;
     3. Please use "Initial Version" and "Developer Edition" for production. There was a brief appearance in the official Microsoft documentation that the initial version must be used in production, but this sentence was later deleted in the official documentation;
     4. After installing the language pack, you must re-add the cumulative update (the same version number), and if you do not add the cumulative update, problems such as "garbled characters" and "interface flashback" will occur.
     5. Evolutionary process: Windows 11 22H2, Build 22621.382 + KB5027303 = OS Build 22621.1928
  2. Prepare to download the initial or developer version
     1. [en-us\_windows\_11\_business\_editions\_version\_22h2\_x64\_dvd\_17a08ce3.iso](https://files.rg-adguard.net/file/34f356e3-9b5b-b4e7-c9bf-2ac6df9bc9a6)
     2. [en-us\_windows\_11\_consumer\_editions\_version\_22h2\_x64\_dvd\_e630fafd.iso](https://files.rg-adguard.net/file/87bc1ac6-d139-4c42-841e-f1c2d4d4a283)
  3. After the sample download en-us\_windows\_11\_business\_editions\_version\_22h2\_x64\_dvd\_17a08ce3.iso,Unzip to: D:\en-us\_windows\_11\_business\_editions\_version\_22h2\_x64\_dvd\_17a08c
  4. After decompression is complete, change the directory en-us\_windows\_11\_business\_editions\_version\_22h2\_x64\_dvd\_17a08c change to D:\OS\_11
  5. All scripts and all paths are set to D:\OS\_11 as the image source.
  6. Installation configuration
     1. Learn: [Windows Setup Edition Configuration and Product ID Files ( EI.cfg and PID.txt )](https://learn.microsoft.com/en-us/windows-hardware/manufacture/desktop/windows-setup-edition-configuration-and-product-id-files--eicfg-and-pidtxt?view=windows-11)
     2. Known issues
        1. When there is no Ei.cfg, ISO boot installation will report an error when selecting certain versions, prompting: Windows cannot find the Microsoft Software License terms. Make sure the insttallation sources are valid and restart the installation.
        2. How to solve it? Add ei.cfg to D:\OS\_11\Sources and create ei.cfg:

@"

[Channel]

volume

[VL]

1

"@ | Out-File -FilePath "D:\OS\_11\sources\EI.CFG" -Encoding Ascii

##### Language pack

###### Learn

As you read, please understand the important highlights of "Blue".

* + 1. [Languages overview](https://learn.microsoft.com/en-us/windows-hardware/manufacture/desktop/languages-overview?view=windows-11)
    2. [Add languages to a Windows 11 image](https://learn.microsoft.com/en-us/azure/virtual-desktop/windows-11-language-packs)
    3. [Language and region Features on Demand (FOD)](https://learn.microsoft.com/en-us/windows-hardware/manufacture/desktop/features-on-demand-language-fod?view=windows-11)

###### Language pack: Download

<https://software-static.download.prss.microsoft.com/dbazure/988969d5-f34g-4e03-ac9d-1f9786c66749/22621.1.220506-1250.ni_release_amd64fre_CLIENT_LOF_PACKAGES_OEM.iso>

###### Language pack: Fixed

* + 1. Select any website and open:
       1. <https://uupdump.net>
       2. <https://uup.ee>
       3. <https://osdump.com>
    2. After opening, search for keywords: 22621.382, select from the search results: Windows 11, version 22H2 (22621.382) amd64
    3. After opening, select "All files";
    4. Search the green part in the "All Files" page and download
       1. Applies to: Install.wim:
          1. MediaPlayer
       2. Applies to: WinRE.wim, none yet
       3. Applies to: Boot.wim, none yet
    5. After downloading all the files, scroll to the bottom of the page, download and run "Generate Rename Script (Windows)"
    6. Use ISO editing software, edit 22621.1.220506-1250.ni\_release\_amd64fre\_CLIENT\_LOF\_PACKAGES\_OEM.iso, and add the downloaded file to the [ISO]:\LanguagesAndOptionalFeatures directory;

##### InBox Apps

* 1. Download: <https://software-static.download.prss.microsoft.com/dbazure/888969d5-f34g-4e03-ac9d-1f9786c66749/22621.1778.230511-2102.ni_release_svc_prod3_amd64fre_InboxApps.iso>
  2. Download: <https://software-static.download.prss.microsoft.com/dbazure/988969d5-f34g-4e03-ac9d-1f9786c66749/22621.1.220506-1250.ni_release_amd64fre_InboxApps.iso> finally, Extract:
     1. Microsoft.HEVCVideoExtension
        1. Microsoft.HEVCVideoExtension\_8wekyb3d8bbwe.x64.appx
        2. Microsoft.HEVCVideoExtension\_8wekyb3d8bbwe.x64.xml
  3. Use the ISO editing tool to edit 22621.1778.230511-2102.ni\_release\_svc\_prod3\_amd64fre\_InboxApps.iso and add the extracted files to the [ISO]:\packages directory;

#### Command line

1. Optional "Terminal" or "PowerShell ISE", if "Terminal" is not installed, please go to: <https://github.com/microsoft/terminal/releases> After downloading;
2. Open "Terminal" or "PowerShell ISE" as administrator, it is recommended to set the PowerShell execution policy: bypass, PS command line:

Set-ExecutionPolicy -ExecutionPolicy Bypass -Force

1. In this article, PS command line, green part, please copy it, paste it into the "Terminal" dialog box, press Enter and start running;
2. When there is .ps1, right-click the file and select Run with PowerShell, or copy the path and paste it into Terminal to run, the path with a colon, add the & character in the command line, example: & "D:\Yi.Solutions\\_Encapsulation\\_SIP.ps1"

### Language Pack: Extract

#### Language pack: Ready

Mount 22621.1.220506-1250.ni\_release\_amd64fre\_CLIENT\_LOF\_PACKAGES\_OEM.iso or unzipped to any location;

#### Language pack: Scheme

##### Add

* 1. Language name: Simplified Chinese - China, Region: zh-CN, Scope of application: Install.Wim，Boot.Wim，WinRE.Wim

##### Delete

* 1. Language name: English - United States, Region: en-US, Scope of application: Install.Wim，Boot.Wim，WinRE.Wim

#### Execute the extract command

* Auto = automatically search all local disks, default;
* Customize the path, for example, specify the E drive: $ISO = "E:\"
* Extract.ps1
  + [\Expand\Extract.ps1](Expand/Extract.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Extract.ps1>
* Copy the code

$ISO = "Auto"

$SaveTo = "D:\OS\_11\_Custom"

$Extract\_language\_Pack = @(

@{ Tag = "zh-CN"; Act = "Add"; Scope = @( "Install\Install"; "Install\WinRE"; "Boot\Boot" ) }

@{ Tag = "en-US"; Act = "Del"; Scope = @( "Install\Install"; "Install\WinRE"; "Boot\Boot" ) }

)

Function Extract\_Language

{

param( $Act, $NewLang, $Expand )

Function Match\_Required\_Fonts

{

param( $Lang )

$Fonts = @(

@{ Match = @("as", "ar-SA", "ar", "ar-AE", "ar-BH", "ar-DJ", "ar-DZ", "ar-EG", "ar-ER", "ar-IL", "ar-IQ", "ar-JO", "ar-KM", "ar-KW", "ar-LB", "ar-LY", "ar-MA", "ar-MR", "ar-OM", "ar-PS", "ar-QA", "ar-SD", "ar-SO", "ar-SS", "ar-SY", "ar-TD", "ar-TN", "ar-YE", "arz-Arab", "ckb-Arab", "fa", "fa-AF", "fa-IR", "glk-Arab", "ha-Arab", "ks-Arab", "ks-Arab-IN", "ku-Arab", "ku-Arab-IQ", "mzn-Arab", "pa-Arab", "pa-Arab-PK", "pnb-Arab", "prs", "prs-AF", "prs-Arab", "ps", "ps-AF", "sd-Arab", "sd-Arab-PK", "tk-Arab", "ug", "ug-Arab", "ug-CN", "ur", "ur-IN", "ur-PK", "uz-Arab", "uz-Arab-AF"); Name = "Arab"; }

@{ Match = @("bn-IN", "as-IN", "bn", "bn-BD", "bpy-Beng"); Name = "Beng"; }

@{ Match = @("da-dk", "iu-Cans", "iu-Cans-CA"); Name = "Cans"; }

@{ Match = @("chr-Cher-US", "chr-Cher"); Name = "Cher"; }

@{ Match = @("hi-IN", "bh-Deva", "brx", "brx-Deva", "brx-IN", "hi", "ks-Deva", "mai", "mr", "mr-IN", "ne", "ne-IN", "ne-NP", "new-Deva", "pi-Deva", "sa", "sa-Deva", "sa-IN"); Name = "Deva"; }

@{ Match = @("am", "am-ET", "byn", "byn-ER", "byn-Ethi", "ti", "ti-ER", "ti-ET", "tig", "tig-ER", "tig-Ethi", "ve-Ethi", "wal", "wal-ET", "wal-Ethi"); Name = "Ethi"; }

@{ Match = @("gu", "gu-IN"); Name = "Gujr"; }

@{ Match = @("pa", "pa-IN", "pa-Guru"); Name = "Guru"; }

@{ Match = @("zh-CN", "cmn-Hans", "gan-Hans", "hak-Hans", "wuu-Hans", "yue-Hans", "zh-gan-Hans", "zh-hak-Hans", "zh-Hans", "zh-SG", "zh-wuu-Hans", "zh-yue-Hans"); Name = "Hans"; }

@{ Match = @("zh-TW", "cmn-Hant", "hak-Hant", "lzh-Hant", "zh-hak-Hant", "zh-Hant", "zh-HK", "zh-lzh-Hant", "zh-MO", "zh-yue-Hant"); Name = "Hant"; }

@{ Match = @("he", "he-IL", "yi"); Name = "Hebr"; }

@{ Match = @("ja", "ja-JP"); Name = "Jpan"; }

@{ Match = @("km", "km-KH"); Name = "Khmr"; }

@{ Match = @("kn", "kn-IN"); Name = "Knda"; }

@{ Match = @("ko", "ko-KR"); Name = "Kore"; }

@{ Match = @("de-de", "lo", "lo-LA"); Name = "Laoo"; }

@{ Match = @("ml", "ml-IN"); Name = "Mlym"; }

@{ Match = @("or", "or-IN"); Name = "Orya"; }

@{ Match = @("si", "si-LK"); Name = "Sinh"; }

@{ Match = @("tr-tr", "arc-Syrc", "syr", "syr-SY", "syr-Syrc"); Name = "Syrc"; }

@{ Match = @("ta", "ta-IN", "ta-LK", "ta-MY", "ta-SG"); Name = "Taml"; }

@{ Match = @("te", "te-IN"); Name = "Telu"; }

@{ Match = @("th", "th-TH"); Name = "Thai"; }

)

ForEach ($item in $Fonts) {

if (($item.Match) -Contains $Lang) {

return $item.Name

}

}

return "Not\_matched"

}

Function Match\_Other\_Region\_Specific\_Requirements

{

param( $Lang )

$RegionSpecific = @(

@{ Match = @("zh-TW"); Name = "Taiwan"; }

)

ForEach ($item in $RegionSpecific) {

if (($item.Match) -Contains $Lang) {

return $item.Name

}

}

return "Skip\_specific\_packages"

}

Function Extract\_Process

{

param( $Package, $Name, $NewSaveTo )

$NewSaveTo = "$($SaveTo)\$($NewSaveTo)\Language\$($Act)\$($NewLang)"

New-Item -Path $NewSaveTo -ItemType Directory -ErrorAction SilentlyContinue | Out-Null

if ($ISO -eq "Auto") {

Get-PSDrive -PSProvider FileSystem -ErrorAction SilentlyContinue | ForEach-Object {

ForEach ($item in $Package) {

$TempFilePath = Join-Path -Path $\_.Root -ChildPath $item -ErrorAction SilentlyContinue

if (Test-Path $TempFilePath -PathType Leaf) {

Write-host "`n Find: " -NoNewLine; Write-host $TempFilePath -ForegroundColor Green

Write-host " Copy to: " -NoNewLine; Write-host $NewSaveTo

Copy-Item -Path $TempFilePath -Destination $NewSaveTo -Force

}

}

}

} else {

ForEach ($item in $Package) {

$TempFilePath = Join-Path -Path $ISO -ChildPath $item -ErrorAction SilentlyContinue

Write-host "`n Find: " -NoNewline; Write-host $TempFilePath -ForegroundColor Green

if (Test-Path $TempFilePath -PathType Leaf) {

Write-host " Copy to: " -NoNewLine; Write-host $NewSaveTo

Copy-Item -Path $TempFilePath -Destination $NewSaveTo -Force

} else {

Write-host " Not found"

}

}

}

Write-host "`n Verify the language pack file"

ForEach ($item in $Package) {

$Path = "$($NewSaveTo)\$([IO.Path]::GetFileName($item))"

if (Test-Path $Path -PathType Leaf) {

Write-host " Discover: " -NoNewLine; Write-host $Path -ForegroundColor Green

} else {

Write-host " Not found: " -NoNewLine; Write-host $Path -ForegroundColor Red

}

}

}

$AdvLanguage = @(

@{

Path = "Install\Install"

Rule = @(

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-Fonts-{DiyLang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-Client-Language-Pack\_x64\_{Lang}.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-Basic-{Lang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-Handwriting-{Lang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-OCR-{Lang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-Speech-{Lang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-LanguageFeatures-TextToSpeech-{Lang}-Package~31bf3856ad364e35~AMD64~~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-InternetExplorer-Optional-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-Notepad-System-FoD-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-Notepad-System-FoD-Package~31bf3856ad364e35~wow64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-MediaPlayer-Package-AMD64-{Lang}.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-MediaPlayer-Package-wow64-{Lang}.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-PowerShell-ISE-FOD-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-PowerShell-ISE-FOD-Package~31bf3856ad364e35~wow64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-Printing-PMCPPC-FoD-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-StepsRecorder-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-StepsRecorder-Package~31bf3856ad364e35~wow64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-WMIC-FoD-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-WMIC-FoD-Package~31bf3856ad364e35~wow64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-WordPad-FoD-Package~31bf3856ad364e35~AMD64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-WordPad-FoD-Package~31bf3856ad364e35~wow64~{Lang}~.cab"

"LanguagesAndOptionalFeatures\Microsoft-Windows-InternationalFeatures-{Specific}-Package~31bf3856ad364e35~amd64~~.cab"

)

}

@{

Path = "Install\WinRE"

Rule = @(

"Windows Preinstallation Environment\x64\WinPE\_OCs\WinPE-FontSupport-{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\lp.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-securestartup\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-atbroker\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-audiocore\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-audiodrivers\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-enhancedstorage\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-narrator\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-scripting\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-speech-tts\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-srh\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-srt\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-wds-tools\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-wmi\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-appxdeployment\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-appxpackaging\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-storagewmi\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-wifi\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-windowsupdate\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-rejuv\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-opcservices\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-hta\_{Lang}.cab"

)

}

@{

Path = "Boot\Boot"

Rule = @(

"Windows Preinstallation Environment\x64\WinPE\_OCs\WinPE-FontSupport-{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\lp.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\WinPE-Setup\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\WINPE-SETUP-CLIENT\_{Lang}.CAB"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-securestartup\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-atbroker\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-audiocore\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-audiodrivers\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-enhancedstorage\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-narrator\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-scripting\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-speech-tts\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-srh\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-srt\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-wds-tools\_{Lang}.cab"

"Windows Preinstallation Environment\x64\WinPE\_OCs\{Lang}\winpe-wmi\_{Lang}.cab"

)

}

)

$NewFonts = Match\_Required\_Fonts -Lang $NewLang

$SpecificPackage = Match\_Other\_Region\_Specific\_Requirements -Lang $NewLang

Foreach ($item in $Expand) {

$Language = @()

Foreach ($itemList in $AdvLanguage) {

if ($itemList.Path -eq $item) {

Foreach ($PrintLang in $itemList.Rule) {

$Language += "$($PrintLang)".Replace("{Lang}", $NewLang).Replace("{DiyLang}", $NewFonts).Replace("{Specific}", $SpecificPackage)

}

Extract\_Process -NewSaveTo $itemList.Path -Package $Language -Name $item

}

}

}

}

ForEach ($item in $Extract\_language\_Pack) { Extract\_Language -Act $item.Act -NewLang $item.Tag -Expand $item.Scope }

### Customize the deployment image

#### Custom deployment image Install.wim

##### View Install.wim details

Image name, image description, image size, architecture, version, index number, etc.

$ViewFile = "D:\OS\_11\Sources\Install.wim"

Get-WindowsImage -ImagePath $ViewFile | Foreach-Object { Get-WindowsImage -ImagePath $ViewFile -index $\_.ImageIndex }

LOOP OPERATING AREA, START,

##### Specify the path to mount Install.wim

New-Item -Path "D:\OS\_11\_Custom\Install\Install\Mount" -ItemType directory -ea SilentlyContinue

##### Start mounting Install.wim

Default index number: 1

Mount-WindowsImage -ImagePath "D:\OS\_11\sources\install.wim" -Index "1" -Path "D:\OS\_11\_Custom\Install\Install\Mount"

PROCESS FILES WITHIN THE INSTALL.WIM IMAGE, OPTIONALLY, START,

###### Custom deployment image WinRE.wim

WARNING:

* WinRE.wim is a file within the Install.wim image;
* When Install.wim has multiple index numbers, only process any WinRE.wim;
* Synchronize to all index numbers to reduce the size of Install.wim, learn "How to batch replace WinRE.wim in all index numbers in Install.wim".
  + 1. View WinRE.wim details

Image name, image description, image size, architecture, version, index number, etc.

$ViewFile = "D:\OS\_11\_Custom\Install\Install\Mount\Windows\System32\Recovery\WinRE.wim"

Get-WindowsImage -ImagePath $ViewFile | Foreach-Object { Get-WindowsImage -ImagePath $ViewFile -index $\_.ImageIndex }

* + 1. Specify the path to mount WinRE.wim

New-Item -Path "D:\OS\_11\_Custom\Install\WinRE\Mount" -ItemType directory -ea SilentlyContinue

* + 1. Start mounting WinRE.wim

Default index number: 1

Mount-WindowsImage -ImagePath "D:\OS\_11\_Custom\Install\Install\Mount\Windows\System32\Recovery\WinRE.wim" -Index "1" -Path "D:\OS\_11\_Custom\Install\WinRE\Mount"

* + 1. Language pack: WinRE
* Automatically install language packs: Get "Component: All installed packages in the image" and match them. After matching the corresponding names, install the local corresponding language pack files, View the report "[Language installation package for WinRE.wim](#_Report:_Language_installation_1)".
* When adding languages, different schema versions must be corresponded, and if not, errors are reported during the addition process.
  + - 1. Language pack: add
* WinRE.Instl.lang.ps1
  + [\Expand\Install\WinRE\WinRE.Instl.lang.ps1](Expand/Install/WinRE/WinRE.Instl.lang.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/WinRE/WinRE.Instl.lang.ps1>
* Copy the code

$Mount = "D:\OS\_11\_Custom\Install\WinRE\Mount"

$Sources = "D:\OS\_11\_Custom\Install\WinRE\Language\Add\zh-CN"

$Initl\_install\_Language\_Component = @()

Get-WindowsPackage -Path $Mount | ForEach-Object { $Initl\_install\_Language\_Component += $\_.PackageName }

Add-WindowsPackage -Path $Mount -PackagePath "$($Sources)\WinPE-FontSupport-zh-CN.cab"

$Language\_List = @(

@{ Match = "\*WinPE-LanguagePack-Package\*"; File = "lp.cab"; }

@{ Match = "\*SecureStartup\*"; File = "winpe-securestartup\_zh-CN.cab"; }

@{ Match = "\*ATBroker\*"; File = "winpe-atbroker\_zh-CN.cab"; }

@{ Match = "\*AudioCore\*"; File = "winpe-audiocore\_zh-CN.cab"; }

@{ Match = "\*AudioDrivers\*"; File = "winpe-audiodrivers\_zh-CN.cab"; }

@{ Match = "\*EnhancedStorage\*"; File = "winpe-enhancedstorage\_zh-CN.cab"; }

@{ Match = "\*Narrator\*"; File = "winpe-narrator\_zh-CN.cab"; }

@{ Match = "\*scripting\*"; File = "winpe-scripting\_zh-CN.cab"; }

@{ Match = "\*Speech-TTS\*"; File = "winpe-speech-tts\_zh-CN.cab"; }

@{ Match = "\*srh\*"; File = "winpe-srh\_zh-CN.cab"; }

@{ Match = "\*srt\*"; File = "winpe-srt\_zh-CN.cab"; }

@{ Match = "\*wds-tools\*"; File = "winpe-wds-tools\_zh-CN.cab"; }

@{ Match = "\*-WMI-Package\*"; File = "winpe-wmi\_zh-CN.cab"; }

@{ Match = "\*WinPE-AppxPackaging\*"; File = "winpe-appxpackaging\_zh-CN.cab"; }

@{ Match = "\*StorageWMI\*"; File = "winpe-storagewmi\_zh-CN.cab"; }

@{ Match = "\*WiFi\*"; File = "winpe-wifi\_zh-CN.cab"; }

@{ Match = "\*rejuv\*"; File = "winpe-rejuv\_zh-CN.cab"; }

@{ Match = "\*opcservices\*"; File = "winpe-opcservices\_zh-CN.cab"; }

@{ Match = "\*hta\*"; File = "winpe-hta\_zh-CN.cab"; }

@{ Match = "\*windowsupdate\*"; File = "winpe-windowsupdate\_zh-CN.cab"; }

@{ Match = "\*appxdeployment\*"; File = "winpe-appxdeployment\_zh-CN.cab"; }

)

ForEach ($Rule in $Language\_List) {

Write-host "`n Rule name: $($Rule.Match)" -ForegroundColor Yellow; Write-host " $('-' \* 80)"

ForEach ($Component in $Initl\_install\_Language\_Component) {

if ($Component -like "\*$($Rule.Match)\*") {

Write-host " Component name: " -NoNewline; Write-host $Component -ForegroundColor Green

Write-host " Language pack file: " -NoNewline; Write-host "$($Sources)\$($Rule.File)" -ForegroundColor Green

Write-Host " Installing ".PadRight(22) -NoNewline

try {

Add-WindowsPackage -Path $Mount -PackagePath "$($Sources)\$($Rule.File)" | Out-Null

Write-host "Finish" -ForegroundColor Green

} catch {

Write-host "Failed" -ForegroundColor Red

}

break

}

}

}

* + - 1. Components: All packages installed in the image
         1. View

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Install\WinRE\Mount" | Out-GridView

* + - * 1. Export to csv

$SaveTo = "D:\OS\_11\_Custom\Install\WinRE\Report.$(Get-Date -Format "yyyyMMddHHmmss").csv"

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Install\WinRE\Mount" | Export-CSV -NoType -Path $SaveTo

Write-host $SaveTo -ForegroundColor Green

* + 1. Save image: WinRE.wim

Save-WindowsImage -Path "D:\OS\_11\_Custom\Install\WinRE\Mount"

* + 1. Unmount image: WinRE.wim

Close any applications that may be accessing files in the image, including File Explorer.

Dismount-WindowsImage -Path "D:\OS\_11\_Custom\Install\WinRE\Mount" -Discard

* + 1. After rebuilding WinRE.wim, the file size can be reduced
* WinRE.Rebuild.ps1
  + [\Install\WinRE\WinRE.Rebuild.ps1](Expand/Install/WinRE/WinRE.Rebuild.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/WinRE/WinRE.Rebuild.ps1>
* Copy the code

$FileName = "D:\OS\_11\_Custom\Install\Install\Mount\Windows\System32\Recovery\WinRE.wim"

Get-WindowsImage -ImagePath $Filename -ErrorAction SilentlyContinue | ForEach-Object {

Write-Host " Image name: " -NoNewline

Write-Host $\_.ImageName -ForegroundColor Yellow

Write-Host " The index number: " -NoNewline

Write-Host $\_.ImageIndex -ForegroundColor Yellow

Write-Host "`n Rebuild".PadRight(28) -NoNewline

Export-WindowsImage -SourceImagePath $Filename -SourceIndex $\_.ImageIndex -DestinationImagePath "$($FileName).New" -CompressionType max

Write-Host "Finish`n" -ForegroundColor Green

}

if (Test-Path "$($FileName).New" -PathType Leaf) {

Remove-Item -Path $Filename

Move-Item -Path "$($FileName).New" -Destination $Filename

Write-Host "Finish" -ForegroundColor Green

} else {

Write-host "Failed" -ForegroundColor Red

}

* + 1. Backup WinRE.wim
* WinRE.Backup.ps1
  + [\Expand\Install\WinRE\WinRE.Backup.ps1](Expand/Install/WinRE/WinRE.Backup.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/WinRE/WinRE.Backup.ps1>
* Copy the code

$WimLibPath = "D:\OS\_11\_Custom\Install\Install\Update\Winlib"

$FileName = "D:\OS\_11\_Custom\Install\Install\Mount\Windows\System32\Recovery\WinRE.wim"

New-Item -Path $WimLibPath -ItemType Directory -ea SilentlyContinue

Copy-Item -Path $FileName -Destination $WimLibPath -Force

* + 1. Replace WinRE.wim within the Install.wim image
* After each mount Install.wim "[Replace WinRE.wim](#_Replace_WinRE.wim)";
* Learn "[Get all index numbers of Install.wim and replace the old WinRE.wim](#_Get_all_index)".

Process the files in the Install.wim image and end.

##### Language pack

* Automatically install language packs: Get "Component: All installed packages in the image" and match them. After matching the corresponding names, install the local corresponding language pack files, View the report "[Language installation package for Install.wim](#_component:_All_packages)".
* When adding languages, different schema versions must be corresponded, and if not, errors are reported during the addition process.

###### Language pack: add

* Install.Instl.lang.ps1
  + [\Expand\Install\Install.Instl.lang.ps1](Expand/Install/Install.Instl.lang.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.Instl.lang.ps1>
* Copy the code

Function Language\_Install

{

param($Mount, $Sources, $Lang)

$Initl\_install\_Language\_Component = @()

if (Test-Path $Mount -PathType Container) {

Get-WindowsPackage -Path $Mount | ForEach-Object { $Initl\_install\_Language\_Component += $\_.PackageName }

} else {

Write-Host "Not mounted: $($Mount)"

return

}

$Script:Init\_Folder\_All\_File = @()

if (Test-Path "$($Sources)\$($Lang)" -PathType Container) {

Get-ChildItem -Path $Sources -Recurse -Include "\*.cab" -ErrorAction SilentlyContinue | ForEach-Object {

$Script:Init\_Folder\_All\_File += $\_.FullName

}

Write-host "`n Available language pack installation files"

if ($Script:Init\_Folder\_All\_File.Count -gt 0) {

ForEach ($item in $Script:Init\_Folder\_All\_File) {

Write-host " $($item)"

}

} else {

Write-host "There are no language pack files locally"

return

}

} else {

Write-Host "Path does not exist: $($Sources)\$($Lang)"

return

}

$Script:Init\_Folder\_All\_File\_Match\_Done = @()

$Script:Init\_Folder\_All\_File\_Exclude = @()

$Script:Search\_File\_Order = @(

@{

Name = "Fonts"

Description = "Fonts"

Rule = @(

@{ Match\_Name = "\*Fonts\*"; IsMatch = "No"; Capability = ""; }

)

}

@{

Name = "Basic"

Description = "Basic"

Rule = @(

@{ Match\_Name = "\*LanguageFeatures-Basic\*"; IsMatch = "Yes"; Capability = "Language.Basic~~~lb-LU~0.0.1.0"; }

@{ Match\_Name = "\*Client\*Language\*Pack\*"; IsMatch = "Yes"; Capability = "Language.Basic~~~lb-LU~0.0.1.0"; }

)

}

@{

Name = "OCR"

Description = "Optical character recognition"

Rule = @(

@{ Match\_Name = "\*LanguageFeatures-OCR\*"; IsMatch = "Yes"; Capability = "Language.OCR~~~fr-FR~0.0.1.0"; }

)

}

@{

Name = "Handwriting"

Description = "Handwriting recognition"

Rule = @(

@{ Match\_Name = "\*LanguageFeatures-Handwriting\*"; IsMatch = "Yes"; Capability = "Language.Handwriting~~~fr-FR~0.0.1.0"; }

)

}

@{

Name = "TextToSpeech"

Description = "Text-to-speech"

Rule = @(

@{ Match\_Name = "\*LanguageFeatures-TextToSpeech\*"; IsMatch = "Yes"; Capability = "Language.TextToSpeech~~~fr-FR~0.0.1.0"; }

)

}

@{

Name = "Speech"

Description = "Speech recognition"

Rule = @(

@{ Match\_Name = "\*LanguageFeatures-Speech\*"; IsMatch = "Yes"; Capability = "Language.Speech~~~fr-FR~0.0.1.0"; }

)

}

@{

Name = "RegionSpecific"

Description = "Other region-specific requirements"

Rule = @(

@{ Match\_Name = "\*InternationalFeatures\*"; IsMatch = "No"; Capability = ""; }

)

}

@{

Name = "Retail"

Description = "Retail demo experience"

Rule = @(

@{ Match\_Name = "\*RetailDemo\*"; IsMatch = "Yes"; Capability = ""; }

)

}

@{

Name = "Features\_On\_Demand"

Description = "Features on demand"

Rule = @(

@{ Match\_Name = "\*InternetExplorer\*"; IsMatch = "Yes"; Capability = ""; }

@{ Match\_Name = "\*MSPaint\*amd64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.MSPaint~~~~0.0.1.0"; }

@{ Match\_Name = "\*MSPaint\*wow64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.MSPaint~~~~0.0.1.0"; }

@{ Match\_Name = "\*Notepad\*amd64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.Notepad~~~~0.0.1.0"; }

@{ Match\_Name = "\*Notepad\*wow64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.Notepad~~~~0.0.1.0"; }

@{ Match\_Name = "\*MediaPlayer\*amd64\*"; IsMatch = "Yes"; Capability = "Media.WindowsMediaPlayer~~~~0.0.12.0"; }

@{ Match\_Name = "\*MediaPlayer\*wow64\*"; IsMatch = "Yes"; Capability = "Media.WindowsMediaPlayer~~~~0.0.12.0"; }

@{ Match\_Name = "\*PowerShell-ISE-FOD-Package\*amd64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.PowerShell.ISE~~~~0.0.1.0"; }

@{ Match\_Name = "\*PowerShell-ISE-FOD-Package\*wow64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.PowerShell.ISE~~~~0.0.1.0"; }

@{ Match\_Name = "\*Printing\*PMCPPC\*amd64\*"; IsMatch = "Yes"; Capability = "Print.Management.Console~~~~0.0.1.0"; }

@{ Match\_Name = "\*StepsRecorder\*amd64\*"; IsMatch = "Yes"; Capability = "App.StepsRecorder~~~~0.0.1.0"; }

@{ Match\_Name = "\*StepsRecorder\*wow64\*"; IsMatch = "Yes"; Capability = "App.StepsRecorder~~~~0.0.1.0"; }

@{ Match\_Name = "\*WordPad\*amd64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.WordPad~~~~0.0.1.0"; }

@{ Match\_Name = "\*WordPad\*wow64\*"; IsMatch = "Yes"; Capability = "Microsoft.Windows.WordPad~~~~0.0.1.0"; }

@{ Match\_Name = "\*WMIC\*FoD\*Package\*amd64\*"; IsMatch = "Yes"; Capability = "WMIC~~~~"; }

@{ Match\_Name = "\*WMIC\*FoD\*Package\*wow64\*"; IsMatch = "Yes"; Capability = "WMIC~~~~"; }

)

}

)

ForEach ($item in $Script:Search\_File\_Order) { New-Variable -Name "Init\_File\_Type\_$($item.Name)" -Value @() -Force }

ForEach ($WildCard in $Script:Init\_Folder\_All\_File) {

ForEach ($item in $Script:Search\_File\_Order) {

ForEach ($NewRule in $item.Rule) {

if ($WildCard -like "\*$($NewRule.Match\_Name)\*") {

Write-host "`n Fuzzy matching: " -NoNewline; Write-host $NewRule.Match\_Name -ForegroundColor Green

Write-host " Language pack file: " -NoNewline; Write-host $WildCard -ForegroundColor Green

$OSDefaultUser = (Get-Variable -Name "Init\_File\_Type\_$($item.Name)" -ErrorAction SilentlyContinue).Value

$TempSave = @{ Match\_Name = $NewRule.Match\_Name; Capability = $NewRule.Capability; FileName = $WildCard }

$new = $OSDefaultUser + $TempSave

if ($NewRule.IsMatch -eq "Yes") {

ForEach ($Component in $Initl\_install\_Language\_Component) {

if ($Component -like "\*$($NewRule.Match\_Name)\*") {

Write-host " Component name: " -NoNewline; Write-host $Component -ForegroundColor Green

New-Variable -Name "Init\_File\_Type\_$($item.Name)" -Value $new -Force

$Script:Init\_Folder\_All\_File\_Match\_Done += $WildCard

break

}

}

} else {

Write-host " Do not match, install directly" -ForegroundColor Yellow

New-Variable -Name "Init\_File\_Type\_$($item.Name)" -Value $new -Force

$Script:Init\_Folder\_All\_File\_Match\_Done += $WildCard

}

}

}

}

}

Write-host "`n Grouping is complete, pending installation" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

ForEach ($WildCard in $Script:Search\_File\_Order) {

$OSDefaultUser = (Get-Variable -Name "Init\_File\_Type\_$($WildCard.Name)" -ErrorAction SilentlyContinue).Value

Write-host "`n $($WildCard.Description) ( $($OSDefaultUser.Count) item )"

if ($OSDefaultUser.Count -gt 0) {

ForEach ($item in $OSDefaultUser) {

Write-host " $($item.FileName)" -ForegroundColor Green

}

} else {

Write-host " Not available" -ForegroundColor Red

}

}

Write-host "`n Not matched, no longer installed" -ForegroundColor Yellow; Write-host " $('-' \* 80)"

ForEach ($item in $Script:Init\_Folder\_All\_File) {

if ($Script:Init\_Folder\_All\_File\_Match\_Done -notcontains $item) {

$Script:Init\_Folder\_All\_File\_Exclude += $item

Write-host " $($item)" -ForegroundColor Red

}

}

Write-host "`n Install" -ForegroundColor Yellow; Write-host " $('-' \* 80)"

ForEach ($WildCard in $Script:Search\_File\_Order) {

$OSDefaultUser = (Get-Variable -Name "Init\_File\_Type\_$($WildCard.Name)" -ErrorAction SilentlyContinue).Value

Write-host "`n $($WildCard.Description) ( $($OSDefaultUser.Count) item )"; Write-host " $('-' \* 80)"

if ($OSDefaultUser.Count -gt 0) {

ForEach ($item in $OSDefaultUser) {

Write-host " Language pack file: " -NoNewline; Write-host $item.FileName -ForegroundColor Green

Write-Host " Installing ".PadRight(22) -NoNewline

if (Test-Path $item.FileName -PathType Leaf) {

try {

Add-WindowsPackage -Path $Mount -PackagePath $item.FileName | Out-Null

Write-host "Finish`n" -ForegroundColor Green

} catch {

Write-host "Failed" -ForegroundColor Red

Write-host " $($\_)" -ForegroundColor Red

}

} else {

Write-host "Does not exist`n"

}

}

} else {

Write-host " Not available`n" -ForegroundColor Red

}

}

}

Language\_Install -Mount "D:\OS\_11\_Custom\Install\Install\Mount" -Sources "D:\OS\_11\_Custom\Install\Install\Language\Add" -Lang "zh-CN"

###### Components: All packages installed in the image

* + 1. View

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Out-GridView

* + 1. Export to csv

$SaveTo = "D:\OS\_11\_Custom\Install\Install\Report.$(Get-Date -Format "yyyyMMddHHmmss").csv"

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Export-CSV -NoType -Path $SaveTo

Write-host $SaveTo -ForegroundColor Green

##### InBox Apps

###### InBox Apps: Installed

* + 1. View

Get-AppXProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Out-GridView

* + 1. Export to Csv

$SaveTo = "D:\OS\_11\_Custom\Install\Install\Report.$(Get-Date -Format "yyyyMMddHHmmss").csv"

Get-AppXProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Export-CSV -NoType -Path $SaveTo

Write-host $SaveTo -ForegroundColor Green

###### Remove all installed pre-applications

* Install.InBox.Appx.Clear.all.ps1
  + [\Expand\Install\Install.InBox.Appx.Clear.all.ps1](Expand/Install/Install.InBox.Appx.Clear.all.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.InBox.Appx.Clear.all.ps1>
* Copy the code

Get-AppXProvisionedPackage -path "D:\OS\_11\_Custom\Install\Install\Mount" -ErrorAction SilentlyContinue | ForEach-Object {

Write-host "`n $($\_.DisplayName)"; Write-Host " Deleting ".PadRight(22) -NoNewline

try {

Remove-AppxProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -PackageName $\_.PackageName -ErrorAction SilentlyContinue | Out-Null

Write-host "Finish" -ForegroundColor Green

} catch {

Write-host "Failed" -ForegroundColor Red

}

}

###### Region tag: adding method

* + 1. Execute "[Language Pack: Add](#_Language_pack:_add)"
    2. Install “Local Language Experience Packages (LXPs)”

Microsoft officially provides the Local Language Experience Package (LXPS) installation file for Windows 10. It will no longer be provided for Windows 11. Want to get:

* + - 1. Download using the Windows Local Language Experience Packs (LXPs) Downloader

learn: <https://github.com/ilikeyi/LXPs>

After downloading, save to: D:\OS\_11\_Custom\Install\Install\InBox.Appx

File format: LanguageExperiencePack.zh-CN.Neutral.Appx

* + - 1. Manual download
         1. Region

Download Region: zh-CN, application ID: 9NRMNT6GMZ70, Store link: https://www.microsoft.com/store/productId/9NRMNT6GMZ70

* + - * 1. Open the website: <https://store.rg-adguard.net>

Search keywords:

https://www.microsoft.com/store/productId/9NRMNT6GMZ70

Search 22621 content in the web page, search results: Microsoft.LanguageExperiencePackzh-CN\_22621.\*. neutral\_\_8wekyb3d8bbwe.appx

After downloading, save it to the

D:\OS\_11\_Custom\Install\Install\InBox.Appx directory and rename it: LanguageExperiencePack.zh-cn.Neutral.Appx

* + - 1. Execute the installation command to install the local language experience package (LXPs)

After understanding how to add zone tags, obtain LanguageExperiencePack.zh-cn.Neutral, execute the installation command:

Add-AppxProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -PackagePath "D:\OS\_11\_Custom\Install\Install\InBox.appx\LanguageExperiencePack.zh-cn.Neutral.appx" -SkipLicense

* + - 1. InBox Apps: An installed application package
         1. View

Get-AppXProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Out-GridView

* + - * 1. Export to Csv

$SaveTo = "D:\OS\_11\_Custom\Install\Install\Report.$(Get-Date -Format "yyyyMMddHHmmss").csv"

Get-AppXProvisionedPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" | Export-CSV -NoType -Path $SaveTo

Write-host $SaveTo -ForegroundColor Green

###### InBox Apps: Install

* + 1. Mount or decompress the InBox Apps installation file

Mount 22621.1.220506-1250.ni\_release\_amd64fre\_InboxApps.iso or extract to any location;

* + 1. After executing the installation command, install InBox Apps to: Install.wim
* Auto = Automatically search all local disks, default;
* Custom path, e.g. specify F drive: $ISO = "F:\packages"
* Architecture: x64
* Install.Inst.InBox.Appx.ps1
  + [\Expand\Install\Install.Inst.InBox.Appx.ps1](Expand/Install/Install.Inst.InBox.Appx.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.Inst.InBox.Appx.ps1>
* Copy the code

$ISO = "Auto"

$Mount = "D:\OS\_11\_Custom\Install\Install\Mount"

$Arch = "x64"

try {

Write-host "`n Offline image version: " -NoNewline

$Current\_Edition\_Version = (Get-WindowsEdition -Path $Mount).Edition

Write-Host $Current\_Edition\_Version -ForegroundColor Green

} catch {

Write-Host "Error" -ForegroundColor Red

Write-Host " $($\_)" -ForegroundColor Yellow

return

}

$Pre\_Config\_Rules = @{

Edition = @(

@{

Name = @( "CloudEdition"; )

Apps = @(

"Microsoft.UI.Xaml.2.3"; "Microsoft.UI.Xaml.2.4"; "Microsoft.UI.Xaml.2.7"; "Microsoft.NET.Native.Framework.2.2"; "Microsoft.NET.Native.Runtime.2.2"; "Microsoft.VCLibs.140.00"; "Microsoft.VCLibs.140.00.UWPDesktop"; "Microsoft.Services.Store.Engagement"; "Microsoft.VP9VideoExtensions"; "Clipchamp.Clipchamp"; "Microsoft.BingNews"; "Microsoft.BingWeather"; "Microsoft.DesktopAppInstaller"; "Microsoft.GetHelp"; "Microsoft.Getstarted"; "Microsoft.HEIFImageExtension"; "Microsoft.HEVCVideoExtension"; "Microsoft.MicrosoftOfficeHub"; "Microsoft.MicrosoftStickyNotes"; "Microsoft.MinecraftEducationEdition"; "Microsoft.Paint"; "Microsoft.RawImageExtension"; "Microsoft.ScreenSketch"; "Microsoft.SecHealthUI"; "Microsoft.StorePurchaseApp"; "Microsoft.Todos"; "Microsoft.WebMediaExtensions"; "Microsoft.WebpImageExtension"; "Microsoft.Whiteboard"; "Microsoft.Windows.Photos"; "Microsoft.WindowsAlarms"; "Microsoft.WindowsCalculator"; "Microsoft.WindowsCamera"; "Microsoft.WindowsFeedbackHub"; "Microsoft.WindowsMaps"; "Microsoft.WindowsNotepad"; "Microsoft.WindowsSoundRecorder"; "Microsoft.Xbox.TCUI"; "Microsoft.XboxIdentityProvider"; "Microsoft.XboxSpeechToTextOverlay"; "Microsoft.ZuneMusic"; "Microsoft.ZuneVideo"; "MicrosoftCorporationII.QuickAssist";

)

}

@{

Name = @( "CloudEditionN"; )

Apps = @(

"Microsoft.UI.Xaml.2.3"; "Microsoft.UI.Xaml.2.4"; "Microsoft.UI.Xaml.2.7"; "Microsoft.NET.Native.Framework.2.2"; "Microsoft.NET.Native.Runtime.2.2"; "Microsoft.VCLibs.140.00"; "Microsoft.VCLibs.140.00.UWPDesktop"; "Microsoft.Services.Store.Engagement"; "Microsoft.XboxSpeechToTextOverlay"; "Clipchamp.Clipchamp"; "Microsoft.BingNews"; "Microsoft.BingWeather"; "Microsoft.DesktopAppInstaller"; "Microsoft.GetHelp"; "Microsoft.Getstarted"; "Microsoft.MicrosoftOfficeHub"; "Microsoft.MicrosoftStickyNotes"; "Microsoft.MinecraftEducationEdition"; "Microsoft.Paint"; "Microsoft.ScreenSketch"; "Microsoft.SecHealthUI"; "Microsoft.StorePurchaseApp"; "Microsoft.Whiteboard"; "Microsoft.Windows.Photos"; "Microsoft.WindowsAlarms"; "Microsoft.WindowsCalculator"; "Microsoft.WindowsCamera"; "Microsoft.WindowsFeedbackHub"; "Microsoft.WindowsMaps"; "Microsoft.WindowsNotepad"; "Microsoft.XboxIdentityProvider"; "MicrosoftCorporationII.QuickAssist";

)

}

@{

Name = @(

"Core"; "CoreN"; "CoreSingleLanguage";

)

Apps = @(

"Microsoft.UI.Xaml.2.3"; "Microsoft.UI.Xaml.2.4"; "Microsoft.UI.Xaml.2.7"; "Microsoft.NET.Native.Framework.2.2"; "Microsoft.NET.Native.Runtime.2.2"; "Microsoft.VCLibs.140.00"; "Microsoft.VCLibs.140.00.UWPDesktop"; "Microsoft.HEIFImageExtension"; "Microsoft.HEVCVideoExtension"; "Microsoft.SecHealthUI"; "Microsoft.VP9VideoExtensions"; "Microsoft.WebpImageExtension"; "Microsoft.WindowsStore"; "Microsoft.GamingApp"; "Microsoft.MicrosoftStickyNotes"; "Microsoft.Paint"; "Microsoft.PowerAutomateDesktop"; "Microsoft.ScreenSketch"; "Microsoft.WindowsNotepad"; "Microsoft.WindowsTerminal"; "Clipchamp.Clipchamp"; "Microsoft.MicrosoftSolitaireCollection"; "Microsoft.WindowsAlarms"; "Microsoft.WindowsFeedbackHub"; "Microsoft.WindowsMaps"; "Microsoft.ZuneMusic"; "Microsoft.BingNews"; "Microsoft.BingWeather"; "Microsoft.DesktopAppInstaller"; "Microsoft.WindowsCamera"; "Microsoft.Getstarted"; "Microsoft.Cortana"; "Microsoft.GetHelp"; "Microsoft.MicrosoftOfficeHub"; "Microsoft.People"; "Microsoft.StorePurchaseApp"; "Microsoft.Todos"; "Microsoft.WebMediaExtensions"; "Microsoft.Windows.Photos"; "Microsoft.WindowsCalculator"; "Microsoft.windowscommunicationsapps"; "Microsoft.WindowsSoundRecorder"; "Microsoft.Xbox.TCUI"; "Microsoft.XboxGameOverlay"; "Microsoft.XboxGamingOverlay"; "Microsoft.XboxIdentityProvider"; "Microsoft.XboxSpeechToTextOverlay"; "Microsoft.YourPhone"; "Microsoft.ZuneVideo"; "MicrosoftCorporationII.QuickAssist"; "MicrosoftWindows.Client.WebExperience"; "Microsoft.RawImageExtension"; "MicrosoftCorporationII.MicrosoftFamily";

)

}

@{

Name = @(

"Education"; "Professional"; "ProfessionalEducation"; "ProfessionalWorkstation"; "Enterprise"; "IoTEnterprise"; "ServerRdsh";

)

Apps = @(

"Microsoft.UI.Xaml.2.3"; "Microsoft.UI.Xaml.2.4"; "Microsoft.UI.Xaml.2.7"; "Microsoft.NET.Native.Framework.2.2"; "Microsoft.NET.Native.Runtime.2.2"; "Microsoft.VCLibs.140.00"; "Microsoft.VCLibs.140.00.UWPDesktop"; "Microsoft.HEIFImageExtension"; "Microsoft.HEVCVideoExtension"; "Microsoft.SecHealthUI"; "Microsoft.VP9VideoExtensions"; "Microsoft.WebpImageExtension"; "Microsoft.WindowsStore"; "Microsoft.GamingApp"; "Microsoft.MicrosoftStickyNotes"; "Microsoft.Paint"; "Microsoft.PowerAutomateDesktop"; "Microsoft.ScreenSketch"; "Microsoft.WindowsNotepad"; "Microsoft.WindowsTerminal"; "Clipchamp.Clipchamp"; "Microsoft.MicrosoftSolitaireCollection"; "Microsoft.WindowsAlarms"; "Microsoft.WindowsFeedbackHub"; "Microsoft.WindowsMaps"; "Microsoft.ZuneMusic"; "Microsoft.BingNews"; "Microsoft.BingWeather"; "Microsoft.DesktopAppInstaller"; "Microsoft.WindowsCamera"; "Microsoft.Getstarted"; "Microsoft.Cortana"; "Microsoft.GetHelp"; "Microsoft.MicrosoftOfficeHub"; "Microsoft.People"; "Microsoft.StorePurchaseApp"; "Microsoft.Todos"; "Microsoft.WebMediaExtensions"; "Microsoft.Windows.Photos"; "Microsoft.WindowsCalculator"; "Microsoft.windowscommunicationsapps"; "Microsoft.WindowsSoundRecorder"; "Microsoft.Xbox.TCUI"; "Microsoft.XboxGameOverlay"; "Microsoft.XboxGamingOverlay"; "Microsoft.XboxIdentityProvider"; "Microsoft.XboxSpeechToTextOverlay"; "Microsoft.YourPhone"; "Microsoft.ZuneVideo"; "MicrosoftCorporationII.QuickAssist"; "MicrosoftWindows.Client.WebExperience"; "Microsoft.RawImageExtension";

)

}

@{

Name = @(

"EnterpriseN"; "EnterpriseGN"; "EnterpriseSN"; "ProfessionalN"; "EducationN"; "ProfessionalWorkstationN"; "ProfessionalEducationN"; "CloudN"; "CloudEN"; "CloudEditionLN"; "StarterN";

)

Apps = @(

"Microsoft.UI.Xaml.2.3"; "Microsoft.UI.Xaml.2.4"; "Microsoft.UI.Xaml.2.7"; "Microsoft.NET.Native.Framework.2.2"; "Microsoft.NET.Native.Runtime.2.2"; "Microsoft.VCLibs.140.00"; "Microsoft.VCLibs.140.00.UWPDesktop"; "Microsoft.SecHealthUI"; "Microsoft.WindowsStore"; "Microsoft.MicrosoftStickyNotes"; "Microsoft.Paint"; "Microsoft.PowerAutomateDesktop"; "Microsoft.ScreenSketch"; "Microsoft.WindowsNotepad"; "Microsoft.WindowsTerminal"; "Clipchamp.Clipchamp"; "Microsoft.MicrosoftSolitaireCollection"; "Microsoft.WindowsAlarms"; "Microsoft.WindowsFeedbackHub"; "Microsoft.WindowsMaps"; "Microsoft.BingNews"; "Microsoft.BingWeather"; "Microsoft.DesktopAppInstaller"; "Microsoft.WindowsCamera"; "Microsoft.Getstarted"; "Microsoft.Cortana"; "Microsoft.GetHelp"; "Microsoft.MicrosoftOfficeHub"; "Microsoft.People"; "Microsoft.StorePurchaseApp"; "Microsoft.Todos"; "Microsoft.Windows.Photos"; "Microsoft.WindowsCalculator"; "Microsoft.windowscommunicationsapps"; "Microsoft.XboxGameOverlay"; "Microsoft.XboxIdentityProvider"; "Microsoft.XboxSpeechToTextOverlay"; "Microsoft.YourPhone"; "MicrosoftCorporationII.QuickAssist"; "MicrosoftWindows.Client.WebExperience";

)

}

)

Rule = @(

@{ Name="Microsoft.UI.Xaml.2.3"; Match="UI.Xaml\*{ARCHTag}\*2.3";License="UI.Xaml\*{ARCHTag}\*2.3"; Dependencies=@(); }

@{ Name="Microsoft.UI.Xaml.2.4"; Match="UI.Xaml\*{ARCHTag}\*2.4";License="UI.Xaml\*{ARCHTag}\*2.4"; Dependencies=@(); }

@{ Name="Microsoft.UI.Xaml.2.7"; Match="UI.Xaml\*{ARCHTag}\*2.7";License="UI.Xaml\*{ARCHTag}\*2.7"; Dependencies=@(); }

@{ Name="Microsoft.NET.Native.Framework.2.2"; Match="Native.Framework\*{ARCHTag}\*2.2";License="Native.Framework\*{ARCHTag}\*2.2"; Dependencies=@(); }

@{ Name="Microsoft.NET.Native.Runtime.2.2"; Match="Native.Runtime\*{ARCHTag}\*2.2";License="Native.Runtime\*{ARCHTag}\*2.2"; Dependencies=@(); }

@{ Name="Microsoft.VCLibs.140.00"; Match="VCLibs\*{ARCHTag}";License="VCLibs\*{ARCHTag}"; Dependencies=@(); }

@{ Name="Microsoft.VCLibs.140.00.UWPDesktop"; Match="VCLibs\*{ARCHTag}\*Desktop";License="VCLibs\*{ARCHTag}\*Desktop"; Dependencies=@(); }

@{ Name="Microsoft.HEIFImageExtension"; Match="HEIFImageExtension";License="HEIFImageExtension\*"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.HEVCVideoExtension"; Match="HEVCVideoExtension\*{ARCHC}";License="HEVCVideoExtension\*{ARCHC}\*xml"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.SecHealthUI"; Match="SecHealthUI\*{ARCHC}";License="SecHealthUI\*{ARCHC}"; Dependencies=@("Microsoft.UI.Xaml.2.4","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.VP9VideoExtensions"; Match="VP9VideoExtensions\*{ARCHC}";License="VP9VideoExtensions\*{ARCHC}"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WebpImageExtension"; Match="WebpImageExtension\*{ARCHC}";License="WebpImageExtension\*{ARCHC}"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsStore"; Match="WindowsStore";License="WindowsStore"; Dependencies=@("Microsoft.UI.Xaml.2.3","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.GamingApp"; Match="GamingApp";License="GamingApp"; Dependencies=@("Microsoft.UI.Xaml.2.3","Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.MicrosoftStickyNotes"; Match="Microsoft.Sticky.Notes";License="MicrosoftStickyNotes"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Paint"; Match="Paint";License="Paint"; Dependencies=@("Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop","Microsoft.UI.Xaml.2.7"); }

@{ Name="Microsoft.PowerAutomateDesktop"; Match="PowerAutomateDesktop";License="PowerAutomateDesktop"; Dependencies=@("Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.ScreenSketch"; Match="ScreenSketch";License="ScreenSketch"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsNotepad"; Match="WindowsNotepad";License="WindowsNotepad"; Dependencies=@("Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop","Microsoft.UI.Xaml.2.7"); }

@{ Name="Microsoft.WindowsTerminal"; Match="WindowsTerminal";License="WindowsTerminal"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Clipchamp.Clipchamp"; Match="Clipchamp.Clipchamp";License="Clipchamp.Clipchamp"; Dependencies=@(); }

@{ Name="Microsoft.MicrosoftSolitaireCollection"; Match="MicrosoftSolitaireCollection";License="MicrosoftSolitaireCollection"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsAlarms"; Match="WindowsAlarms";License="WindowsAlarms"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsFeedbackHub"; Match="WindowsFeedbackHub";License="WindowsFeedbackHub"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsMaps"; Match="WindowsMaps";License="WindowsMaps"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.ZuneMusic"; Match="ZuneMusic";License="ZuneMusic"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00"); }

@{ Name="MicrosoftCorporationII.MicrosoftFamily"; Match="MicrosoftFamily";License="MicrosoftFamily"; Dependencies=@(); }

@{ Name="Microsoft.BingNews"; Match="BingNews";License="BingNews"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.BingWeather"; Match="BingWeather";License="BingWeather"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.DesktopAppInstaller"; Match="DesktopAppInstaller";License="DesktopAppInstaller"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.WindowsCamera"; Match="WindowsCamera";License="WindowsCamera"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Getstarted"; Match="Getstarted";License="Getstarted"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Cortana"; Match="Cortana";License="Cortana"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.GetHelp"; Match="GetHelp";License="GetHelp"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.MicrosoftOfficeHub"; Match="MicrosoftOfficeHub";License="MicrosoftOfficeHub"; Dependencies=@("Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.People"; Match="People";License="People"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.StorePurchaseApp"; Match="StorePurchaseApp";License="StorePurchaseApp"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Todos"; Match="Todos";License="Todos"; Dependencies=@("Microsoft.UI.Xaml.2.4","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WebMediaExtensions"; Match="WebMediaExtensions";License="WebMediaExtensions"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Windows.Photos"; Match="Windows.Photos";License="Windows.Photos"; Dependencies=@("Microsoft.UI.Xaml.2.4","Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsCalculator"; Match="WindowsCalculator";License="WindowsCalculator"; Dependencies=@("Microsoft.UI.Xaml.2.4","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.windowscommunicationsapps"; Match="WindowsCommunicationsApps";License="WindowsCommunicationsApps"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.WindowsSoundRecorder"; Match="WindowsSoundRecorder";License="WindowsSoundRecorder"; Dependencies=@("Microsoft.UI.Xaml.2.3","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.Xbox.TCUI"; Match="Xbox.TCUI";License="Xbox.TCUI"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.XboxGameOverlay"; Match="XboxGameOverlay";License="XboxGameOverlay"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.XboxGamingOverlay"; Match="XboxGamingOverlay";License="XboxGamingOverlay"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.XboxIdentityProvider"; Match="XboxIdentityProvider";License="XboxIdentityProvider"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.XboxSpeechToTextOverlay"; Match="XboxSpeechToTextOverlay";License="XboxSpeechToTextOverlay"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.YourPhone"; Match="YourPhone";License="YourPhone"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00","Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.ZuneVideo"; Match="ZuneVideo";License="ZuneVideo"; Dependencies=@("Microsoft.UI.Xaml.2.7","Microsoft.VCLibs.140.00"); }

@{ Name="MicrosoftCorporationII.QuickAssist"; Match="QuickAssist";License="QuickAssist"; Dependencies=@(); }

@{ Name="MicrosoftWindows.Client.WebExperience"; Match="WebExperience";License="WebExperience"; Dependencies=@("Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.MinecraftEducationEdition"; Match="MinecraftEducationEdition";License="MinecraftEducationEdition"; Dependencies=@("Microsoft.VCLibs.140.00.UWPDesktop"); }

@{ Name="Microsoft.Whiteboard"; Match="Whiteboard";License="Whiteboard"; Dependencies=@("Microsoft.NET.Native.Framework.2.2","Microsoft.NET.Native.Runtime.2.2","Microsoft.VCLibs.140.00"); }

@{ Name="Microsoft.RawImageExtension"; Match="RawImageExtension"; License="RawImageExtension"; Dependencies=@(); }

)

}

$Allow\_Install\_App = @()

ForEach ($item in $Pre\_Config\_Rules.Edition) {

if ($item.Name -contains $Current\_Edition\_Version) {

Write-host "`n Match to: "-NoNewline; Write-host $Current\_Edition\_Version -ForegroundColor Green

$Allow\_Install\_App = $item.Apps

break

}

}

Write-host "`n The app to install ( $($Allow\_Install\_App.Count) item )" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

ForEach ($item in $Allow\_Install\_App) {

Write-host " $($item)" -ForegroundColor Green

}

Function Match\_InBox\_Apps\_Install\_Pack

{

param ( $NewPath )

$NewArch = $Arch

$NewArchC = $Arch.Replace("AMD64", "x64")

$NewArchCTag = $Arch.Replace("AMD64", "x64")

if ($Arch -eq "arm64") { $NewArchCTag = "arm" }

if ($Pre\_Config\_Rules.Rule.Count -gt 0) {

ForEach ($itemInBoxApps in $Pre\_Config\_Rules.Rule){

$InstallPacker = ""

$InstallPackerCert = ""

$SearchNewStructure = $itemInBoxApps.Match.Replace("{ARCH}", $NewArch).Replace("{ARCHC}", $NewArchC).Replace("{ARCHTag}", $NewArchCTag)

$SearchNewLicense = $itemInBoxApps.License.Replace("{ARCH}", $NewArch).Replace("{ARCHC}", $NewArchC).Replace("{ARCHTag}", $NewArchCTag)

Get-ChildItem -Path $NewPath -Filter "\*$($SearchNewStructure)\*" -Include "\*.appx", "\*.appxbundle", "\*.msixbundle" -Recurse -Force -ErrorAction SilentlyContinue | ForEach-Object {

if (Test-Path -Path $\_.FullName -PathType Leaf) {

$InstallPacker = $\_.FullName

Get-ChildItem -Path $NewPath -Filter "\*$($SearchNewLicense)\*" -Include \*.xml -Recurse -Force -ErrorAction SilentlyContinue | ForEach-Object {

$InstallPackerCert = $\_.FullName

}

$Script:InBoxAppx += @{

Name = $itemInBoxApps.Name;

Depend = $itemInBoxApps.Dependencies;

Search = $SearchNewStructure;

InstallPacker = $InstallPacker;

Certificate = $InstallPackerCert

CertificateRule = $SearchNewLicense

}

return

}

}

}

}

}

Write-host "`n InBox Apps: Installation packages, automatic search for full disk or specified paths" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

$Script:InBoxAppx = @()

if ($ISO -eq "Auto") {

Get-PSDrive -PSProvider FileSystem -ErrorAction SilentlyContinue | ForEach-Object {

$AppPath = Join-Path -Path $\_.Root -ChildPath "packages" -ErrorAction SilentlyContinue

Match\_InBox\_Apps\_Install\_Pack -NewPath $AppPath

}

} else {

Match\_InBox\_Apps\_Install\_Pack -NewPath $ISO

}

Write-host " Search Complete" -ForegroundColor Green

Write-host "`n InBox Apps: Installer Match Results" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

if ($Script:InBoxAppx.Count -gt 0) {

Write-host " Match successful" -ForegroundColor Green

} else {

Write-host " Failed match" -ForegroundColor Red

return

}

Write-host "`n InBox Apps: Details of the application to be installed ( $($Script:InBoxAppx.Count) item )" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

ForEach ($Rule in $Script:InBoxAppx) {

Write-host " Apps name: " -NoNewline; Write-host $Rule.Name -ForegroundColor Yellow

Write-host " Apps installer: " -NoNewline; Write-host $Rule.InstallPacker -ForegroundColor Yellow

Write-host " License: " -NoNewline; Write-host $Rule.Certificate -ForegroundColor Yellow

Write-host ""

}

Write-host "`n InBox Apps: Installation" -ForegroundColor Yellow

Write-host " $('-' \* 80)"

ForEach ($Rule in $Script:InBoxAppx) {

Write-host " Name: " -NoNewline; Write-host $Rule.Name -ForegroundColor Yellow

Write-host " $('-' \* 80)"

if($Allow\_Install\_App -contains $Rule.Name) {

Write-host " Search for apps: " -NoNewline; Write-host $Rule.InstallPacker -ForegroundColor Yellow

Write-host " Search for License: " -NoNewline; Write-host $Rule.Certificate -ForegroundColor Yellow

if (Test-Path -Path $Rule.InstallPacker -PathType Leaf) {

if (Test-Path -Path $Rule.Certificate -PathType Leaf) {

Write-host " License: " -NoNewline

Write-host $Rule.Certificate -ForegroundColor Yellow

Write-host " With License".PadRight(22) -NoNewline -ForegroundColor Green

Write-host " Installing".PadRight(22) -NoNewline

try {

Add-AppxProvisionedPackage -Path $Mount -PackagePath $Rule.InstallPacker -LicensePath $Rule.Certificate -ErrorAction SilentlyContinue | Out-Null

Write-Host "Done`n" -ForegroundColor Green

} catch {

Write-Host "Failed" -ForegroundColor Red

Write-Host " $($\_)`n" -ForegroundColor Red

}

} else {

Write-host " No License".PadRight(22) -NoNewline -ForegroundColor Red

Write-host " Installing".PadRight(22) -NoNewline

try {

Add-AppxProvisionedPackage -Path $Mount -PackagePath $Rule.InstallPacker -SkipLicense -ErrorAction SilentlyContinue | Out-Null

Write-Host "Done`n" -ForegroundColor Green

} catch {

Write-Host "Failed" -ForegroundColor Red

Write-Host " $($\_)`n" -ForegroundColor Red

}

}

} else {

Write-host " The installation package does not exist" -ForegroundColor Red

}

} else {

Write-host " Skip the installation`n" -ForegroundColor Red

}

}

###### InBox Apps: optimization

After the app is installed, provisioning the Appx package should be optimized to reduce the app's disk usage by replacing identical files with hard links, only for offline images.

Dism /Image:"D:\OS\_11\_Custom\Install\Install\Mount" /Optimize-ProvisionedAppxPackages

##### Cumulative updates

* + - When upgrading different versions or old versions to the latest version, you need to add the "Function Enablement Package" first before adding the latest cumulative update;
    - After adding a language pack, you can install the same cumulative update as the initial version to resolve a known issue where the "Components: All packages installed in the image" status is not refreshed after installation;
    - To stay up to date, it is recommended that you download the latest version.

###### Initial version

* + 1. How to download

Cumulative update KB5016632 is no longer searchable from <https://www.catalog.update.microsoft.com/Search.aspx?q=KB5016632>.

* + - 1. Select any website and open:
         1. <https://uupdump.net>
         2. <https://uup.ee>
         3. <https://osdump.com>
      2. After opening, search for keywords: 22621.382, select from the search results: Windows 11, version 22H2 (22621.382) amd64 and Windows 11, version 22H2 (22621.382) arm64
      3. After opening, select "All files";
      4. Search for: KB5016632 in the "All Files" page, download:
* Windows11.0-KB5016632-x64.cab
* Windows11.0-KB5016632-x64.psf
  + - 1. Cumulative updates: Merging
         1. Go to <https://github.com/abbodi1406/WHD/tree/master/scripts> After downloading [PSFX\_Repack\_6.zip](https://github.com/abbodi1406/WHD/raw/master/scripts/PSFX_Repack_6.zip)
         2. After downloading, unzip it to: D:\PSFX\_Repack\_6
         3. Copy Windows11.0-KB5016632-x64.cab, Windows11.0-KB5016632-x64.psf to: D:\PSFX\_Repack\_6
         4. After running: psfx2cab\_GUI.cmd, you will get a new file:

Windows11.0-KB5016632-x64-full\_psfx.cab

* + - * 1. Save Windows11.0-KB5016632-x64-full\_psfx.cab to:

D:\OS\_11\_Custom\Install\Install\Update\Windows11.0-KB5016632-x64-full\_psfx.cab

* + 1. Add

$KBPath = "D:\OS\_11\_Custom\Install\Install\Update\Windows11.0-KB5016632-x64-full\_psfx.cab"

Add-WindowsPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -PackagePath $KBPath

###### Other Version

Check "[Windows 11 version information](https://learn.microsoft.com/en-us/windows/release-health/windows11-release-information)", for example, download cumulative update: KB5032288, version number: 22631.2792, go to the download page: <https://www.catalog.update.microsoft.com/Search.aspx?q=KB5032288>, download and save to: D:\OS\_11\_Custom\Install\Install\Update, or download through direct connection, select download according to the architecture:

* + 1. x64, default
* Direct download

<https://catalog.sf.dl.delivery.mp.microsoft.com/filestreamingservice/files/d44c2ec3-2179-4305-9f27-fe303f81a9b6/public/windows11.0-kb5032288-x64_04212175664d85ed0f439f8f1f883e9f383b84cf.msu>

* Add to

$KBPath = "D:\OS\_11\_Custom\Install\Install\Update\windows11.0-kb5032288-x64\_04212175664d85ed0f439f8f1f883e9f383b84cf.msu"

Add-WindowsPackage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -PackagePath $KBPath

###### Solidify Updated

It cannot be uninstalled after curing, which cleans the recovery image and resets the basis of any superseded components.

Dism /Image:"D:\OS\_11\_Custom\Install\Install\Mount" /cleanup-image /StartComponentCleanup /ResetBase

* + 1. Clean components after curing and updating

$Mount = "D:\OS\_11\_Custom\Install\Install\Mount"

Get-WindowsPackage -Path $Mount -ErrorAction SilentlyContinue | ForEach-Object {

if ($\_.PackageState -eq "Superseded") {

Write-Host " $($\_.PackageName)" -ForegroundColor Green

Remove-WindowsPackage -Path $Mount -PackageName $\_.PackageName | Out-Null

}

}

##### Deployment engine: Add

* Learn "Deployment Engine", if added to ISO installation media, can skip adding to mounted.
* After adding the deployment engine, continue at the current location.

##### Health

Before saving, check whether it is damaged. If the health status is abnormal, stop saving.

Repair-WindowsImage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -ScanHealth

##### Replace WinRE.wim

WinRE.wim in all index numbers in Install.wim has been replaced in batches. Please skip this step.

$WinRE = "D:\OS\_11\_Custom\Install\Install\Update\Winlib\WinRE.wim"

$CopyTo = "D:\OS\_11\_Custom\Install\Install\Mount\Windows\System32\Recovery"

Copy-Item -Path $WinRE -Destination $CopyTo -Force

##### Save image: Install.wim

Save-WindowsImage -Path "D:\OS\_11\_Custom\Install\Install\Mount"

##### Unmount image: Install.wim

Close any applications that may be accessing files in the image, including File Explorer.

Dismount-WindowsImage -Path "D:\OS\_11\_Custom\Install\Install\Mount" -Discard

LOOP OPERATING AREA, END.

##### Rebuilding Install.wim reduces file size

* Install.Rebuild.wim.ps1
  + [\Expand\Install\Install.Rebuild.wim.ps1](Expand/Install/Install.Rebuild.wim.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.Rebuild.wim.ps1>
* Copy the code

$InstallWim = "D:\OS\_11\sources\install.wim"

Get-WindowsImage -ImagePath $InstallWim -ErrorAction SilentlyContinue | ForEach-Object {

Write-Host " Image name: " -NoNewline; Write-Host $\_.ImageName -ForegroundColor Yellow

Write-Host " The index number: " -NoNewline; Write-Host $\_.ImageIndex -ForegroundColor Yellow

Write-Host "`n Under reconstruction".PadRight(28) -NoNewline

Export-WindowsImage -SourceImagePath $InstallWim -SourceIndex $\_.ImageIndex -DestinationImagePath "$($InstallWim).New" -CompressionType max | Out-Null

Write-Host "Finish`n" -ForegroundColor Green

}

if (Test-Path "$($InstallWim).New" -PathType Leaf) {

Remove-Item -Path $InstallWim

Move-Item -Path "$($InstallWim).New" -Destination $InstallWim

Write-Host "Finish" -ForegroundColor Green

} else {

Write-host "Failed" -ForegroundColor Red

}

##### How to batch replace WinRE.wim in all index numbers in Install.wim

###### Obtain WimLib

After going to the official website of <https://wimlib.net>, select a different version: [arm64](https://wimlib.net/downloads/wimlib-1.14.3-windows-aarch64-bin.zip), [x64](https://wimlib.net/downloads/wimlib-1.14.3-windows-x86_64-bin.zip), [x86](https://wimlib.net/downloads/wimlib-1.14.3-windows-i686-bin.zip), and extract it to: D:Wimlib after downloading

###### How to extract and update WinRE.wim in Install.wim

* + 1. Extract the WinRE.wim file Install.wim from Install.wim
* Install.WinRE.Extract.ps1
  + [\Expand\Install\Install.WinRE.Extract.ps1](Expand/Install/Install.WinRE.Extract.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.WinRE.Extract.ps1>
* Copy the code

$Arguments = @(

"extract",

"D:\OS\_11\sources\install.wim", "1",

"\Windows\System32\Recovery\Winre.wim",

"--dest-dir=""D:\OS\_11\_Custom\Install\Install\Update\Winlib"""

)

New-Item -Path "D:\OS\_11\_Custom\Install\Install\Update\Winlib" -ItemType Directory -ea SilentlyContinue

Start-Process -FilePath "d:\wimlib\wimlib-imagex.exe" -ArgumentList $Arguments -wait -nonewwindow

* + 1. Get all index numbers of Install.wim and replace the old WinRE.wim
* Install.WinRE.Replace.wim.ps1
  + [\Expand\Install\Install.WinRE.Replace.wim.ps1](Expand/Install/Install.WinRE.Replace.wim.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Install/Install.WinRE.Replace.wim.ps1>
* Copy the code

Get-WindowsImage -ImagePath "D:\OS\_11\sources\install.wim" -ErrorAction SilentlyContinue | ForEach-Object {

Write-Host " Image name: " -NoNewline; Write-Host $\_.ImageName -ForegroundColor Yellow

Write-Host " The index number: " -NoNewline; Write-Host $\_.ImageIndex -ForegroundColor Yellow

Write-Host "`n Replacement "

$Arguments = @(

"update",

"D:\OS\_11\sources\install.wim", $\_.ImageIndex,

"--command=""add 'D:\OS\_11\_Custom\Install\Install\Update\Winlib\WinRE.wim' '\Windows\System32\Recovery\WinRe.wim'"""

)

Start-Process -FilePath "d:\wimlib\wimlib-imagex.exe" -ArgumentList $Arguments -wait -nonewwindow

Write-Host " Finish`n" -ForegroundColor Green

}

#### Custom deployment image boot.wim

##### View Boot.wim details

Image name, image description, image size, architecture, version, index number, etc.

$ViewFile = "D:\OS\_11\Sources\Boot.wim"

Get-WindowsImage -ImagePath $ViewFile | Foreach-Object { Get-WindowsImage -ImagePath $ViewFile -index $\_.ImageIndex }

##### Specify the path to mount Boot.wim

New-Item -Path "D:\OS\_11\_Custom\Boot\Boot\Mount" -ItemType directory -ea SilentlyContinue

##### Start mounting Boot.wim

Default index number: 2

Mount-WindowsImage -ImagePath "D:\OS\_11\sources\boot.wim" -Index "2" -Path "D:\OS\_11\_Custom\Boot\Boot\Mount"

##### Language pack: Boot

* Automatically install language packs: Get "Component: All installed packages in the image" and match them. After matching the corresponding names, install the local corresponding language pack files, View the report "[Language installation package for Boot.wim](#_Report:_Language_installation_3)".
* When adding languages, different schema versions must be corresponded, and if not, errors are reported during the addition process.

###### Language pack: Add

* Boot.Instl.lang.ps1
  + [\Expand\Boot\Boot.Instl.lang.ps1](Expand/Boot/Boot.Instl.lang.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Boot/Boot.Instl.lang.ps1>
* Copy the code

$Mount = "D:\OS\_11\_Custom\Boot\Boot\Mount"

$Sources = "D:\OS\_11\_Custom\Boot\Boot\Language\Add\zh-CN"

$Initl\_install\_Language\_Component = @()

Get-WindowsPackage -Path $Mount | ForEach-Object {

$Initl\_install\_Language\_Component += $\_.PackageName

}

Add-WindowsPackage -Path $Mount -PackagePath "$($Sources)\WinPE-FontSupport-zh-CN.cab"

$Language\_List = @(

@{ Match = "\*WinPE\*Setup\*Client\*Package\*"; File = "WINPE-SETUP-CLIENT\_zh-CN.CAB"; }

@{ Match = "\*WinPE\*Setup\*Package\*"; File = "WinPE-Setup\_zh-CN.cab"; }

@{ Match = "\*WinPE-LanguagePack-Package\*"; File = "lp.cab"; }

@{ Match = "\*SecureStartup\*"; File = "winpe-securestartup\_zh-CN.cab"; }

@{ Match = "\*ATBroker\*"; File = "winpe-atbroker\_zh-CN.cab"; }

@{ Match = "\*AudioCore\*"; File = "winpe-audiocore\_zh-CN.cab"; }

@{ Match = "\*AudioDrivers\*"; File = "winpe-audiodrivers\_zh-CN.cab"; }

@{ Match = "\*EnhancedStorage\*"; File = "winpe-enhancedstorage\_zh-CN.cab"; }

@{ Match = "\*Narrator\*"; File = "winpe-narrator\_zh-CN.cab"; }

@{ Match = "\*scripting\*"; File = "winpe-scripting\_zh-CN.cab"; }

@{ Match = "\*Speech-TTS\*"; File = "winpe-speech-tts\_zh-CN.cab"; }

@{ Match = "\*srh\*"; File = "winpe-srh\_zh-CN.cab"; }

@{ Match = "\*srt\*"; File = "winpe-srt\_zh-CN.cab"; }

@{ Match = "\*wds-tools\*"; File = "winpe-wds-tools\_zh-CN.cab"; }

@{ Match = "\*-WMI-Package\*"; File = "winpe-wmi\_zh-CN.cab"; }

)

ForEach ($Rule in $Language\_List) {

Write-host "`n Rule name: $($Rule.Match)" -ForegroundColor Yellow; Write-host " $('-' \* 80)"

ForEach ($Component in $Initl\_install\_Language\_Component) {

if ($Component -like "\*$($Rule.Match)\*") {

Write-host " Component name: " -NoNewline

Write-host $Component -ForegroundColor Green

Write-host " Language pack file: " -NoNewline

Write-host "$($Sources)\$($Rule.File)" -ForegroundColor Green

Write-Host " Installing ".PadRight(22) -NoNewline

try {

Add-WindowsPackage -Path $Mount -PackagePath "$($Sources)\$($Rule.File)" | Out-Null

Write-host "Finish" -ForegroundColor Green

} catch {

Write-host "Failed" -ForegroundColor Red

}

break

}

}

}

###### Components: All packages installed in the image

* + 1. View

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Boot\Boot\Mount" | Out-GridView

* + 1. Export to csv

$SaveTo = "D:\OS\_11\_Custom\Boot\Boot\Report.$(Get-Date -Format "yyyyMMddHHmmss").csv"

Get-WindowsPackage -Path "D:\OS\_11\_Custom\Boot\Boot\Mount" | Export-CSV -NoType -Path $SaveTo

Write-host $SaveTo -ForegroundColor Green

###### Language: Repair

* + 1. Extract

Open: D:\OS\_11\_Custom\Install\Install\Language\Add\zh-CN\Microsoft-Windows-Client-Language-Pack\_x64\_zh-CN.cab, enter the directory: Setup\sources\zh-cn\cli, and copy the following files to the deskto:

* + - 1. arunres.dll.mui
      2. spwizres.dll.mui
      3. w32uires.dll.mui
    1. Copy

Copy the extracted files to: D:\OS\_11\_Custom\Boot\Boot\Mount\sources\zh-CN

###### Language packs: sync to ISO installer

Copy-Item -Path "D:\OS\_11\_Custom\Boot\Boot\Mount\sources\zh-CN" -Destination "D:\OS\_11\sources\zh-CN" -Recurse -Force

###### Regenerate Lang.ini

After regeneration, you can adjust the "Installation Interface", the order when selecting "Language", open lang.ini, the default preferred value = 3, non-default value = 2.

* + 1. Regenerate the mounted directory lang.ini

Regenerated Lang.ini file location: D:\en-us\_windows\_server\_2022\_x64\_dvd\_620d7eac\_Custom\Boot\Boot\Mount\Sources\lang.ini

Dism /image:"D:\OS\_11\_Custom\Boot\Boot\Mount" /gen-langini /distribution:"D:\OS\_11\_Custom\Boot\Boot\Mount"

* + 1. After regenerating lang.ini, sync to the installer

Regenerated Lang.ini file location: D:\en-us\_windows\_server\_2022\_x64\_dvd\_620d7eac\Sources\lang.ini

Dism /image:"D:\OS\_11\_Custom\Boot\Boot\Mount" /gen-langini /distribution:"D:\OS\_11"

##### Other

###### Bypass TPM check during installation

* Boot.Bypass.TPM.ps1
  + [\Expand\Boot\Boot.Bypass.TPM.ps1](Expand/Boot/Boot.Bypass.TPM.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/Boot/Boot.Bypass.TPM.ps1>
* Copy the code

$RegSystem = "D:\OS\_11\_Custom\Boot\Boot\Mount\Windows\System32\Config\SYSTEM"

$RandomGuid = [guid]::NewGuid()

Write-Host " HKLM:\$($RandomGuid)"

New-PSDrive -PSProvider Registry -Name OtherTasksTPM -Root HKLM -ErrorAction SilentlyContinue | Out-Null

Start-Process reg -ArgumentList "Load ""HKLM\$($RandomGuid)"" ""$($RegSystem)""" -Wait -WindowStyle Hidden -ErrorAction SilentlyContinue

New-Item "HKLM:\$($RandomGuid)\Setup\LabConfig" -force -ea SilentlyContinue | Out-Null

New-ItemProperty -LiteralPath "HKLM:\$($RandomGuid)\Setup\LabConfig" -Name "BypassCPUCheck" -Value 1 -PropertyType DWord -Force -ea SilentlyContinue | Out-Null

New-ItemProperty -LiteralPath "HKLM:\$($RandomGuid)\Setup\LabConfig" -Name "BypassStorageCheck" -Value 1 -PropertyType DWord -Force -ea SilentlyContinue | Out-Null

New-ItemProperty -LiteralPath "HKLM:\$($RandomGuid)\Setup\LabConfig" -Name "BypassRAMCheck" -Value 1 -PropertyType DWord -Force -ea SilentlyContinue | Out-Null

New-ItemProperty -LiteralPath "HKLM:\$($RandomGuid)\Setup\LabConfig" -Name "BypassTPMCheck" -Value 1 -PropertyType DWord -Force -ea SilentlyContinue | Out-Null

New-ItemProperty -LiteralPath "HKLM:\$($RandomGuid)\Setup\LabConfig" -Name "BypassSecureBootCheck" -Value 1 -PropertyType DWord -Force -ea SilentlyContinue | Out-Null

[gc]::collect()

Start-Process reg -ArgumentList "unload ""HKLM\$($RandomGuid)""" -Wait -WindowStyle Hidden -ErrorAction SilentlyContinue

Remove-PSDrive -Name OtherTasksTPM

##### Save image: Boot.wim

Save-WindowsImage -Path "D:\OS\_11\_Custom\Boot\Boot\Mount"

##### Unmount image: Boot.wim

Close any applications that may be accessing files in the image, including File Explorer.

Dismount-WindowsImage -Path "D:\OS\_11\_Custom\Boot\Boot\Mount" -Discard

#### Deployment engine

* + - * Learn about "Automatically Adding Languages Installed in Windows Systems", learn: <https://github.com/ilikeyi/Multilingual>, how to download:
      * After entering the website, click "Code", "Download Compressed Package", and after the download is completed, you will get the main.zip compressed package file.
      * Go to the <https://github.com/ilikeyi/Multilingual/releases> download page, select the available version: 1.1.1.1, select the download source code format: zip, and get the Multilingual-1.1.1.1.zip compressed package file after the download is completed;
      * Unzip the downloaded main.zip or Multilingual-1.1.1.1.zip to: D:\Multilingual-1.1.1.1, and rename: D:\Multilingual
      * Learn "[Unattended Windows Setup Reference](https://learn.microsoft.com/en-us/windows-hardware/customize/desktop/unattend/)", Intervene in the installation process by leaving it unattended.

##### Add method

###### Add to ISO installation media

* + 1. Unattended
       1. Add to: [ISO]:\Autounattend.xml

Autounattend.xml interferes with the WinPE installer when booting an ISO installation.

Copy D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml to D:\OS\_11\Autounattend.xml

Copy-Item "D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml" -Destination "D:\OS\_11\Autounattend.xml" -Force

* + - 1. Add to: [ISO]:\Sources\Unattend.xml

When mounting or unpacking an ISO, after running the [ISO]:\Setup.exe installer, [ISO]:\Sources\Unattend.xml will intervene in the installation process.

Copy D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml to D:\OS\_11\Sources\Unattend.xml

Copy-Item "D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml" -Destination "D:\OS\_11\Sources\Unattend.xml" -Force

* + - 1. Add to: [ISO]:\sources\$OEM$\$$\Panther\unattend.xml

Copy it to the system disk during the installation process, copy to: {system disk}:\Windows\Panther\unattend.xml

* + - * 1. Create $OEM$ path

New-Item -Path "D:\OS\_11\sources\`$OEM$\`$$\Panther" -ItemType Directory

* + - * 1. Copy

Copy D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml to D:\OS\_11\Sources\$OEM$\Panther\Unattend.xml

Copy-Item "D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml" -Destination "D:\OS\_11\sources\`$OEM$\`$$\Panther\Unattend.xml" -Force

* + 1. Deployment engine: add

Add "Automatically add installed languages for Windows systems" to D:\OS\_11\sources\$OEM$\$1\Yi\Engine in the directory.

* + - 1. Deployment Engine: Copy

Copy D:\Multilingual\Engine to D:\OS\_11\Sources\$OEM$\$1\Yi\Engine

Copy-Item "D:\Multilingual\Engine" -Destination "D:\OS\_11\sources\`$OEM$\`$1\Yi\Engine" -Recurse -Force

* + - 1. Deployment engine: custom deployment tags

$Flag = @(

"Is\_Mark\_Sync" # Allow global search and synchronization of deployment tags

# Prerequisite deployment

# "Auto\_Update" # Allow automatic updates

# "Use\_UTF8" # Beta: Global language support using Unicode UTF-8

"Disable\_Network\_Location\_Wizard" # Network Location Wizard

"Disable\_Cleanup\_Appx\_Tasks" # Appx Cleanup and maintenance tasks

"Disable\_Cleanup\_On\_Demand\_Language" # Prevent cleanup of unused on-demand feature language packs

"Disable\_Cleanup\_Unsed\_Language" # Prevent cleaning of unused language packs

"Prerequisites\_Reboot" # Restart your computer

# Complete first deployment

# "Popup\_Engine" # Allow the deployment engine main interface to pop up for the first time

# "Allow\_First\_Pre\_Experience" # Allow first preview, as planned

"Reset\_Execution\_Policy" # Restore PowerShell execution policy: Restricted

"Clear\_Solutions" # Delete the entire solution

"Clear\_Engine" # Delete the deployment engine and keep the others

# "First\_Experience\_Reboot" # Restart your computer

)

ForEach ($item in $Flag) {

Write-host " $($item)" -ForegroundColor Green

New-Item -Path "D:\OS\_11\sources\`$OEM$\`$1\Yi\Engine\Deploy\Allow" -ItemType Directory -ErrorAction SilentlyContinue | Out-Null

Out-File -FilePath "D:\OS\_11\sources\`$OEM$\`$1\Yi\Engine\Deploy\Allow\$($item)" -Encoding utf8 -ErrorAction SilentlyContinue

}

###### Add to mounted

Through "[Customized deployment image: Install.wim](#_3.1__)", execute "[Start mounting Install.wim](#_Start_mounting_Install.wim)" and mount to: D:\OS\_11\_Custom\Install\Install\Mount

* + 1. Unattended

Copy D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml to D:\OS\_11\_Custom\Install\Install\Mount\Panther\Unattend.xml

Copy-Item "D:\Multilingual\\_Learn\Unattend\Mul.Unattend.xml" -Destination "D:\OS\_11\_Custom\Install\Install\Mount\Panther" -Force

* + 1. Deployment engine: add

Add "Automatically add languages installed on Windows systems" to the D:\OS\_11\_Custom\Install\Install\Mount\Yi\Engine directory.

* + - 1. Deployment Engine: Copy

Copy D:\Multilingual\Engine to D:\OS\_11\_Custom\Install\Install\Mount\Yi\Engine

Copy-Item "D:\Multilingual\Engine" -Destination "D:\OS\_11\_Custom\Install\Install\Mount\Yi\Engine" -Recurse -Force

* + - 1. Deployment engine: custom deployment tags

$Flag = @(

"Is\_Mark\_Sync" # Allow global search and synchronization of deployment tags

# Prerequisite deployment

# "Auto\_Update" # Allow automatic updates

# "Use\_UTF8" # Beta: Global language support using Unicode UTF-8

"Disable\_Network\_Location\_Wizard" # Network Location Wizard

"Disable\_Cleanup\_Appx\_Tasks" # Appx Cleanup and maintenance tasks

"Disable\_Cleanup\_On\_Demand\_Language" # Prevent cleanup of unused on-demand feature language packs

"Disable\_Cleanup\_Unsed\_Language" # Prevent cleaning of unused language packs

"Prerequisites\_Reboot" # Restart your computer

# Complete first deployment

# "Popup\_Engine" # Allow the deployment engine main interface to pop up for the first time

# "Allow\_First\_Pre\_Experience" # Allow first preview, as planned

"Reset\_Execution\_Policy" # Restore PowerShell execution policy: Restricted

"Clear\_Solutions" # Delete the entire solution

"Clear\_Engine" # Delete the deployment engine and keep the others

# "First\_Experience\_Reboot" # Restart your computer

)

ForEach ($item in $Flag) {

Write-host " $($item)" -ForegroundColor Green

New-Item -Path "D:\OS\_11\sources\`$OEM$\`$1\Yi\Engine\Deploy\Allow" -ItemType Directory -ErrorAction SilentlyContinue | Out-Null

Out-File -FilePath "D:\OS\_11\sources\`$OEM$\`$1\Yi\Engine\Deploy\Allow\$($item)" -Encoding utf8 -ErrorAction SilentlyContinue

}

##### Deployment Engine: Advanced

###### Deployment engine: adding process

After copying the deployment engine, you can add deployment tags to intervene in the installation process.

###### Unattended solution

When the customization is unattended, please modify it simultaneously if the following files exist:

* D:\OS\_11\Autounattend.xml
* D:\OS\_11\Sources\Unattend.xml
* D:\OS\_11\sources\$OEM$\$$\Panther\unattend.xml
* D:\OS\_11\_Custom\Install\Install\Mount\Panther\Unattend.xml
  + 1. Multilingual or monolingual

In multi-language and monolingual, you can switch between each other. When replacing, please replace all the same ones in the file.

* + - 1. Multi-language

<UILanguage>%OSDUILanguage%</UILanguage>

<InputLocale>%OSDInputLocale%</InputLocale>

<SystemLocale>%OSDSystemLocale%</SystemLocale>

<UILanguage>%OSDUILanguage%</UILanguage>

<UILanguageFallback>%OSDUILanguageFallback%</UILanguageFallback>

<UserLocale>%OSDUserLocale%</UserLocale>

* + - 1. Monolingual

A single language needs to specify a Region tag, for example, specify a Region tag: zh-CN

<UILanguage>zh-CN</UILanguage>

<InputLocale>zh-CN</InputLocale>

<SystemLocale>zh-CN</SystemLocale>

<UILanguage>zh-CN</UILanguage>

<UILanguageFallback>zh-CN</UILanguageFallback>

<UserLocale>zh-CN</UserLocale>

* + 1. User plan

By default, the self-created user Administrator is used and logged in automatically. It can be switched by modifying the following configuration: self-created or customized user.

* + - 1. Self-created user Administrator

By default, the self-created user: Administrator is used and logged in automatically, inserted between <OOBE> and </OOBE>.

<UserAccounts>

<LocalAccounts>

<LocalAccount wcm:action="add">

<Password>

<Value></Value>

<PlainText>true</PlainText>

</Password>

<Description>Administrator</Description>

<DisplayName>Administrator</DisplayName>

<Group>Administrators</Group>

<Name>Administrator</Name>

</LocalAccount>

</LocalAccounts>

</UserAccounts>

<AutoLogon>

<Password>

<Value></Value>

<PlainText>true</PlainText>

</Password>

<Enabled>true</Enabled>

<Username>Administrator</Username>

</AutoLogon>

* + - 1. Custom user

After setting up a custom user and installing the system, in OOBE, you can choose settings such as local and online users.

* + - * 1. Delete

Username: Removed from start <UserAccounts> to </UserAccounts>

Autologin: Remove from start <AutoLogon> to </AutoLogon>

* + - * 1. Replace

From the beginning <OOBE> to </OOBE>

<OOBE>

<ProtectYourPC>3</ProtectYourPC>

<HideEULAPage>true</HideEULAPage>

<HideWirelessSetupInOOBE>true</HideWirelessSetupInOOBE>

</OOBE>

### ISO

#### Generate ISO

1. Download OScdimg

Select the Oscdimg version according to the architecture, and save it to: D:\ after downloading. To save in other paths, please enter the absolute path of OScdimg.exe;

* 1. x64

<https://github.com/ilikeyi/solutions/raw/main/_Software/Oscdimg/amd64/oscdimg.exe>

* 1. x86

<https://github.com/ilikeyi/solutions/raw/main/_Software/Oscdimg/x86/oscdimg.exe>

* 1. arm64

<https://github.com/ilikeyi/solutions/raw/main/_Software/Oscdimg/arm64/oscdimg.exe>

1. Use the oscdimg command line to generate an ISO file and save it to: D:\OS\_11.iso

* ISO.ps1
  + [\Expand\ISO.ps1](Expand/ISO.ps1)
  + <https://github.com/ilikeyi/solutions/blob/main/_Learn/Packaging.tutorial/OS.11/22H2/Expand/ISO.ps1>
* Copy the code

$Oscdimg = "D:\Oscdimg.exe"

$ISO = "D:\OS\_11"

$Volume = "OS\_11"

$SaveTo = "D:\OS\_11.iso"

$Arguments = @("-m", "-o", "-u2", "-udfver102", "-l""$($Volume)""", "-bootdata:2#p0,e,b""$($ISO)\boot\etfsboot.com""#pEF,e,b""$($ISO)\efi\microsoft\boot\efisys.bin""", $ISO, $SaveTo)

Start-Process -FilePath $Oscdimg -ArgumentList $Arguments -wait -nonewwindow

#### Bypass TPM installation check

1. Learn about: <https://github.com/AveYo/MediaCreationTool.bat/tree/main/bypass11> and download: Quick\_11\_iso\_esd\_wim\_TPM\_toggle.bat
2. Drag the D:\OS\_11.iso file to Quick\_11\_iso\_esd\_wim\_TPM\_toggle.bat, and "add" or "delete" the TPM installation check function in reverse order.

Y![A logo of a cube

Description automatically generated](data:image/png;base64,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)i’ Solutions

Author: Yi

Website: <https://fengyi.tel>

EMail: [775159955@qq.com](mailto:775159955@qq.com), ilikeyi@outlook.com

Document version: 1.0

Documentation model: Lite version

Translation: Chinese to English version

Updated: 2024 - 4

Suggestions or feedback: <https://github.com/ilikeyi/solutions/issues>