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**Цель работы**

Целью данной лабораторной работы является разработка программы, выполняющая обход файловой системы и реализующая запись и чтение из файлов с расширением txt.

**Задание**

Дана некоторая корневая директория, в которой может находиться некоторое количество папок, в том числе вложенных. В этих папках хранятся некоторые текстовые файлы, имеющие имя вида *<filename>*.txt

В каждом текстовом файле хранится одна строка, начинающаяся с числа вида: <число><пробел><латинские буквы, цифры, знаки препинания> ("124 string example!")

Требуется написать программу, которая, будучи запущенной в корневой директории, выведет строки из файлов всех поддиректорий в порядке возрастания числа, с которого строки начинаются

**Пример**

![](data:image/png;base64,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)root/file.txt: 4 Where am I?  
root/Newfolder/Newfile.txt: 2 Simple text  
root/Newfolder/Newfolder/Newfile.txt: 5 So much files!  
root/Newfolder(1)/Newfile.txt: 3 Wow? Text?  
root/Newfolder(1)/Newfile1.txt: 1 Small text

**Решение:**

1 Small text  
2 Simple text  
3 Wow? Text?  
4 Where am I?  
5 So much files!

Ваше решение должно находиться в директории **/home/box**, файл с решением должен называться **solution.c**. Результат работы программы должен быть записан в файл **result.txt**.

# Выполнение работы

Для работы с текстовым файлом в программе были описаны такие структуры, как FileValue, Array\_char и Array\_FileValue. Две последние структуры являются массивами и имеют идентичные функции для работы с ними. Поэтому данные структуры и функции, реализующую работу с ними, были написаны с помощью макроопределения.

Структура Array\_##type представляет собой динамический массив, который может изменять свой размер во время выполнения программы. Она содержит следующие поля:

type \*arr;: Указатель на массив типа type, который хранит элементы массива.

size\_t size;: Текущий размер массива, то есть количество элементов, которые в данный момент хранятся в массиве.

size\_t capacity;: Текущая вместимость массива, то есть количество элементов, для которых выделено памяти.

void (\*deleter)(type \*p);: Указатель на функцию удаления, которая будет вызвана для каждого элемента при очистке массива.

Функции, связанные с этой структурой, выполняют следующие задачи:

create\_##type##\_array(void (\*deleter)(type \*)): Создает новый динамический массив с начальной вместимостью SIZE. Принимает указатель на функцию удаления в качестве аргумента. Если выделение памяти не удаётся, программа выводит сообщение об ошибке и завершает работу.

clear\_##type##\_array(Array\_##type \*arr): Очищает массив, вызывая для каждого элемента функцию удаления (если она предоставлена) и освобождает память, выделенную под массив.

resize\_##type##\_array(Array\_##type \*arr): Увеличивает вместимость массива в два раза. Если выделение памяти не удаётся, программа выводит сообщение об ошибке, очищает массив и завершает работу.

add\_##type##\_element(Array\_##type \*arr, type element): Добавляет элемент в массив. Если вместимость массива недостаточна, вызывается функция resize\_##type##\_array для увеличения вместимости. Затем новый элемент добавляется в конец массива, и размер массива увеличивается на 1.

append\_##type##\_array(Array\_##type \*base, type \*src, size\_t src\_size ): добавляет к массиву base массив src с помощью функции стандартной библиотеки memcpy().

Структура FileValue - пользовательский тип данных, предназначен для работы с информацией в текстовом файле:

long value\_int;: поле, хранящее в себе целочисленное значение, полученное из файла.

Array\_char string;: динамический массив символов, хранящий текст, полученный из файла.

Начало работы функции main начинается с создания массива символов path, который предназначен для хранения пути к директории, в которой будет производиться поиск файлов. Этот массив создается с помощью функции create\_char\_array, которая инициализирует динамический массив символов. Затем в массив path добавляется строка ROOT\_PATH с помощью функции append\_char\_array, которая добавляет данные в конец массива.

Далее создается массив FileValue с помощью функции create\_FileValue\_array, предназначенный для хранения информации о найденных файлах. В этот массив будет добавлена информация о файлах, найденных в директории, указанной в path.

Следующим шагом является поиск файлов в указанной директории с помощью функции directory\_lookup. Эта функция проходит по всем файлам в директории и добавляет информацию о каждом файле в массив FileValue.

После того как информация о файлах собрана, массив FileValue сортируется с помощью функции qsort, используя компараторную функцию compare для определения порядка элементов. Это позволяет упорядочить файлы по критерию, описанному в задании.

Сортированный массив FileValue затем записывается в файл с помощью функции write\_file.

После завершения всех операций, функция освобождает память, занимаемую массивами FileValue и path, с помощью функций clear\_FileValue\_array и clear\_char\_array соответственно. Это важно для предотвращения утечек памяти.

В заключение, функция main успешно выполняет задачу поиска файлов в указанной директории, сортировки их и записи информации в файл.

Описание функций:

add\_name\_to\_path(Array\_char \*path, char \*name): Добавляет имя файла или директории к существующему пути. Если последний символ пути не является разделителем ('/'), добавляет его. Затем проверяет, достаточно ли места в массиве для добавления нового имени, и если нет, увеличивает вместимость массива. После этого добавляет имя к пути и завершает строку нулевым символом.

remove\_name\_from\_path(Array\_char \*path): Удаляет последний элемент из пути, начиная с последнего символа разделителя ('/'). Это позволяет "вернуться" на уровень выше в директории.

compare(const void \*a, const void \*b): Сравнивает два элемента типа FileValue по их целочисленному значению. Используется для сортировки массива FileValue с помощью функции qsort.

get\_file\_extension(char\* filename): Извлекает расширение файла из его имени. Возвращает указатель на начало расширения в строке имени файла или пустую строку, если расширение отсутствует.

extract\_integer(char \*str): Преобразует строку в целое число, используя функцию strtol. Возвращает преобразованное число.

read\_next\_char(Array\_char \*str, FILE \*f): Читает следующий символ из файла и добавляет его в динамический массив символов. Если массив заполнен, увеличивает его вместимость.

read\_line(Array\_char \*s, FILE \*f): Читает строку из файла, используя функцию read\_next\_char, до тех пор, пока не встретит символ новой строки или конец файла.

read\_txt(Array\_char \*path, struct dirent \*entity, Array\_FileValue \*fileValues): Читает текстовый файл, добавляет его имя и содержимое в массив FileValue.

directory\_lookup(Array\_FileValue \*fileValues, Array\_char \*path): Рекурсивно обходит директорию, ищет текстовые файлы и добавляет их в массив FileValue.

write\_file(Array\_FileValue \*fileValues): Записывает информацию о файлах из массива FileValue в файл result.txt.

file\_value\_deleter(FileValue \*p): Функция удаления для элементов типа FileValue, которая очищает динамический массив символов, связанный с каждым элементом FileValue.

**Тестирование**

|  |  |
| --- | --- |
| Входные данные | Выходные данные |
| 4 Where am I?  2 Simple text  5 So much files!  3 Wow? Text?  1 Small text | 1 Small text  2 Simple text  3 Wow? Text?  4 Where am I?  5 So much files! |

**Выводы**

В этой работе был изучен обход файловой системы с использованием языка программирования C. Программа реализует функционал для обхода директорий и файлов в файловой системе, начиная с заданного корневого пути. Было показано, как использовать функции для работы с директориями, такие как opendir и readdir, для перебора файлов и поддиректорий. Также было продемонстрировано чтение содержимого текстовых файлов и обработка информации из них, включая извлечение числовых значений и сохранение их в структурированном виде. В результате работы программы создается файл с результатами, отсортированными по определенному критерию.

## Исходный код программы

Название файла: main.py

#define \_DEFAULT\_SOURCE  
#include <stdio.h>  
#include <stdlib.h>  
#include <string.h>  
#include <dirent.h>  
  
#define SIZE 2  
#define ROOT\_PATH "root"  
#define Array(type) \  
 typedef struct array\_##type { \  
 type \*arr; \  
 size\_t size, capacity; \  
 void (\*deleter)(type \*p); \  
 } Array\_##type; \  
 \  
 Array\_##type create\_##type##\_array(void (\*deleter)(type \*)) { \  
 Array\_##type arr = { calloc(SIZE, sizeof(type)), 0, SIZE, deleter }; \  
 if(arr.arr) \  
 return arr; \  
 else { \  
 printf("[create\_" #type "\_array()]: memory allocation error!\n"); \  
 exit(1); \  
 } \  
 } \  
 \  
 void clear\_##type##\_array(Array\_##type \*arr) { \  
 if (arr->deleter) { \  
 for (size\_t i = 0; i < arr->size; ++i) \  
 arr->deleter(&arr->arr[i]); \  
 } \  
 free(arr->arr); \  
 } \  
 \  
 void resize\_##type##\_array(Array\_##type \*arr){ \  
 arr->capacity \*= 2; \  
 type \*temp = realloc(arr->arr, arr->capacity \* sizeof(type)); \  
 if(temp) \  
 arr->arr = temp; \  
 else { \  
 printf("[resize\_" #type "\_array()]: memory allocation error!\n"); \  
 clear\_##type##\_array(arr); \  
 exit(1); \  
 } \  
 } \  
 \  
 void add\_##type##\_element(Array\_##type \*arr, type element) { \  
 if(arr->capacity == (arr->size + 1)) { \  
 resize\_##type##\_array(arr); \  
 } \  
 arr->arr[arr->size++] = element; \  
 } \  
 \  
 void append\_##type##\_array(Array\_##type \*base, type \*src, size\_t src\_size ) { \  
 while(base->capacity < base->size + src\_size) \  
 resize\_##type##\_array(base); \  
 memcpy(&base->arr[base->size], src, src\_size \* sizeof(type)); \  
 base->size += src\_size; \  
 } \  
  
Array(char)  
  
typedef struct {  
 long value\_int;  
 Array\_char string;  
} FileValue;  
  
Array(FileValue)  
  
void add\_name\_to\_path(Array\_char \*path, char \*name) {  
 if (path->arr[path->size - 1] != '/')  
 add\_char\_element(path, '/');  
  
 if((strlen(name) + path->size + 1) >= path->capacity)  
 resize\_char\_array(path);  
  
 for(size\_t i = 0; i < strlen(name); i++) {  
 path->arr[path->size++] = name[i];  
 }  
  
 path->arr[path->size] = '\0';  
}  
  
void remove\_name\_from\_path(Array\_char \*path) {  
 char \*slash\_ptr = strrchr(path->arr, '/');  
 if(slash\_ptr) {  
 \*slash\_ptr = '\0';  
 path->size = strlen(path->arr);  
 }  
}  
  
int compare(const void \*a, const void \*b) {  
 const FileValue \*f\_v1 = (const FileValue\*)a;  
 const FileValue \*f\_v2 = (const FileValue\*)b;  
  
 if(f\_v1->value\_int > f\_v2->value\_int)  
 return 1;  
 else if(f\_v1->value\_int < f\_v2->value\_int)  
 return -1;  
 else  
 return 0;  
}  
  
char\* get\_file\_extension(char\* filename) {  
 char \*period = strrchr(filename, '.');  
 if(period && period + 1)  
 return period + 1;  
 else  
 return "";  
}  
  
long extract\_integer(char \*str) {  
 char \*endptr;  
 return strtol(str, &endptr, 10);  
}  
  
char read\_next\_char(Array\_char \*str, FILE \*f) {  
 char c = (char)getc(f);  
 if(c != EOF && c != '\n') {  
 if(str->size + 1 == str->capacity)  
 resize\_char\_array(str);  
 str->arr[str->size++] = c;  
 str->arr[str->size] = '\0';  
 return c;  
 }  
 else  
 return 0;  
}  
  
void read\_line(Array\_char \*s, FILE \*f) {  
 while(read\_next\_char(s, f));  
}  
  
void read\_txt(Array\_char \*path, struct dirent \*entity, Array\_FileValue \*fileValues) {  
 add\_name\_to\_path(path, entity->d\_name);  
 FILE \*f = fopen(path->arr, "r");  
  
 FileValue f\_v;  
 f\_v.string = create\_char\_array(NULL);  
 read\_line(&f\_v.string, f);  
 f\_v.value\_int = extract\_integer(f\_v.string.arr);  
 add\_FileValue\_element(fileValues, f\_v);  
  
 fclose(f);  
 remove\_name\_from\_path(path);  
}  
  
void directory\_lookup(Array\_FileValue \*fileValues, Array\_char \*path) {  
 DIR \*directory = opendir(path->arr);  
 if (!directory)  
 return (void)printf("[directory\_lookup()]: directory in {%s} is NULL\n", path->arr);  
  
 for(struct dirent \*entity = readdir(directory); entity; entity = readdir(directory)) {  
 if(entity->d\_type == DT\_DIR && strcmp(entity->d\_name, ".") != 0 && strcmp(entity->d\_name, "..") != 0) {  
  
 add\_name\_to\_path(path, entity->d\_name);  
 directory\_lookup(fileValues, path);  
 remove\_name\_from\_path(path);  
  
 } else if (entity->d\_type == DT\_REG && strcmp(get\_file\_extension(entity->d\_name), "txt") == 0) {  
 read\_txt(path, entity, fileValues);  
 }  
 }  
}  
  
void write\_file(Array\_FileValue \*fileValues) {  
 FILE \*f = fopen("result.txt", "w");  
  
 for(int i = 0; i < fileValues->size; i++) {  
 if(fileValues->arr[i].string.arr)  
 fprintf(f, "%s\n", fileValues->arr[i].string.arr);  
 }  
 fclose(f);  
}  
  
void file\_value\_deleter(FileValue \*p) {  
 clear\_char\_array(&p->string);  
}  
  
int main() {  
 Array\_char path = create\_char\_array(NULL);  
 append\_char\_array(&path, ROOT\_PATH, strlen(ROOT\_PATH));  
  
 Array\_FileValue f\_v = create\_FileValue\_array(file\_value\_deleter);  
  
 directory\_lookup(&f\_v, &path);  
 qsort(f\_v.arr, f\_v.size, sizeof(FileValue), compare);  
 write\_file(&f\_v);  
  
 clear\_FileValue\_array(&f\_v);  
 clear\_char\_array(&path);  
 return 0;  
}