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**Задание 1**

1. Сгенерируйте (используя генератор случайных чисел) матрицу смежности для неориентированного графа *G*. Выведите матрицу на экран.
2. Для сгенерированного графа осуществите процедуру поиска расстояний, реализованную в соответствии с приведенным выше описанием. При  реализации алгоритма в качестве очереди используйте класс **queue** из стандартной библиотеки С++.
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**Вывод:**

Выполняя данную лабораторную работу, мы научились реализовывать и применять алгоритма поиска расстояний в графе.

**Листинг**

**Задание 1:**

#define \_CRT\_SECURE\_NO\_WARNINGS

#include <iostream>

#include <time.h>

#include <locale.h>

#include <queue>

using namespace std;

void adj(int\*\* G, int n) {

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

if (i == j) {

G[i][j] = 0;

}

if (i < j) {

G[i][j] = rand() % 2;

G[j][i] = G[i][j];

}

}

}

}

void print\_adj(int\*\* G, int n) {

for (int i = 0; i < n; i++) {

for (int j = 0; j < n; j++) {

printf("%3d ", G[i][j]);

}

printf("\n");

}

printf("\n");

}

void BFSD(int v,int\* dist, int\*\* G, int n) {

queue <int> q;

q.push(v);

dist[v] = 0;

while (!q.empty()) {

v = q.front();

q.pop();

printf("%d ", v);

for (int i = 0; i < n; i++) {

if ((G[v][i] == 1) && dist[i] == -1) {

q.push(i);

dist[i] = dist[v] + 1;

}

}

}

printf("\n");

}

int main() {

int\*\* G; // указатель на указатель на строку элементов

int\* dist;

int i, j, n;

setlocale(LC\_ALL, "rus");

srand(time(NULL));

printf("Введите размер графа: ");

scanf("%d", &n);

G = (int\*\*)malloc(n \* sizeof(int\*));

for (int i = 0; i < n; i++) {

G[i] = (int\*)malloc(n \* sizeof(int));

}

dist = (int\*)malloc(n \* sizeof(int));

adj(G, n);

print\_adj(G, n);

for (j = 0; j < n; j++) {

for (i = 0; i < n; i++) {

dist[i] = -1;

}

printf("от вершины %d: ", j);

BFSD(j, dist, G, n);

for (i = 0; i < n; i++) {

if (dist[i] != -1)

printf("%d\t", dist[i]);

else

printf("нет прохода\t");

}

printf("\n\n");

}

for (i = 0; i < n; i++) {

free(G[i]);

}

free(G);

free(dist);

getchar();

getchar();

}