**Problem description**

**Environment**

Creating hardware processor requires a lot of computational resources and time. Additionally when several projects like this are running in parallel. A system is built, in order to share between compute resources, for different task in different projects. Specifically we are interested in scheduling tasks for costly resources called emulators.

Each emulator has five boards. A task sent by user can request one or more boards, the boards must be occupied in sequential order. For example if our current state is that we have a task that runs on emulator on board 3,

|  |
| --- |
| Board 1 |
| Board 2 |
| Board 3 – Task A |
| Board 4 |
| Board 5 |
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|  |
| --- |
| Board 1 |
| Board 2 |
| Board 3 – Task A |
| Board 4 |
| Board 5 |

A task can require more than five boards, in this case the board of the next closest emulator will be occupied. Because of this property we can model the problem as a long ordered line of boards, ignoring the existence of emulators.

A user of the system can make three different request types:

1. Provide possible time window for the task and its size.
2. Provide exact start time of the task he wants to run.
3. Request extension to already running task.

After a user make a request, the system tries to schedule the new request, and reply the user whether it was able to do so.

When doing the scheduling there are three types of tasks:

1. Task at progress, this tasks are already running, they occupy specific boards, due time is known. When doing re-scheduling this tasks will remain fixed.
2. Tasks that are promised to run in time window. For this tasks we know the earliest time they can start running, and the latest due date. When doing re-schedule if there is a need to, we can change their start time or boards being used, as long as we meet promised due date.
3. Tasks that are coming from new user request. For this tasks we know their availability, due date, and number of needed boards. There is a need to schedule in the given due date.

**Goal**

To create correct scheduling we followed guidelines as given by the business need:

1. Complete as most tasks as possible in their due date is the most important
2. For all jobs that cannot complete before or at their due date, it is preferable that:
   1. That total jobs lateness will be as small as possible.
   2. Lateness will be evenly distributed between them.
3. For all jobs that can meet their due date it is preferable that:
   1. Their earliness will be evenly distributed among them.

When scheduling two jobs, we have three possible schedules: both of the jobs will meet their due date; only one of the jobs will meet due date; none of the jobs will meet due date. Since first guideline is to prefer as most task as possible to be completed before their due date, we will always prefer first case over second, and the second over the third. For example, if we have two jobs which we can schedule in two alternative ways, both jobs with small latency, or we can make a schedule where one of the jobs will finish on time, while the other one will have a bigger latency. We will prefer alternative where we have at least one completed task.
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Alternative 1, not jobs completes on due date. The dashed line is due date of both of the jobs.

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAgcAAABFCAIAAABRzNIiAAAAAXNSR0IArs4c6QAABYVJREFUeF7t3TF220YQAFAhZ5FT5QT0Cez0bt1FpdKkS5kDUKXVpc0BohMoJ/BLEfEuDCnEFMVQEohH7GJmv4o8OA/E7vxZcgkOgO3W6/WFPwIECBAg8CjwHQcCZxHouu4sx3EQAgTqCnTOFeomIE3rm1nBWKqVTVNyLflM7e7ev0/nCruBtT/CIm5nypNYCBAgUFjg6fvd/ne96NuFETVHoK5A/+3NuVrdLMRt/WD8PKsr7M4MNsMr4nbcrOg5AQIEZiLwbFYIOhn4UXUmg0k3CBBIIHB4DZKJIUFSq4Rgbq7CrlECZxc4cmWqieHsyg5IgACBKALqClEypZ8ECBAoIaCuUEJZGwQIEIgioK4QJVP6SYAAgRIC6gollLVBgACBKALqClEypZ8ECBAoIaCuUEJZGwQIEIgioK4QJVP6SYAAgRIC6gollFtow0N4WsiyGFsQUFdoIctiJECAwFABdYWhUvYjQIBACwLqCi1kuUSMnoNUQlkbBKYXUFeY3lgLBAgQiCOgrhAnV3pKgACB6QXUFaY3bqMF1yC1kWdR5hdQV8ifYxESIEBguIC6wnArexIgQCC/gLpC/hyXidA1SGWctUJgagF1hamFHZ8AAQKRBNQVImVLXwkQIDC1gLrC1MKtHN81SK1kWpzZBdQVsmdYfAQIEDhFQF3hFC37EiBQRGB18767uts1tf1n172/WRVpvPVG1BVaHwHnit81SOeSdJznAndXXff54tflAkwhAXWFQtCaIUBglMCHL+v1/fW7Ua/1ojEC6gpj1LyGAAECWQXUFbJmVlwECBAYI6CuMEbNawgQIJBVQF0ha2bFRYAAgTEC6gpj1LyGAIFJBR7+/mvS4zv4KwLd7pbUzZWFm+3+v/0LIm5Ldi2B/dFSqw/NtttfFpzi9vLNdagfb7eJ/OnP9ZcP243d//kvvYvlw/31ZbO5niLwg/FzZA6IOBn4SJpirJx0TCk4ieu8OyeaFc4L42iDBA7Gj7rCIDU7vSmQ4ovqm1HagUB+AXWF/DkWIQECBIYLuF9huJU9CRAgkF8gT10hQa5C/wijrlBxBKorVMRP0HTOukKCxAihrsD+0/0ibtfV03omgWfnCpvAgl6WGv27UvT+b0ZOgnOFuFffJRg/mT5Vw8Xy2rlCf79CH1LE7XDJyNTh0D9/xR3z++/TTMNJLBUFkjwHqaKgpjMJRPwylGA+zjSEEsSS5H6FBJkQQl0BZ8l1/bU+H4E89yvMx7TNnkRfiy3oWUJ09jbfLDOP2v0KM0+Q7pUTMDGUs9bSjAXS1hX2VwPvlwLv//ZWCJ9xWnStkkDQiaGSlmZzCjRQV1jdfP7j08Pm7b5ePywXtx/NC5MM5eg1T3WFSYaFgwYUaKCucHl9/+3Bu5c/flpcfP1nFTBRujyxQNCzBHWFicdFi4dvrK6wXcvjh+89m73Fof52zCaGt43s0YBA2rrCsdytbn67XSx/eVzKw9+ZBXJ8aQ06MZw5lw7XtkADdYVvCb67evfzxfJ3qzi1PeJfil5dwbgg0As0UFd4jHO7yt9XK/sZ9i8KBD1LyHGKZlzOSiBtXWFvNfDthammhFkNu3l2xsQwz7zoVWGBVOsrPF4c+b/VwA8XA99bJ7ww9svNJXjmZYJnpvb5Cfrk1E3Po18cPJu3Y3MdOfj8OTIrRHxjRP9Ujd7/gzET8V0VdDLoZ4IE4yfimEnT59eepK3glibNAjlVwM9Hp4rZP6tA2rpC1oSJazoBE8N0to4cSKCp+xUC5UVX6wgEnRjqYGk1qUCqukL0HKkWVsxggrpCRT1NJxB4Wp55f6HmBIEJgQABAgRGCByZFUYcxUsIECBAIJnAkSdeJItQOAQIECAwXMCsMNzKngQIEMgv8C9VT/++oABEvAAAAABJRU5ErkJggg==)

Alternative 2, one job completes on due date. The dashed line is due date of both of the jobs.

If both of the jobs are not going to meet their schedule, our alternatives look like: (1) both jobs end at the same time, and their total latency is t­s; (2) jobs complete on different times and their total latency is smaller than ts; (3) jobs complete on different times and their total latency is bigger than ts;(4) jobs complete on different times and their total latency is equal ts; According to second guideline we would prefer alternative (2) over all others, then alternative (1), afterwards alternative (4) and at the end alternative (3).

**Mathematical modeling**

Let M = {M1, M2, …, Mm} be a set of distinct processors (processors and boards are used interchangeably) that can execute only one job at a time. Processors reside along a straight line were processor M2 is located immediately after M1, processor M3 immediately after M2 and so forth. Let J = {J1, J2, …, Jn} be a set of jobs that are needed to be scheduled on the processors. Each job is defined by: pj – processing time of job j; rj – ready time of job j; dj – due date of job j; sj – size of job j, number of needed sequential processors.

We present three different formulations where each formulation has the following parameters:

And below decision variables, are common to all:

**MIP Formulation 1**

This is a relative formulation taken from [Guan, 2004], in our case all weights are equal 1. Model parameters are the same as in formulation 1.

Decision Variables:
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**MIP Formulation 2**

This formulation is also relative formulation, taken from [Heragu].

Decision variables:
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**MIP Formulation 3**

Decision Variables:

(1)

Subject to:
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Constraint (2) forces that all the jobs will start process at some period of time. (3) Enforces that at time *t*, and on board m only one job *j* can run. (4) Ensures that all jobs will not start running before their availability time. (5) Assign the completion time of job *j* to variable. (6) Calculates unit penalty, if job is late will equal 1 otherwise 0.

**Experiments**

In order to understand in which cases it is better to use different formulation, we created data sets to test the formulations on them. Our test includes following independent variables:

1. Number of jobs {5,10,15}

2. Due date {[pj-17],[pj-25]}

3. Number of machines {10,15}

Job process time and job size are randomly selected, from fixed interval. The interval for both is [1-10]. For each permutation 10 instances created.