**🧠 NumPy Summary – Quick Revision**

**🔹 What is NumPy?**

* **NumPy** = **Numerical Python**
* A **Python library** for:
  + Fast numerical computation
  + Working with **multidimensional arrays**
  + Performing **mathematical, logical, and linear algebra** operations efficiently

**📦 Key Features of NumPy**

| **Feature** | **Description** |
| --- | --- |
| Multidimensional Arrays | Core data structure: ndarray |
| Mathematical Operations | Element-wise operations like +, -, \*, /, np.sin(), np.exp() |
| Logical Operations | >, <, ==, logical indexing, filtering |
| Fourier Transforms | np.fft.fft(), np.fft.ifft() |
| Shape Manipulation | reshape(), transpose(), ravel(), flatten() |
| Linear Algebra | np.dot(), np.linalg.inv(), np.linalg.eig(), etc. |
| Random Number Generation | np.random.rand(), np.random.randint(), etc. |

**✅ Why Use NumPy?**

* **Fast** (uses vectorized operations under the hood)
* **Efficient memory** usage
* **Cleaner syntax** for numerical code
* Backbone for many libraries (like pandas, scikit-learn, TensorFlow)

**✅ Why NumPy is Faster Than Python Lists**

| **🔢 Feature** | **🔍 Explanation** |
| --- | --- |
| 1. **Vectorized Operations** | Entire array operations in one step (not looping element-by-element) using C under the hood |
| 2. **SIMD** | CPU applies one instruction to many elements at once (parallel processing) |
| 3. **Fixed Data Types** | Homogeneous data types (like int32, float64) allow faster access and lower memory usage |
| 4. **Contiguous Memory** | Data stored in one continuous block — improves cache usage and speed |
| 5. **No Loop Overhead** | Operations run in C, not interpreted Python loops — much faster |
| 6. **Broadcasting** | Supports operations on different-shaped arrays without copying or reshaping |

**⚡ SIMD & Vectorization in NumPy**

**🔸 SIMD (Single Instruction, Multiple Data)**

* A CPU instruction that processes **multiple data points simultaneously**
* Faster than looping over elements one by one

**🔸 Example**

# Pure Python (slow loop)

|  |
| --- |
| a = [1, 2, 3, 4, 5]  b = [10, 20, 30, 40, 50]  c = [a[i] + b[i] for i in range(len(a))] |

# NumPy (vectorized + SIMD)

|  |
| --- |
| import numpy as np  a = np.array([1, 2, 3, 4, 5])  b = np.array([10, 20, 30, 40, 50])  c = a + b |

✅ Same result: [11 22 33 44 55]  
💡 NumPy is **much faster**, especially for large arrays.

**🔄 Broadcasting in NumPy**

**🔸 What is Broadcasting?**

* Allows arithmetic between arrays of **different shapes** without explicit reshaping
* NumPy **“stretches”** smaller arrays to match larger ones (in memory-efficient way)

**🔸 Example**

|  |
| --- |
| import numpy as np  a = np.array([1, 2, 3])  b = 10  print(a + b) # Output: [11 12 13] |

🔹 NumPy treats b = 10 as [10, 10, 10] automatically  
🔹 No need to manually repeat or reshape b

**🧠 One-Line Mnemonic to Remember**

**"SIMD + Shape-smart + Memory-tight = NumPy might!"**

**🧠 NumPy ndarray – Memory Layout & Indexing Summary**

**📌 1. Contiguous Memory Block**

* ndarray stores data in a **single, continuous memory block** (unlike nested lists).
* This improves speed and supports low-level operations like broadcasting, slicing, and vectorization.

**📌 2. Indexing Scheme = Shape + Strides**

| **Term** | **Meaning** |
| --- | --- |
| **Shape** | Tuple showing array dimensions: e.g., (2, 3) for 2 rows × 3 columns |
| **Strides** | Tuple showing how many **bytes** to move in each dimension |

🧮 Example: For a float64 (8 bytes), in a (2, 3) array:  
strides = (24, 8) = 3×8 bytes per row, 8 bytes per column

**📌 3. Memory Orderings**

| **Order Type** | **Description** |
| --- | --- |
| **Row-major (C-order)** | Default in NumPy. **Last index changes fastest**Stored row-wise |
| **Column-major (Fortran-order)** | First index changes fastestStored column-wise |

**🔍 Example: arr = np.array([[1, 2, 3], [4, 5, 6]])**

| **Order** | **Stored in Memory As** |
| --- | --- |
| C-order | 1, 2, 3, 4, 5, 6 |
| F-order | 1, 4, 2, 5, 3, 6 |

**📦 Summary Table**

| **Concept** | **Purpose** |
| --- | --- |
| Contiguous Memory | Fast, compact array operations |
| Shape | Tells array's dimensions |
| Strides | How to move in memory to reach the next element |
| Row-major | Row-first layout (default in NumPy, C-style) |
| Column-major | Column-first layout (Fortran-style) |

**Relationship Between ndarray, dtype, and Array Scalar Type**

The following diagram shows a relationship between **ndarray**, the data type object **dtype** and array scalar types −

![](data:image/png;base64,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)

Great! Let’s break this down and create an **extended, easy-to-understand summary** of the **relationship between ndarray, dtype, array scalar types**, and include how **data types are handled** in NumPy, including **conversion exceptions**.

**📦 NumPy ndarray, dtype, and Array Scalar Type**

**🔗 Relationship Diagram**

ndarray (N-dimensional array)

│

├──→ dtype (Data type of elements)

│ └──→ Defines memory size, type (e.g., int32, float64, bool)

│

└──→ Array Scalar Types (Individual elements like np.int32, np.float64)

└──→ Each element behaves like a Python scalar but is optimized

**🧠 Key Concepts**

| **Term** | **Description** |
| --- | --- |
| ndarray | Main NumPy array object – a grid of same-type values |
| dtype | Describes type (e.g., int8, float64, bool) and memory layout |
| Array Scalar Type | A single value from the array, like np.int32, np.float64 |
| Homogeneous | All elements in an ndarray must be of the same type |

**🔢 Common Data Types in NumPy (dtype)**

| **Category** | **Examples** | **Description** |
| --- | --- | --- |
| Integer | np.int8, np.int32, np.uint64 | Signed/Unsigned integers |
| Float | np.float16, np.float32, np.float64 | Decimal numbers |
| Complex | np.complex64, np.complex128 | Real + Imaginary parts |
| Boolean | np.bool\_ | True/False |
| String | np.str\_, np.bytes\_ | Fixed-length strings |
| Object | np.object\_ | Arbitrary Python objects |
| Date/Time | np.datetime64, np.timedelta64 | Date-time manipulation support |

You can view a value’s type via

arr = np.array([1, 2, 3], dtype=np.int32)

print(arr.dtype) # Output: int32

print(type(arr[0])) # Output: <class 'numpy.int32'>

**🔁 Type Conversion in NumPy**

| **Conversion Type** | **Method** | **Notes** |
| --- | --- | --- |
| Array-wide dtype change | arr.astype(new\_dtype) | Creates a new array with converted types |
| Type inferred automatically | When no dtype given | NumPy picks best common type |

a = np.array([1.5, 2.3, 4]) # float64

b = a.astype(np.int32) # converted to int32

**⚠️ Type Conversion Exceptions**

| **Scenario** | **Raises Exception?** | **Example** |
| --- | --- | --- |
| Invalid conversion (e.g., str → int) | ✅ | np.array(['a', 'b']).astype(int) |
| Float to int (allowed) | ❌ | Decimal truncated (2.9 → 2) |
| Mixed types (e.g., int + str) | ❌ (casts to object) | np.array([1, 'a']) → dtype: object |

**Tip**: Use np.can\_cast() to check if conversion is safe:

np.can\_cast(np.float64, np.int32) # True

np.can\_cast(str, int) # False

**🔄 Summary Table**

| **Element** | **Purpose** | **Example** |
| --- | --- | --- |
| ndarray | Main array container | np.array([[1, 2], [3, 4]]) |
| dtype | Type info of all array elements | int32, float64, bool\_, etc. |
| Scalar type | Individual NumPy value types | np.int32, np.float64, etc. |
| Type conversion | Change type of array values | .astype(np.int32) |

Here's a **quick reference and easy-to-understand summary** of the numpy.array() constructor, ideal for learning and revision:

**📦 numpy.array() Constructor Summary**

**✅ Syntax**

|  |
| --- |
| numpy.array(object, dtype=None, copy=True, order=None, subok=False, ndmin=0) |

**📋 Parameter-wise Explanation**

| **🔢 No.** | **🧩 Parameter** | **📝 Description** | **💡 Example** |
| --- | --- | --- | --- |
| 1 | object | Input data: list, tuple, nested sequence, or object with array interface | np.array([1, 2, 3]) |
| 2 | dtype | (Optional) Specify data type: int32, float64, etc. | np.array([1.5, 2.3], dtype=int) |
| 3 | copy | (Optional) If True, copy input data;  if False, try to avoid copy | np.array(a, copy=False) |
| 4 | order | Memory layout:  'C' → row-major (default)  'F' → column-major  'A' → choose based on input | np.array([[1,2],[3,4]], order='F') |
| 5 | subok | If False (default): returns base ndarray only.If True: allows subclasses like np.matrix to remain. | Advanced use, rare in beginner scenarios |
| 6 | ndmin | Minimum number of dimensions for the output array. | np.array([1, 2, 3], ndmin=2) → [[1, 2, 3]] |

**🧠 Examples**

**🔹 Basic Usage:**

np.array([1, 2, 3])

**🔹 With dtype:**

np.array([1.2, 2.3], dtype=int) # → [1, 2]

**🔹 With ndmin:**

np.array([10, 20], ndmin=3)

# → array([[[10, 20]]])

**🔹 With order:**

np.array([[1, 2], [3, 4]], order='F') # Stored column-wise in memory

**🔹 With subok:**

class MyArray(np.ndarray): pass

# Normally: np.array(MyArray(...)) → ndarray

# With subok=True: returns subclass MyArray

**📌 You likely won’t need subok unless working with subclassed arrays like np.matrix.**

**📌 Tip:**

You can **inspect memory layout** using .flags:

a = np.array([[1, 2], [3, 4]], order='F')

print(a.flags)

**📘 NumPy Array Creation Guide**

**✅ Creating NumPy Arrays**

NumPy provides a variety of functions to create arrays for efficient numerical computation. These arrays (ndarrays) are more memory-efficient and support vectorized operations compared to native Python lists.

**🧱 Basic Array Creation**

| **Function** | **Description** |
| --- | --- |
| array() | Create a NumPy array from a Python list or tuple. |
| asarray() | Convert input to array without copying if already array. |
| asanyarray() | Similar to asarray, but passes through subclasses. |
| copy() | Returns a deep copy of the array. |

**🔢 Array Creation with Specific Values**

| **Function** | **Description** |
| --- | --- |
| zeros(shape, dtype=float) | Create an array of zeros. |
| ones(shape, dtype=float) | Create an array of ones. |
| full(shape, fill\_value, dtype=None) | Array filled with a specific value. |
| empty(shape, dtype=float) | Array of uninitialized (random) values. |

**📏 Array Creation with Sequences**

| **Function** | **Description** |
| --- | --- |
| arange([start,] stop[, step]) | Return evenly spaced values (like Python range). |
| linspace(start, stop, num) | Evenly spaced numbers between start and stop. |
| logspace(start, stop, num) | Numbers spaced evenly on a log scale. |

**🎲 Random Array Generation**

| **Function** | **Description** |
| --- | --- |
| random.rand(d0, d1, ..., dn) | Uniform distribution between 0 and 1. |
| random.randn() | Standard normal distribution. |
| random.randint(low, high, size) | Random integers from low (inclusive) to high (exclusive). |
| random.random(size) | Random floats in [0.0, 1.0). |
| random.choice(array) | Random sample from a given 1-D array. |

**🧮 Special Arrays**

| **Function** | **Description** |
| --- | --- |
| eye(N) | Identity matrix (diagonal of ones). |
| identity(n) | Identity matrix (alias for eye). |
| diag(v) | Create diagonal or extract diagonal. |
| fromfunction(func, shape) | Construct array by executing function on each coordinate. |
| fromfile(file) | Create an array from a text or binary file. |

**🧬 Structured Arrays (Like Templates)**

| **Function** | **Description** |
| --- | --- |
| zeros\_like(array) | Zeros with same shape and type. |
| ones\_like(array) | Ones with same shape and type. |
| empty\_like(array) | Uninitialized values, same shape and type. |
| full\_like(array, fill\_value) | Fill with value, same shape and type. |

**📘 Example: Using numpy.array()**

import numpy as np

# 1D Array

a = np.array([1, 2, 3])

# 2D Array

b = np.array([[1, 2, 3], [4, 5, 6]])

**📘 Example: Using numpy.zeros()**

np.zeros(5) # [0. 0. 0. 0. 0.]

**📘 Example: Using numpy.random.rand()**

np.random.rand(2, 3) # Random 2x3 array with values in [0,1)

**🔍 Parameters in numpy.array()**

numpy.array(object, dtype=None, copy=True, order='K', subok=False, ndmin=0)

| **Parameter** | **Description** |
| --- | --- |
| object | Array-like structure (list, tuple). |
| dtype | Optional data type. |
| copy | If True, a copy is made. |
| order | 'C' (row-major), 'F' (column-major), or 'A'. |
| subok | If False, return base ndarray (not subclass). |
| ndmin | Minimum dimensions of the result array. |

NOTE : elements in List and tuple are separated by comma ,

But in array , there is no comma ,

If set is converted to array using numpy it will have ,

If dictionary is converted to array it will fist get converted to list of list and the 2d array .

You're absolutely right — and thank you for catching that detail. Here's the **corrected explanation**, clearly highlighting where commas **do** and **do not** appear in outputs and what is actually being displayed:

**✅ Correct Understanding: How Different Data Structures Are Converted to NumPy Arrays**

**🔹 1. Set to NumPy Array (Directly)**

|  |
| --- |
| import numpy as np  s = {1, 2, 3}  arr = np.array(s)  print(arr)  print(arr.dtype) |

**Output:**

[{1, 2, 3}]

object

🟡 **Key Points:**

* The curly braces {} are preserved because it's printing the **Python set object** inside the NumPy array.
* **No commas between elements** are shown — the entire set is one element of the array.
* **dtype=object** confirms NumPy is storing the whole set as a single object.

✅ **Correct Way to Convert Set:**

np.array(list(s)) # or np.array(sorted(s))

**Output:**

[1 2 3]

* Now it becomes a proper 1D array.
* Elements are space-separated in the print, not comma-separated (see next point).

**🔹 2. List and Tuple to NumPy Array**

np.array([1, 2, 3]) # List

np.array((1, 2, 3)) # Tuple

**Output:**

[1 2 3]

🟡 **Important Note:**

* The elements appear **space-separated** in the NumPy output.
* **Commas do not appear** — unlike in list/tuple native printing in Python:
* print([1, 2, 3]) # List → [1, 2, 3] ← commas
* print((1, 2, 3)) # Tuple → (1, 2, 3) ← commas

✅ **Why?**  
NumPy formats its array display with **spaces**, not commas, even though people often incorrectly refer to "comma-separated" arrays.

**🔹 3. Dictionary to NumPy Array**

d = {'a': 1, 'b': 2}

np.array(list(d.items()))

**Output:**

[['a' 1]

['b' 2]]

🟡 **Explanation:**

* Each dict item becomes a tuple: ('a', 1), etc.
* NumPy arranges this as a 2D array with dtype=object.
* Still, no commas in the printed NumPy array.

**🔹 Clarifying a Common Misconception: "Comma-Separated"**

| **Format** | **Output example** | **Commas in output?** |
| --- | --- | --- |
| Python list [1, 2, 3] | [1, 2, 3] | ✅ Yes |
| NumPy array np.array([1, 2, 3]) | [1 2 3] | ❌ No |
| Set passed directly | [{1, 2, 3}] | ❌ No (set itself has commas inside {}) |
| Dict converted to items | [['a' 1], ['b' 2]] | ❌ No |

**✅ Final Summary (Corrected)**

| **Data Type** | **np.array() Input** | **Output Example** | **Commas in Output?** | **Recommended Conversion** |
| --- | --- | --- | --- | --- |
| list | [1, 2, 3] | [1 2 3] | ❌ No | ✅ Direct |
| tuple | (1, 2, 3) | [1 2 3] | ❌ No | ✅ Direct |
| set | {1, 2, 3} | [{1, 2, 3}] (1 object) | ❌ No | 🔁 Use list(set) |
| dict | {'a':1, 'b':2} | [['a' 1], ['b' 2]] | ❌ No | 🔁 Use list(d.items()) |

Here's a comprehensive **NumPy Cheat Sheet** to help you master most operations quickly:

**📘 NumPy Cheat Sheet**

**📦 Importing NumPy**

import numpy as np

**🔢 Creating Arrays**

np.array([1, 2, 3]) # From list

np.array([(1,2), (3,4)]) # 2D array

np.zeros((2,3)) # Array of zeros

np.ones((2,3)) # Array of ones

np.full((2,2), 7) # Constant array

np.eye(3) # Identity matrix

np.arange(0, 10, 2) # Range with step

np.linspace(0, 1, 5) # Evenly spaced numbers

**📐 Shape & Reshape**

a.shape # Array shape

a.reshape(3, 2) # Reshape

a.ravel() # Flatten array

**🔄 Array Operations**

a + b # Element-wise addition

a - b # Subtraction

a \* b # Multiplication

a / b # Division

a @ b # Matrix multiplication

np.dot(a, b) # Dot product

**🔍 Indexing & Slicing**

a[0, 1] # Access element

a[1:] # Slice rows

a[:, 1] # Slice columns

a[::2] # Step slicing

for x in a.flat: print(x) # Flat iteration

**🧩 Manipulation**

np.concatenate([a, b], axis=0)

np.vstack([a, b]) # Vertical stack

np.hstack([a, b]) # Horizontal stack

np.split(a, 3) # Split

np.transpose(a) # Transpose

np.swapaxes(a, 0, 1) # Swap axes

**🎯 Stats Functions**

np.min(a), np.max(a)

np.mean(a), np.median(a)

np.std(a), np.var(a)

np.sum(a), np.cumsum(a)

np.argmin(a), np.argmax(a)

np.percentile(a, 50)

**🔎 Comparison & Logic**

a > 0, a == 3 # Element-wise

np.all(a > 0), np.any(a < 0)

np.where(a > 0, 1, -1)

np.isin(a, [1,2,3])

np.unique(a)

**🔍 Searching & Sorting**

np.sort(a)

np.argsort(a)

np.argwhere(a > 2)

**🏗️ Data Types**

a.dtype

a.astype(np.float32)

**🔧 Utilities**

np.clip(a, 0, 10)

np.round(a), np.floor(a), np.ceil(a)

np.nan, np.isnan(a)

np.set\_printoptions(precision=2)

**🎲 Random Numbers**

np.random.rand(2,3)

np.random.randn(2,3)

np.random.randint(0, 10, (3,4))

np.random.seed(42)

**🔄 Broadcasting**

a + 5 # Scalar broadcast

a + b # Compatible shapes

**🧱 Linear Algebra**

np.linalg.inv(a)

np.linalg.det(a)

np.linalg.eig(a)

np.linalg.solve(a, b)

**💾 Input/Output**

np.loadtxt("file.txt")

np.savetxt("out.txt", a)

np.save("array.npy", a)

np.load("array.npy")

**✅ Tips**

* Use .copy() when needed to avoid modifying original arrays.
* Prefer vectorized operations over loops for speed.
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