|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_trans\_abort\_count\_replica  Ndb\_api\_trans\_close\_count\_replica  Ndb\_api\_pk\_op\_count\_replica  | Ndb\_api\_uk\_op\_count\_replica  | Ndb\_api\_table\_scan\_count\_replica  | Ndb\_api\_range\_scan\_count\_replica  Ndb\_api\_pruned\_scan\_count\_replica  Ndb\_api\_scan\_batch\_count\_replica  | Ndb\_api\_read\_row\_count\_replica  | Ndb\_api\_trans\_local\_read\_row\_count\_replica  | Ndb\_api\_adaptive\_send\_forced\_count\_replica  Ndb\_api\_adaptive\_send\_unforced\_count\_replica  Ndb\_api\_adaptive\_send\_deferred\_count\_replica  | Ndb\_api\_event\_data\_count\_injector  | Ndb\_api\_event\_nondata\_count\_injector  | Ndb\_api\_event\_bytes\_count\_injector  Ndb\_api\_wait\_exec\_complete\_count\_session  Ndb\_api\_wait\_scan\_result\_count\_session  | Ndb\_api\_wait\_meta\_request\_count\_session  | Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  Ndb\_api\_bytes\_received\_count\_session  Ndb\_api\_trans\_start\_count\_session  | Ndb\_api\_trans\_commit\_count\_session  | Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  Ndb\_api\_pk\_op\_count\_session  Ndb\_api\_uk\_op\_count\_session  | Ndb\_api\_table\_scan\_count\_session  | Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  | Ndb\_api\_trans\_local\_read\_row\_count\_session  | Ndb\_api\_adaptive\_send\_forced\_count\_session  | Ndb\_api\_adaptive\_send\_unforced\_count\_session  | Ndb api adaptive send deferred count session | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | 0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

+----------------------------------------------+-----------+

90 rows in set (0.01 sec)

These status variables are also available from the Performance Schema session\_status and global\_status tables, as shown here:

mysql> **SELECT** **\*** **FROM** **performance\_schema** **.session\_status**

-> **WHERE** **VARIABLE\_NAME** **LIKE** **'ndb\_api%';**

+----------------------------------------------+----------------+

| VARIABLE\_VALUE |

+----------------------------------------------+----------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_wait\_exec\_complete\_count  Ndb\_api\_wait\_scan\_result\_count  Ndb\_api\_wait\_meta\_request\_count  | Ndb\_api\_wait\_nanos\_count  | Ndb\_api\_bytes\_sent\_count  | Ndb\_api\_bytes\_received\_count  Ndb\_api\_trans\_start\_count  Ndb\_api\_trans\_commit\_count  | Ndb\_api\_trans\_abort\_count  | Ndb\_api\_trans\_close\_count  | Ndb\_api\_pk\_op\_count  Ndb\_api\_uk\_op\_count  Ndb\_api\_table\_scan\_count  | Ndb\_api\_range\_scan\_count  | Ndb\_api\_pruned\_scan\_count  | Ndb\_api\_scan\_batch\_count  Ndb\_api\_read\_row\_count  Ndb\_api\_trans\_local\_read\_row\_count  | Ndb\_api\_adaptive\_send\_forced\_count  | Ndb\_api\_adaptive\_send\_unforced\_count  | Ndb\_api\_adaptive\_send\_deferred\_count  Ndb\_api\_event\_data\_count  Ndb\_api\_event\_nondata\_count  | Ndb api event bytes count |  | 617  0  649  335663491  65764  86940  308  308  0  308  311  0  0  0  0  0  307  77  3  614  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  |  |  | |

| VARIABLE\_NAME

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_wait\_exec\_complete\_count\_slave  Ndb\_api\_wait\_scan\_result\_count\_slave  Ndb\_api\_wait\_meta\_request\_count\_slave  | Ndb\_api\_wait\_nanos\_count\_slave  | Ndb\_api\_bytes\_sent\_count\_slave  | Ndb\_api\_bytes\_received\_count\_slave  Ndb\_api\_trans\_start\_count\_slave  Ndb\_api\_trans\_commit\_count\_slave  | Ndb\_api\_trans\_abort\_count\_slave  | Ndb\_api\_trans\_close\_count\_slave  | Ndb\_api\_pk\_op\_count\_slave  Ndb\_api\_uk\_op\_count\_slave  Ndb\_api\_table\_scan\_count\_slave  | Ndb\_api\_range\_scan\_count\_slave  | Ndb\_api\_pruned\_scan\_count\_slave  | Ndb\_api\_scan\_batch\_count\_slave  Ndb\_api\_read\_row\_count\_slave  Ndb\_api\_trans\_local\_read\_row\_count\_slave  | Ndb\_api\_adaptive\_send\_forced\_count\_slave  | Ndb\_api\_adaptive\_send\_unforced\_count\_slave  | Ndb\_api\_adaptive\_send\_deferred\_count\_slave  Ndb\_api\_wait\_exec\_complete\_count\_replica  Ndb\_api\_wait\_scan\_result\_count\_replica  | Ndb\_api\_wait\_meta\_request\_count\_replica  | Ndb\_api\_wait\_nanos\_count\_replica  | Ndb\_api\_bytes\_sent\_count\_replica  Ndb\_api\_bytes\_received\_count\_replica  Ndb\_api\_trans\_start\_count\_replica  | Ndb\_api\_trans\_commit\_count\_replica  | Ndb\_api\_trans\_abort\_count\_replica  | Ndb\_api\_trans\_close\_count\_replica  Ndb\_api\_pk\_op\_count\_replica  Ndb\_api\_uk\_op\_count\_replica  | Ndb\_api\_table\_scan\_count\_replica  | Ndb\_api\_range\_scan\_count\_replica  | Ndb\_api\_pruned\_scan\_count\_replica  Ndb\_api\_scan\_batch\_count\_replica  Ndb\_api\_read\_row\_count\_replica  | Ndb\_api\_trans\_local\_read\_row\_count\_replica  | Ndb\_api\_adaptive\_send\_forced\_count\_replica  | Ndb\_api\_adaptive\_send\_unforced\_count\_replica  Ndb\_api\_adaptive\_send\_deferred\_count\_replica  Ndb\_api\_event\_data\_count\_injector  | Ndb\_api\_event\_nondata\_count\_injector  | Ndb\_api\_event\_bytes\_count\_injector  | Ndb\_api\_wait\_exec\_complete\_count\_session  Ndb\_api\_wait\_scan\_result\_count\_session  Ndb\_api\_wait\_meta\_request\_count\_session  | Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  | Ndb\_api\_bytes\_received\_count\_session  Ndb\_api\_trans\_start\_count\_session  Ndb\_api\_trans\_commit\_count\_session  | Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  | Ndb\_api\_pk\_op\_count\_session  Ndb\_api\_uk\_op\_count\_session  Ndb\_api\_table\_scan\_count\_session  | Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  | Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  Ndb\_api\_trans\_local\_read\_row\_count\_session  | Ndb\_api\_adaptive\_send\_forced\_count\_session  | Ndb\_api\_adaptive\_send\_unforced\_count\_session  | Ndb api adaptive send deferred count session | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | 0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

+----------------------------------------------+----------------+

90 rows in set (0.01 sec)

mysql> **SELECT** **\*** **FROM** **performance\_schema** **.global\_status**

-> **WHERE** **VARIABLE\_NAME** **LIKE** **'ndb\_api%';**

+----------------------------------------------+----------------+

| VARIABLE\_NAME

| VARIABLE\_VALUE |

+----------------------------------------------+----------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_wait\_exec\_complete\_count  Ndb\_api\_wait\_scan\_result\_count  Ndb\_api\_wait\_meta\_request\_count  | Ndb\_api\_wait\_nanos\_count  | Ndb\_api\_bytes\_sent\_count  | Ndb\_api\_bytes\_received\_count  Ndb\_api\_trans\_start\_count  Ndb\_api\_trans\_commit\_count  | Ndb\_api\_trans\_abort\_count  | Ndb\_api\_trans\_close\_count  | Ndb\_api\_pk\_op\_count  Ndb\_api\_uk\_op\_count  Ndb\_api\_table\_scan\_count  | Ndb\_api\_range\_scan\_count  | Ndb\_api\_pruned\_scan\_count  | Ndb\_api\_scan\_batch\_count  Ndb\_api\_read\_row\_count  Ndb\_api\_trans\_local\_read\_row\_count  | Ndb\_api\_adaptive\_send\_forced\_count  | Ndb\_api\_adaptive\_send\_unforced\_count  | Ndb\_api\_adaptive\_send\_deferred\_count  Ndb\_api\_event\_data\_count  Ndb\_api\_event\_nondata\_count  | Ndb\_api\_event\_bytes\_count  | Ndb\_api\_wait\_exec\_complete\_count\_slave  | Ndb\_api\_wait\_scan\_result\_count\_slave  Ndb\_api\_wait\_meta\_request\_count\_slave  Ndb\_api\_wait\_nanos\_count\_slave  | Ndb\_api\_bytes\_sent\_count\_slave  | Ndb\_api\_bytes\_received\_count\_slave  | Ndb\_api\_trans\_start\_count\_slave  Ndb\_api\_trans\_commit\_count\_slave  Ndb\_api\_trans\_abort\_count\_slave  | Ndb\_api\_trans\_close\_count\_slave  | Ndb\_api\_pk\_op\_count\_slave  | Ndb\_api\_uk\_op\_count\_slave  Ndb\_api\_table\_scan\_count\_slave  Ndb\_api\_range\_scan\_count\_slave  | Ndb\_api\_pruned\_scan\_count\_slave  | Ndb\_api\_scan\_batch\_count\_slave  | Ndb\_api\_read\_row\_count\_slave  Ndb\_api\_trans\_local\_read\_row\_count\_slave  Ndb\_api\_adaptive\_send\_forced\_count\_slave  | Ndb\_api\_adaptive\_send\_unforced\_count\_slave  | Ndb\_api\_adaptive\_send\_deferred\_count\_slave  | Ndb\_api\_wait\_exec\_complete\_count\_replica  Ndb\_api\_wait\_scan\_result\_count\_replica  Ndb\_api\_wait\_meta\_request\_count\_replica  | Ndb\_api\_wait\_nanos\_count\_replica  | Ndb\_api\_bytes\_sent\_count\_replica  | Ndb\_api\_bytes\_received\_count\_replica  Ndb\_api\_trans\_start\_count\_replica  Ndb\_api\_trans\_commit\_count\_replica  | Ndb\_api\_trans\_abort\_count\_replica  | Ndb\_api\_trans\_close\_count\_replica  | Ndb\_api\_pk\_op\_count\_replica  Ndb\_api\_uk\_op\_count\_replica  Ndb\_api\_table\_scan\_count\_replica  | Ndb\_api\_range\_scan\_count\_replica  | Ndb\_api\_pruned\_scan\_count\_replica  | Ndb\_api\_scan\_batch\_count\_replica  Ndb\_api\_read\_row\_count\_replica  Ndb\_api\_trans\_local\_read\_row\_count\_replica  | Ndb\_api\_adaptive\_send\_forced\_count\_replica  | Ndb\_api\_adaptive\_send\_unforced\_count\_replica  | Ndb\_api\_adaptive\_send\_deferred\_count\_replica  Ndb\_api\_event\_data\_count\_injector  Ndb\_api\_event\_nondata\_count\_injector  | Ndb\_api\_event\_bytes\_count\_injector  | Ndb\_api\_wait\_exec\_complete\_count\_session | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | 741  0  777  373888309  78124  94988  370  370  0  370  373  0  0  0  0  0  369  93  3  738  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_wait\_scan\_result\_count\_session  Ndb\_api\_wait\_meta\_request\_count\_session  Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  | Ndb\_api\_bytes\_received\_count\_session  | Ndb\_api\_trans\_start\_count\_session  Ndb\_api\_trans\_commit\_count\_session  Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  | Ndb\_api\_pk\_op\_count\_session  | Ndb\_api\_uk\_op\_count\_session  Ndb\_api\_table\_scan\_count\_session  Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  Ndb\_api\_trans\_local\_read\_row\_count\_session  Ndb\_api\_adaptive\_send\_forced\_count\_session  Ndb\_api\_adaptive\_send\_unforced\_count\_session  Ndb\_api\_adaptive\_send\_deferred\_count\_session | |  |  |  |  |  |  |  |  |  |  |  | | 0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  | |

+----------------------------------------------+----------------+

90 rows in set (0.01 sec)

|

|

|

|

Each [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) object has its own counters. NDB API applications can read the values of the counters for use in optimization or monitoring. For multithreaded clients which use more than one [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) object concurrently, it is also possible to obtain a summed view of counters from all [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) objects belonging to a given [Ndb\_cluster\_connection](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb-cluster-connection.html).

Four sets of these counters are exposed. One set applies to the current session only; the other 3 are global. *This* *is* *in* *spite* *of* *the* *fact* *that* *their* *values* *can* *be* *obtained* *as* *either* *session* *or* *global* *status* *variables* *in* *the* *mysql* *client*. This means that specifying the SESSION or GLOBAL keyword with SHOW STATUS has no effect on the values reported for NDB API statistics status variables, and the value for each of these variables is the same whether the value is obtained from the equivalent column of the session\_status or the global\_status table.

• *Session* *counters* *(session* *specific)*

Session counters relate to the [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) objects in use by (only) the current session. Use of such objects by other MySQL clients does not influence these counts.

In order to minimize confusion with standard MySQL session variables, we refer to the variables that correspond to these NDB API session counters as “\_session variables” , with a leading underscore.

• *Replica* *counters* *(global)*

This set of counters relates to the [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) objects used by the replica SQL thread, if any. If this mysqld does not act as a replica, or does not use NDB tables, then all of these counts are 0.

We refer to the related status variables as “\_slave variables” (with a leading underscore).

• *Injector* *counters* *(global)*

Injector counters relate to the [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) object used to listen to cluster events by the binary log injector thread. Even when not writing a binary log, mysqld processes attached to an NDB Cluster continue to listen for some events, such as schema changes.

We refer to the status variables that correspond to NDB API injector counters as “\_injector variables” (with a leading underscore).

• *Server* *(Global)* *counters* *(global)*

This set of counters relates to all [Ndb](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb.html) objects currently used by this mysqld. This includes all MySQL client applications, the replica SQL thread (if any), the binary log injector, and the NDB utility thread.

We refer to the status variables that correspond to these counters as “global variables” or “mysqld- level variables” .

You can obtain values for a particular set of variables by additionally filtering for the substring session, slave, or injector in the variable name (along with the common prefix Ndb\_api). For \_session variables, this can be done as shown here:

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%session';**

+--------------------------------------------+---------+

Value |

+--------------------------------------------+---------+

|  |  |  |
| --- | --- | --- |
| | Ndb\_api\_wait\_exec\_complete\_count\_session  Ndb\_api\_wait\_scan\_result\_count\_session  Ndb\_api\_wait\_meta\_request\_count\_session  | Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  | Ndb\_api\_bytes\_received\_count\_session  Ndb\_api\_trans\_start\_count\_session  Ndb\_api\_trans\_commit\_count\_session  | Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  | Ndb\_api\_pk\_op\_count\_session  Ndb\_api\_uk\_op\_count\_session  Ndb\_api\_table\_scan\_count\_session  | Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  | Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  Ndb api trans local read row count session |  | 2 |  0  1  8144375 |  68 |  84 |  1  1  0 |  1 |  1 |  0  0  0 |  0 |  0 |  1  1 |

+--------------------------------------------+---------+

18 rows in set (0.50 sec)

| Variable\_name

|

To obtain a listing of the NDB API mysqld-level status variables, filter for variable names beginning with ndb\_api and ending in \_count, like this:

mysql> **SELECT** **\*** **FROM** **performance\_schema** **.session\_status**

-> **WHERE** **VARIABLE\_NAME** **LIKE** **'ndb\_api%count';**

+------------------------------------+----------------+

|  |  |
| --- | --- |
| | VARIABLE\_NAME | | VARIABLE\_VALUE | |

+------------------------------------+----------------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| | | NDB\_API\_WAIT\_EXEC\_COMPLETE\_COUNT | | | 4 | | |
| | | NDB\_API\_WAIT\_SCAN\_RESULT\_COUNT | | | 3 | | |
| | | NDB\_API\_WAIT\_META\_REQUEST\_COUNT | | | 28 | | |
| | | NDB\_API\_WAIT\_NANOS\_COUNT | | | 53756398 | | |
| | | NDB\_API\_BYTES\_SENT\_COUNT | | | 1060 | | |
| | | NDB\_API\_BYTES\_RECEIVED\_COUNT | | | 9724 | | |
| | | NDB\_API\_TRANS\_START\_COUNT | | | 3 | | |
| | | NDB\_API\_TRANS\_COMMIT\_COUNT | | | 2 | | |
| | | NDB\_API\_TRANS\_ABORT\_COUNT | | | 0 | | |
| | | NDB\_API\_TRANS\_CLOSE\_COUNT | | | 3 | | |
| | | NDB\_API\_PK\_OP\_COUNT | | | 2 | | |
| | | NDB\_API\_UK\_OP\_COUNT | | | 0 | | |
| | | NDB\_API\_TABLE\_SCAN\_COUNT | | | 1 | | |
| | | NDB\_API\_RANGE\_SCAN\_COUNT | | | 0 | | |
| | | NDB\_API\_PRUNED\_SCAN\_COUNT | | | 0 | | |
| | | NDB\_API\_SCAN\_BATCH\_COUNT | | | 0 | | |
| | | NDB\_API\_READ\_ROW\_COUNT | | | 2 | | |
| | | NDB\_API\_TRANS\_LOCAL\_READ\_ROW\_COUNT | | | 2 | | |
| | | NDB\_API\_EVENT\_DATA\_COUNT | | | 0 | | |
| | | NDB\_API\_EVENT\_NONDATA\_COUNT | | | 0 | | |
| | | NDB\_API\_EVENT\_BYTES\_COUNT | | | 0 | | |

+------------------------------------+----------------+

21 rows in set (0.09 sec)

Not all counters are reflected in all 4 sets of status variables. For the event counters DataEventsRecvdCount, NondataEventsRecvdCount, and EventBytesRecvdCount, only \_injector and mysqld-level NDB API status variables are available:

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%event%';**

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqIAAAABCAYAAAAFFsyaAAAAH0lEQVRIie3BMQEAMAzAoNS/kB01WRe7gKleAADw1x7y2gFUff0LbgAAAABJRU5ErkJggg==)NDB API Statistics Counters and Variables

• Ndb\_api\_wait\_exec\_complete\_count

• Ndb\_api\_wait\_exec\_complete\_count

• [none]

• Ndb\_api\_wait\_exec\_complete\_count

• Ndb\_api\_wait\_scan\_result\_count\_s

• Ndb\_api\_wait\_scan\_result\_count\_s

• [none]

• Ndb\_api\_wait\_scan\_result\_count

• Ndb\_api\_wait\_meta\_request\_count\_

• Ndb\_api\_wait\_meta\_request\_count\_

• [none]

• Ndb\_api\_wait\_meta\_request\_count

+--------------------------------------+-------+

|  |  |
| --- | --- |
| | Variable\_name | | Value | |

+--------------------------------------+-------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |  |  |  |  |  | | Ndb\_api\_event\_data\_count\_injector  Ndb\_api\_event\_nondata\_count\_injector  Ndb\_api\_event\_bytes\_count\_injector  Ndb\_api\_event\_data\_count  Ndb\_api\_event\_nondata\_count  Ndb\_api\_event\_bytes\_count | |  |  |  |  |  | | 0  0  0  0  0  0 | |  |  |  |  |  | |

+--------------------------------------+-------+

6 rows in set (0.00 sec)

\_injector status variables are not implemented for any other NDB API counters, as shown here:

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%injector%';**

+--------------------------------------+-------+

|  |  |
| --- | --- |
| | Variable\_name | | Value | |

+--------------------------------------+-------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |  |  | | Ndb\_api\_event\_data\_count\_injector  Ndb\_api\_event\_nondata\_count\_injector  Ndb\_api\_event\_bytes\_count\_injector | |  |  | | 0  0  0 | |  |  | |

+--------------------------------------+-------+

3 rows in set (0.00 sec)

The names of the status variables can easily be associated with the names of the corresponding counters. Each NDB API statistics counter is listed in the following table with a description as well as the names of any MySQL server status variables corresponding to this counter.

**Table** **23.67** **NDB** **API** **statistics** **counters**

|  |  |  |
| --- | --- | --- |
| **Counter** **Name** | **Description** | **Status** **Variables** **(by** **statistic** **type):**  **•** **Session**  **•** **Slave** **(replica)**  **•** **Injector**  **•** **Server** |
| WaitExecCompleteCount | Number of times thread has been blocked while waiting for execution of an operation to complete. Includes all [execute()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndbtransaction.html#ndb-ndbtransaction-execute) calls as well as implicit executes for blob operations and auto-increment not visible to clients. |  |
| WaitScanResultCount | Number of times thread has been blocked while waiting for a scan-based signal, such waiting for additional results, or for a scan to close. |  |
| WaitMetaRequestCount | Number of times thread has been blocked waiting for a metadata-based signal; this can occur when waiting for a DDL operation or for an epoch to be started (or ended). |  |

• Ndb\_api\_wait\_nanos\_count\_sess

• Ndb\_api\_wait\_nanos\_count\_slav

• [none]

• Ndb\_api\_wait\_nanos\_count

• Ndb\_api\_bytes\_sent\_count\_sess

• Ndb\_api\_bytes\_sent\_count\_slav

• [none]

• Ndb\_api\_bytes\_sent\_count

• Ndb\_api\_bytes\_received\_count\_

• Ndb\_api\_bytes\_received\_count\_

• [none]

• Ndb\_api\_bytes\_received\_count

• Ndb\_api\_trans\_start\_count\_ses

• Ndb\_api\_trans\_start\_count\_sla

• [none]

• Ndb\_api\_trans\_start\_count

• Ndb\_api\_trans\_commit\_count\_se

• Ndb\_api\_trans\_commit\_count\_sl

• [none]

• Ndb\_api\_trans\_commit\_count

• Ndb\_api\_trans\_abort\_count\_ses

• Ndb\_api\_trans\_abort\_count\_sla

• [none]

• Ndb\_api\_trans\_abort\_count

• Ndb\_api\_trans\_close\_count\_ses

• Ndb\_api\_trans\_close\_count\_sla

• [none]

• Ndb\_api\_trans\_close\_count

|  |  |  |
| --- | --- | --- |
| **Counter** **Name** | **Description** | **Status** **Variables** **(by** **statistic** **type):**  **•** **Session**  **•** **Slave** **(replica)**  **•** **Injector**  **•** **Server** |
| WaitNanosCount | Total time (in nanoseconds) spent waiting for some type of signal from the data nodes. |  |
| BytesSentCount | Amount of data (in bytes) sent to the data nodes |  |
| BytesRecvdCount | Amount of data (in bytes) received from the data nodes |  |
| TransStartCount | Number of transactions started. |  |
| TransCommitCount | Number of transactions  committed. |  |
| TransAbortCount | Number of transactions aborted. |  |
| TransCloseCount | Number of transactions aborted. (This value may be greater than the sum of TransCommitCount and TransAbortCount.) |  |

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAqIAAAABCAYAAAAFFsyaAAAAH0lEQVRIie3BMQEAMAzAoNS/kB01WRe7gKleAADw1x7y2gFUff0LbgAAAABJRU5ErkJggg==)NDB API Statistics Counters and Variables

• Ndb\_api\_pk\_op\_count\_session

• Ndb\_api\_pk\_op\_count\_slave

• [none]

• Ndb\_api\_pk\_op\_count

• Ndb\_api\_uk\_op\_count\_session

• Ndb\_api\_uk\_op\_count\_slave

• [none]

• Ndb\_api\_uk\_op\_count

• Ndb\_api\_table\_scan\_count\_session

• Ndb\_api\_table\_scan\_count\_slave

• [none]

• Ndb\_api\_table\_scan\_count

• Ndb\_api\_range\_scan\_count\_session

• Ndb\_api\_range\_scan\_count\_slave

• [none]

• Ndb\_api\_range\_scan\_count

• Ndb\_api\_pruned\_scan\_count\_sessio

• Ndb\_api\_pruned\_scan\_count\_slave

• [none]

• Ndb\_api\_pruned\_scan\_count

• Ndb\_api\_scan\_batch\_count\_session

• Ndb\_api\_scan\_batch\_count\_slave

• [none]

• Ndb\_api\_scan\_batch\_count

• Ndb\_api\_read\_row\_count\_session

• Ndb\_api\_read\_row\_count\_slave

• [none]

|  |  |  |
| --- | --- | --- |
| **Counter** **Name** | **Description** | **Status** **Variables** **(by** **statistic** **type):**  **•** **Session**  **•** **Slave** **(replica)**  **•** **Injector**  **•** **Server** |
| PkOpCount | Number of operations based on or using primary keys. This count includes blob-part table operations, implicit unlocking operations, and auto-increment operations, as well as primary key operations normally visible to MySQL clients. |  |
| UkOpCount | Number of operations based on or using unique keys. |  |
| TableScanCount | Number of table scans that have been started. This includes scans of internal tables. |  |
| RangeScanCount | Number of range scans that have been started. |  |
| PrunedScanCount | Number of scans that have been pruned to a single partition. |  |
| ScanBatchCount | Number of batches of rows received. (A *batch* in this context is a set of scan results from a single fragment.) |  |
| ReadRowCount | Total number of rows that have been read. Includes rows read using primary key, unique key, and scan operations. |  |

• Ndb\_api\_trans\_local\_read\_row\_

• Ndb\_api\_trans\_local\_read\_row\_

• [none]

• Ndb\_api\_trans\_local\_read\_row\_

• [none]

• [none]

• Ndb\_api\_event\_data\_count\_inje

• Ndb\_api\_event\_data\_count

• [none]

• [none]

• Ndb\_api\_event\_nondata\_count\_i

• Ndb\_api\_event\_nondata\_count

• [none]

• [none]

• Ndb\_api\_event\_bytes\_count\_inj

• Ndb\_api\_event\_bytes\_count

|  |  |  |
| --- | --- | --- |
| **Counter** **Name** | **Description** | **Status** **Variables** **(by** **statistic** **type):**  api read row count  **•** **Session**  **•** **Slave** **(replica)**  **•** **Injector**  **•** **Server** |
|  |  | • Ndb\_ \_ \_ \_ |
| TransLocalReadRowCount | Number of rows read from the data same node on which the transaction was being run. |  |
| DataEventsRecvdCount | Number of row change events received. |  |
| NondataEventsRecvdCount | Number of events received, other than row change events. |  |
| EventBytesRecvdCount | Number of bytes of events  received. |  |

To see all counts of committed transactions—that is, all TransCommitCount counter status variables —you can filter the results of SHOW STATUS for the substring trans\_commit\_count, like this:

mysql> **SHOW** **STATUS** **LIKE** **'%trans\_commit\_count%';**

+------------------------------------+-------+

|  |  |
| --- | --- |
| | Variable\_name | | Value | |

+------------------------------------+-------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |  |  | | Ndb\_api\_trans\_commit\_count\_session  Ndb\_api\_trans\_commit\_count\_slave  Ndb\_api\_trans\_commit\_count | |  |  | | 1  0  2 | |  |  | |

+------------------------------------+-------+

3 rows in set (0.00 sec)

From this you can determine that 1 transaction has been committed in the current mysql client session, and 2 transactions have been committed on this mysqld since it was last restarted.

You can see how various NDB API counters are incremented by a given SQL statement by comparing the values of the corresponding \_session status variables immediately before and after performing the statement. In this example, after getting the initial values from SHOW STATUS, we create in the test database an NDB table, named t, that has a single column:

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%session%';**

+--------------------------------------------+--------+

| Value |

+--------------------------------------------+--------+

|  |  |  |
| --- | --- | --- |
| | Ndb\_api\_wait\_exec\_complete\_count\_session  Ndb\_api\_wait\_scan\_result\_count\_session  Ndb\_api\_wait\_meta\_request\_count\_session  | Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  | Ndb\_api\_bytes\_received\_count\_session  Ndb\_api\_trans\_start\_count\_session  Ndb\_api\_trans\_commit\_count\_session  | Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  | Ndb\_api\_pk\_op\_count\_session  Ndb\_api\_uk\_op\_count\_session  Ndb\_api\_table\_scan\_count\_session  | Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  | Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  Ndb api trans local read row count session |  | 2 |  0  3  820705 |  132 |  372 |  1  1  0 |  1 |  1 |  0  0  0 |  0 |  0 |  1  1 |

+--------------------------------------------+--------+

18 rows in set (0.00 sec)

mysql> **USE** **test;**

Database changed

mysql> **CREATE** **TABLE** **t** **(c** **INT)** **ENGINE** **NDBCLUSTER;**

Query OK, 0 rows affected (0.85 sec)

| Variable\_name

Now you can execute a new SHOW STATUS statement and observe the changes, as shown here (with the changed rows highlighted in the output):

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%session%';**

+--------------------------------------------+-----------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Variable\_name | | | Value | | |

+--------------------------------------------+-----------+

*|*

Ndb\_api\_wait\_scan\_result\_count\_session

*Ndb\_api\_wait\_meta\_request\_count\_session*

*Ndb\_api\_wait\_nanos\_count\_session*

*Ndb\_api\_bytes\_sent\_count\_session*

*Ndb\_api\_bytes\_received\_count\_session*

*Ndb\_api\_trans\_start\_count\_session*

*Ndb\_api\_trans\_commit\_count\_session*

Ndb\_api\_trans\_abort\_count\_session

*Ndb\_api\_trans\_close\_count\_session*

*Ndb\_api\_pk\_op\_count\_session*

Ndb\_api\_uk\_op\_count\_session

Ndb\_api\_table\_scan\_count\_session

Ndb\_api\_range\_scan\_count\_session

Ndb\_api\_pruned\_scan\_count\_session

Ndb\_api\_scan\_batch\_count\_session

*Ndb\_api\_read\_row\_count\_session*

Ndb\_api\_trans\_local\_read\_row\_count\_session

+--------------------------------------------+-----------+

18 rows in set (0.00 sec)
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|
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Similarly, you can see the changes in the NDB API statistics counters caused by inserting a row into t: Insert the row, then run the same SHOW STATUS statement used in the previous example, as shown here:

mysql> **INSERT** **INTO** **t** **VALUES** **(100);**

Query OK, 1 row affected (0.00 sec)

mysql> **SHOW** **STATUS** **LIKE** **'ndb\_api%session%';**

+--------------------------------------------+-----------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Variable\_name | | | Value | | |

+--------------------------------------------+-----------+

*|*

*|*

*|*

*Ndb\_api\_wait\_exec\_complete\_count\_session*

*Ndb\_api\_wait\_scan\_result\_count\_session*

*Ndb\_api\_wait\_meta\_request\_count\_session*

*11*

*6*

*20*

*|*

*|*

*|*

*|*

*|*

*|*

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| *|* | *Ndb\_api\_wait\_nanos\_count\_session* | *|* | *707370418* | *|* |
| *|* | *Ndb\_api\_bytes\_sent\_count\_session* | *|* | *2724* | *|* |
| *|* | *Ndb\_api\_bytes\_received\_count\_session* | *|* | *4116* | *|* |
| *|* | *Ndb\_api\_trans\_start\_count\_session* | *|* | *7* | *|* |
| *|* | *Ndb\_api\_trans\_commit\_count\_session* | *|* | *6* | *|* |
| | | Ndb\_api\_trans\_abort\_count\_session | | | 0 | | |
| *|* | *Ndb\_api\_trans\_close\_count\_session* | *|* | *7* | *|* |
| *|* | *Ndb\_api\_pk\_op\_count\_session* | *|* | *8* | *|* |
| | | Ndb\_api\_uk\_op\_count\_session | | | 0 | | |
| *|* | *Ndb\_api\_table\_scan\_count\_session* | *|* | *1* | *|* |
| | | Ndb\_api\_range\_scan\_count\_session | | | 0 | | |
| | | Ndb\_api\_pruned\_scan\_count\_session | | | 0 | | |
| | | Ndb\_api\_scan\_batch\_count\_session | | | 0 | | |
| *|* | *Ndb\_api\_read\_row\_count\_session* | *|* | *3* | *|* |
| *|* | *Ndb\_api\_trans\_local\_read\_row\_count\_session* | *|* | *2* | *|* |

+--------------------------------------------+-----------+

18 rows in set (0.00 sec)

We can make a number of observations from these results:

• Although we created t with no explicit primary key, 5 primary key operations were performed in doing so (the difference in the “before” and “after” values of Ndb\_api\_pk\_op\_count\_session, or 6 minus 1). This reflects the creation of the hidden primary key that is a feature of all tables using the NDB storage engine.

• By comparing successive values for Ndb\_api\_wait\_nanos\_count\_session, we can see that the NDB API operations implementing the CREATE TABLE statement waited much longer (706871709

- 820705 = 706051004 nanoseconds, or approximately 0.7 second) for responses from the data nodes than those executed by the INSERT (707370418 - 706871709 = 498709 ns or roughly .0005 second). The execution times reported for these statements in the mysql client correlate roughly with these figures.

On platforms without sufficient (nanosecond) time resolution, small changes in the value of the WaitNanosCount NDB API counter due to SQL statements that execute very quickly may not always be visible in the values of Ndb\_api\_wait\_nanos\_count\_session, Ndb\_api\_wait\_nanos\_count\_slave, or Ndb\_api\_wait\_nanos\_count.

• The INSERT statement incremented both the ReadRowCount and TransLocalReadRowCount NDB API statistics counters, as reflected by the increased values of Ndb\_api\_read\_row\_count\_session and Ndb\_api\_trans\_local\_read\_row\_count\_session.

**23.6.16** **ndbinfo:** **The** **NDB** **Cluster** **Information** **Database**

ndbinfo is a database containing information specific to NDB Cluster.

This database contains a number of tables, each providing a different sort of data about NDB Cluster node status, resource usage, and operations. You can find more detailed information about each of these tables in the next several sections.

ndbinfo is included with NDB Cluster support in the MySQL Server; no special compilation or configuration steps are required; the tables are created by the MySQL Server when it connects to the cluster. You can verify that ndbinfo support is active in a given MySQL Server instance using SHOW PLUGINS; if ndbinfo support is enabled, you should see a row containing ndbinfo in the Name column and ACTIVE in the Status column, as shown here (emphasized text):

mysql> **SHOW** **PLUGINS;**

+----------------------------------+--------+--------------------+---------+---------+

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| | Name | | | Status | | | Type | | Library | License | |

+----------------------------------+--------+--------------------+---------+---------+

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | binlog  | mysql\_native\_password  | sha256\_password  | caching\_sha2\_password  | sha2\_cache\_cleaner  | daemon\_keyring\_proxy\_plugin | |  |  |  |  |  | | ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE | |  |  |  |  |  | | STORAGE ENGINE  AUTHENTICATION  AUTHENTICATION  AUTHENTICATION  AUDIT  DAEMON | |  |  |  |  |  | | NULL  NULL  NULL  NULL  NULL  NULL | |  |  |  |  |  | | GPL  GPL  GPL  GPL  GPL  GPL | |  |  |  |  |  | |

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  *|*  |  |  |  | | CSV |  MEMORY |  InnoDB |  INNODB\_TRX |  INNODB\_CMP |  INNODB\_CMP\_RESET |  INNODB\_CMPMEM |  INNODB\_CMPMEM\_RESET |  INNODB\_CMP\_PER\_INDEX |  INNODB\_CMP\_PER\_INDEX\_RESET |  INNODB\_BUFFER\_PAGE |  INNODB\_BUFFER\_PAGE\_LRU |  INNODB\_BUFFER\_POOL\_STATS |  INNODB\_TEMP\_TABLE\_INFO |  INNODB\_METRICS |  INNODB\_FT\_DEFAULT\_STOPWORD |  INNODB\_FT\_DELETED |  INNODB\_FT\_BEING\_DELETED |  INNODB\_FT\_CONFIG |  INNODB\_FT\_INDEX\_CACHE |  INNODB\_FT\_INDEX\_TABLE |  INNODB\_TABLES |  INNODB\_TABLESTATS |  INNODB\_INDEXES |  INNODB\_TABLESPACES |  INNODB\_COLUMNS |  INNODB\_VIRTUAL |  INNODB\_CACHED\_INDEXES |  INNODB\_SESSION\_TEMP\_TABLESPACES |  MyISAM |  MRG\_MYISAM |  PERFORMANCE\_SCHEMA |  TempTable |  ARCHIVE |  BLACKHOLE |  ndbcluster |  *ndbinfo* *|*  ndb\_transid\_mysql\_connection\_map |  ngram |  mysqlx\_cache\_cleaner |  mysqlx | | ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  ACTIVE  *ACTIVE*  ACTIVE  ACTIVE  ACTIVE  ACTIVE | |  |  |  |  |  | | --- | --- | --- | --- | --- | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  *|*  |  |  | | STORAGE ENGINE  STORAGE ENGINE  STORAGE ENGINE | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  *|*  |  |  | | NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  NULL  *NULL*  NULL  NULL  NULL | | INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA  INFORMATION SCHEMA | | | STORAGE  STORAGE  STORAGE  STORAGE  STORAGE  STORAGE  STORAGE  *STORAGE* | ENGINE  ENGINE  ENGINE  ENGINE  ENGINE  ENGINE  ENGINE  *ENGINE* | | INFORMATION SCHEMA  FTPARSER  AUDIT | |   | |

+----------------------------------+--------+--------------------+---------+---------+

47 rows in set (0.00 sec)

|  |  |  |
| --- | --- | --- |
| |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  *|*  |  |  | | GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  GPL  *GPL*  GPL  GPL  GPL | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  *|*  |  |  | |

| DAEMON

NULL

GPL

|

|

You can also do this by checking the output of SHOW ENGINES for a line including ndbinfo in the Engine column and YES in the Support column, as shown here (emphasized text):

mysql> SHOW ENG工NES\G

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: ndbcluster

Support: YES

Comment: Clustered, fault-tolerant tables

Transactions: YES

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: CSV

Support: YES

Comment: CSV storage engine

Transactions: NO

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 3. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: InnoDB

Support: DEFAULT

Comment: Supports transactions, row-level locking, and foreign keys

Transactions: YES

XA: YES

Savepoints: YES

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 4. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: BLACKHOLE

Support: YES

Comment: /dev/null storage engine (anything you write to it disappears)

Transactions: NO

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 5. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: MyISAM

Support: YES

Comment: MyISAM storage engine

Transactions: NO

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 6. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: MRG\_MYISAM

Support: YES

Comment: Collection of identical MyISAM tables

Transactions: NO

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 7. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: ARCHIVE

Support: YES

Comment: Archive storage engine

Transactions: NO

XA: NO

Savepoints: NO

*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\** *8.* *row* *\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\**

*Engine:* *ndbinfo*

*Support:* *YES*

*Comment:* *NDB* *Cluster* *system* *information* *storage* *engine*

*Transactions:* *NO*

*XA:* *NO*

*Savepoints:* *NO*

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 9. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: PERFORMANCE\_SCHEMA

Support: YES

Comment: Performance Schema

Transactions: NO

XA: NO

Savepoints: NO

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 10. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Engine: MEMORY

Support: YES

Comment: Hash based, stored in memory, useful for temporary tables

Transactions: NO

XA: NO

Savepoints: NO

10 rows in set (0.00 sec)

If ndbinfo support is enabled, then you can access ndbinfo using SQL statements in mysql or another MySQL client. For example, you can see ndbinfo listed in the output of SHOW DATABASES, as shown here (emphasized text):

mysql> **SHOW** **DATABASES;**

+--------------------+

|  |  |
| --- | --- |
| | Database | | |

+--------------------+

|  |  |  |
| --- | --- | --- |
| |  |  *|*  |  | | information\_schema  mysql  *ndbinfo*  performance\_schema  sys | |  |  *|*  |  | |

+--------------------+

5 rows in set (0.04 sec)

If the mysqld process was not started with the --ndbcluster option, ndbinfo is not available and is not displayed by SHOW DATABASES. If mysqld was formerly connected to an NDB Cluster but the cluster becomes unavailable (due to events such as cluster shutdown, loss of network connectivity, and so forth), ndbinfo and its tables remain visible, but an attempt to access any tables (other than blocks or config\_params) fails with Got error 157 'Connection to NDB failed' from

NDBINFO.

With the exception of the [blocks](#_bookmark2) and [config\_params](#_bookmark3) tables, what we refer to as ndbinfo “tables” are actually views generated from internal NDB tables not normally visible to the MySQL Server. You can make these tables visible by setting the ndbinfo\_show\_hidden system variable to ON (or 1), but this is normally not necessary.

All ndbinfo tables are read-only, and are generated on demand when queried. Because many of them are generated in parallel by the data nodes while other are specific to a given SQL node, they are not guaranteed to provide a consistent snapshot.

In addition, pushing down of joins is not supported on ndbinfo tables; so joining large ndbinfo tables can require transfer of a large amount of data to the requesting API node, even when the query makes use of a WHERE clause.

ndbinfo tables are not included in the query cache. (Bug #59831)

You can select the ndbinfo database with a USE statement, and then issue a SHOW TABLES statement to obtain a list of tables, just as for any other database, like this:

mysql> **USE** **ndbinfo;**

Database changed

mysql> **SHOW** **TABLES;**

+---------------------------------+

| Tables\_in\_ndbinfo |

+---------------------------------+

| arbitrator\_validity\_detail |

| arbitrator\_validity\_summary |

| backup\_id |

| blobs |

| blocks |

| cluster\_locks |

| cluster\_operations |

| cluster\_transactions |

| config\_nodes |

| config\_params |

| config\_values |

| counters |

| cpudata |

| cpudata\_1sec |

| cpudata\_20sec |

| cpudata\_50ms |

| cpuinfo |

| cpustat |

| cpustat\_1sec |

| cpustat\_20sec |

| cpustat\_50ms |

| dict\_obj\_info |

| dict\_obj\_tree |

| dict\_obj\_types |

| dictionary\_columns |

| dictionary\_tables |

| disk\_write\_speed\_aggregate |

| disk\_write\_speed\_aggregate\_node |

| disk\_write\_speed\_base |

| diskpagebuffer |

| diskstat |

| diskstats\_1sec |

| error\_messages |

| events |

| files |

| foreign\_keys |

| hash\_maps |

| hwinfo |

| index\_columns |

| index\_stats |

| locks\_per\_fragment |

| logbuffers |

| logspaces |

| membership |

|  |  |  |
| --- | --- | --- |
| | | memory\_per\_fragment | | |
| | | memoryusage | | |
| | | nodes | | |
| | | operations\_per\_fragment | | |
| | | pgman\_time\_track\_stats | | |
| | | processes | | |
| | | resources | | |
| | | restart\_info | | |
| | | server\_locks | | |
| | | server\_operations | | |
| | | server\_transactions | | |
| | | table\_distribution\_status | | |
| | | table\_fragments | | |
| | | table\_info | | |
| | | table\_replicas | | |
| | | tc\_time\_track\_stats | | |
| | | threadblocks | | |
| | | threads | | |
| | | threadstat | | |
| | | transporters | | |

+---------------------------------+

64 rows in set (0.00 sec)

In NDB 8.0, all ndbinfo tables use the NDB storage engine; however, an ndbinfo entry still appears in the output of SHOW ENGINES and SHOW PLUGINS as described previously.

You can execute SELECT statements against these tables, just as you would normally expect:

mysql> **SELECT** **\*** **FROM** **memoryusage;**

+---------+---------------------+--------+------------+------------+-------------+

| node\_id | memory\_type | used | used\_pages | total | total\_pages |

+---------+---------------------+--------+------------+------------+-------------+

|  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | | 5 | | | Data | memory |  | | | 425984 | | | 13 | | | 2147483648 | | | 65536 | | |
| | | 5 | | | Long | message | buffer | | | 393216 | | | 1536 | | | 67108864 | | | 262144 | | |
| | | 6 | | | Data | memory |  | | | 425984 | | | 13 | | | 2147483648 | | | 65536 | | |
| | | 6 | | | Long | message | buffer | | | 393216 | | | 1536 | | | 67108864 | | | 262144 | | |
| | | 7 | | | Data | memory |  | | | 425984 | | | 13 | | | 2147483648 | | | 65536 | | |
| | | 7 | | | Long | message | buffer | | | 393216 | | | 1536 | | | 67108864 | | | 262144 | | |
| | | 8 | | | Data | memory |  | | | 425984 | | | 13 | | | 2147483648 | | | 65536 | | |
| | | 8 | | | Long | message | buffer | | | 393216 | | | 1536 | | | 67108864 | | | 262144 | | |

+---------+---------------------+--------+------------+------------+-------------+

8 rows in set (0.09 sec)

More complex queries, such as the two following SELECT statements using the [memoryusage](#_bookmark4) table, are possible:

mysql> **SELECT** **SUM(used)** **as** **'Data** **Memory** **Used,** **All** **Nodes'**

|  |  |
| --- | --- |
| >  > | **FROM** **memoryusage**  **WHERE** **memory\_type** **=** **'Data** **memory';** |

+-----------------------------+

| Data Memory Used, All Nodes |

+-----------------------------+

| 6460 |

+-----------------------------+

1 row in set (0.09 sec)

mysql> **SELECT** **SUM(used)** **as** **'Long** **Message** **Buffer,** **All** **Nodes'**

|  |  |
| --- | --- |
| >  > | **FROM** **memoryusage**  **WHERE** **memory\_type** **=** **'Long** **message** **buffer';** |

+-------------------------------------+

| Long Message Buffer Used, All Nodes |

+-------------------------------------+

| 1179648 |

+-------------------------------------+

1 row in set (0.08 sec)

ndbinfo table and column names are case-sensitive (as is the name of the ndbinfo database itself). These identifiers are in lowercase. Trying to use the wrong lettercase results in an error, as shown in this example:

mysql> **SELECT** **\*** **FROM** **nodes;**

+---------+--------+---------+-------------+-------------------+

| node\_id | uptime | status | start\_phase | config\_generation |

+---------+--------+---------+-------------+-------------------+

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | | 5 | | | 17707 | | | STARTED | | | 0 | | | 1 | | |
| | | 6 | | | 17706 | | | STARTED | | | 0 | | | 1 | | |
| | | 7 | | | 17705 | | | STARTED | | | 0 | | | 1 | | |
| | | 8 | | | 17704 | | | STARTED | | | 0 | | | 1 | | |

+---------+--------+---------+-------------+-------------------+

4 rows in set (0.06 sec)

mysql> **SELECT** **\*** **FROM** **Nodes;**

ERROR 1146 (42S02): Table 'ndbinfo.Nodes' doesn't exist

mysqldump ignores the ndbinfo database entirely, and excludes it from any output. This is true even when using the --databases or --all-databases option.

NDB Cluster also maintains tables in the INFORMATION\_SCHEMA information database, including the FILES table which contains information about files used for NDB Cluster Disk Data storage, and the ndb\_transid\_mysql\_connection\_map table, which shows the relationships between transactions, transaction coordinators, and NDB Cluster API nodes. For more information, see the descriptions of the tables or [Section 23.6.17, “INFORMATION\_SCHEMA Tables for NDB Cluster”](#_bookmark5) .

**23.6.16.1** **The** **ndbinfo** **arbitrator\_validity\_detail** **Table**

The arbitrator\_validity\_detail table shows the view that each data node in the cluster has of the arbitrator. It is a subset of the [membership](#_bookmark6) table.

The arbitrator\_validity\_detail table contains the following columns:

• node\_id

This node's node ID

• arbitrator

Node ID of arbitrator

• arb\_ticket

Internal identifier used to track arbitration

• arb\_connected

Whether this node is connected to the arbitrator; either of Yes or No

• arb\_state Arbitration state

**Notes**

The node ID is the same as that reported by ndb\_mgm -e "SHOW".

All nodes should show the same arbitrator and arb\_ticket values as well as the same arb\_state value. Possible arb\_state values are ARBIT\_NULL, ARBIT\_INIT, ARBIT\_FIND, ARBIT\_PREP1, ARBIT\_PREP2, ARBIT\_START, ARBIT\_RUN, ARBIT\_CHOOSE, ARBIT\_CRASH, and

UNKNOWN.

arb\_connected shows whether the current node is connected to the arbitrator.

**23.6.16.2** **The** **ndbinfo** **arbitrator\_validity\_summary** **Table**

The arbitrator\_validity\_summary table provides a composite view of the arbitrator with regard to the cluster's data nodes.

The arbitrator\_validity\_summary table contains the following columns:

• arbitrator

Node ID of arbitrator

• arb\_ticket

Internal identifier used to track arbitration

• arb\_connected

Whether this arbitrator is connected to the cluster

• consensus\_count

Number of data nodes that see this node as arbitrator; either of Yes or No

**Notes**

In normal operations, this table should have only 1 row for any appreciable length of time. If it has more than 1 row for longer than a few moments, then either not all nodes are connected to the arbitrator, or all nodes are connected, but do not agree on the same arbitrator.

The arbitrator column shows the arbitrator's node ID.

arb\_ticket is the internal identifier used by this arbitrator.

arb\_connected shows whether this node is connected to the cluster as an arbitrator.

**23.6.16.3** **The** **ndbinfo** **backup\_id** **Table**

This table provides a way to find the ID of the backup started most recently for this cluster.

The backup\_id table contains a single column id, which corresponds to a backup ID taken using the ndb\_mgm client START BACKUP command. This table contains a single row.

*Example*: Assume the following sequence of START BACKUP commands issued in the NDB management client, with no other backups taken since the cluster was first started:

ndb\_mgm> **START** **BACKUP**

Waiting for completed, this may take several minutes

Node 5: Backup 1 started from node 50

Node 5: Backup 1 started from node 50 completed

StartGCP: 27894 StopGCP: 27897

#Records: 2057 #LogRecords: 0

Data: 51580 bytes Log: 0 bytes

ndb\_mgm> **START** **BACKUP** **5**

Waiting for completed, this may take several minutes

Node 5: Backup 5 started from node 50

Node 5: Backup 5 started from node 50 completed

StartGCP: 27905 StopGCP: 27908

#Records: 2057 #LogRecords: 0

Data: 51580 bytes Log: 0 bytes

ndb\_mgm> **START** **BACKUP**

Waiting for completed, this may take several minutes

Node 5: Backup 6 started from node 50

Node 5: Backup 6 started from node 50 completed

StartGCP: 27912 StopGCP: 27915

#Records: 2057 #LogRecords: 0

Data: 51580 bytes Log: 0 bytes

ndb\_mgm> **START** **BACKUP** **3**

Connected to Management Server at: localhost:1186

Waiting for completed, this may take several minutes

Node 5: Backup 3 started from node 50

Node 5: Backup 3 started from node 50 completed

StartGCP: 28149 StopGCP: 28152

#Records: 2057 #LogRecords: 0

Data: 51580 bytes Log: 0 bytes

ndb\_mgm>

After this, the backup\_id table contains the single row shown here, using the mysql client:

mysql> **USE** **ndbinfo;**

Database changed

mysql> **SELECT** **\*** **FROM** **backup\_id;**

+------+

| id |

+------+

| 3 |

+------+

1 row in set (0.00 sec)

If no backups can be found, the table contains a single row with 0 as the id value. The backup\_id table was added in NDB 8.0.24.

**23.6.16.4** **The** **ndbinfo** **blobs** **Table**

This table provides about blob values stored in NDB. The blobs table has the columns listed here:

• table\_id

Unique ID of the table containing the column

• database\_name

Name of the database in which this table resides

• table\_name Name of the table

• column\_id

The column's unique ID within the table

• column\_name Name of the column

• inline\_size

Inline size of the column

• part\_size

Part size of the column

• stripe\_size

Stripe size of the column

• blob\_table\_name

Name of the blob table containing this column's blob data, if any

Rows exist in this table for those NDB table columns that store BLOB, TEXT values taking up more than 255 bytes and thus require the use of a blob table. Parts of JSON values exceeding 4000 bytes in size are also stored in this table. For more information about how NDB Cluster stores columns of such types, see String Type Storage Requirements.

The part and (NDB 8.0.30 and later) inline sizes of NDB blob columns can be set using CREATE TABLE and ALTER TABLE statements containing NDB table column comments (see NDB\_COLUMN Options); this can also be done in NDB API applications (see [Column::setPartSize()](https://dev.mysql.com/doc/ndbapi/en/ndb-column.html#ndb-column-setpartsize) and [setInlineSize()](https://dev.mysql.com/doc/ndbapi/en/ndb-column.html#ndb-column-setinlinesize)).

The blobs table was added in NDB 8.0.29.

**23.6.16.5** **The** **ndbinfo** **blocks** **Table**

The blocks table is a static table which simply contains the names and internal IDs of all NDB kernel blocks (see [NDB Kernel Blocks](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks.html)). It is for use by the other [ndbinfo](#_bookmark1) tables (most of which are actually

views) in mapping block numbers to block names for producing human-readable output. The blocks table contains the following columns:

• block\_number Block number

• block\_name Block name

**Notes**

To obtain a list of all block names, simply execute SELECT block\_name FROM ndbinfo.blocks. Although this is a static table, its content can vary between different NDB Cluster releases.

**23.6.16.6** **The** **ndbinfo** **cluster\_locks** **Table**

The cluster\_locks table provides information about current lock requests holding and waiting for locks on NDB tables in an NDB Cluster, and is intended as a companion table to [cluster\_operations](#_bookmark7). Information obtain from the cluster\_locks table may be useful in investigating stalls and deadlocks.

The cluster\_locks table contains the following columns:

• node\_id

ID of reporting node

• block\_instance

ID of reporting LDM instance

• tableid

ID of table containing this row

• fragmentid

ID of fragment containing locked row

• rowid

ID of locked row

• transid

Transaction ID

• mode

Lock request mode

• state Lock state

• detail

Whether this is first holding lock in row lock queue

• op

Operation type

• duration\_millis

Milliseconds spent waiting or holding lock

• lock\_num

ID of lock object

• waiting\_for

Waiting for lock with this ID

**Notes**

The table ID (tableid column) is assigned internally, and is the same as that used in other ndbinfo tables. It is also shown in the output of ndb\_show\_tables.

The transaction ID (transid column) is the identifier generated by the NDB API for the transaction requesting or holding the current lock.

The mode column shows the lock mode; this is always one of S (indicating a shared lock) or X (an exclusive lock). If a transaction holds an exclusive lock on a given row, all other locks on that row have the same transaction ID.

The state column shows the lock state. Its value is always one of H (holding) or W (waiting). A waiting lock request waits for a lock held by a different transaction.

When the detail column contains a \* (asterisk character), this means that this lock is the first holding lock in the affected row's lock queue; otherwise, this column is empty. This information can be used to help identify the unique entries in a list of lock requests.

The op column shows the type of operation requesting the lock. This is always one of the values READ, INSERT, UPDATE, DELETE, SCAN, or REFRESH.

The duration\_millis column shows the number of milliseconds for which this lock request has been waiting or holding the lock. This is reset to 0 when a lock is granted for a waiting request.

The lock ID (lockid column) is unique to this node and block instance.

The lock state is shown in the lock\_state column; if this is W, the lock is waiting to be granted, and the waiting\_for column shows the lock ID of the lock object this request is waiting for. Otherwise, the waiting\_for column is empty. waiting\_for can refer only to locks on the same row, as identified by node\_id, block\_instance, tableid, fragmentid, and rowid.

**23.6.16.7** **The** **ndbinfo** **cluster\_operations** **Table**

The cluster\_operations table provides a per-operation (stateful primary key op) view of all activity in the NDB Cluster from the point of view of the local data management (LQH) blocks (see [The DBLQH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html) [Block](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html)).

The cluster\_operations table contains the following columns:

• node\_id

Node ID of reporting LQH block

• block\_instance LQH block instance

• transid

Transaction ID

• operation\_type

Operation type (see text for possible values)

• state

Operation state (see text for possible values)

• tableid

Table ID

• fragmentid Fragment ID

• client\_node\_id Client node ID

• client\_block\_ref Client block reference

• tc\_node\_id

Transaction coordinator node ID

• tc\_block\_no

Transaction coordinator block number

• tc\_block\_instance

Transaction coordinator block instance

**Notes**

The transaction ID is a unique 64-bit number which can be obtained using the NDB API's [getTransactionId()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndbtransaction.html#ndb-ndbtransaction-gettransactionid) method. (Currently, the MySQL Server does not expose the NDB API transaction ID of an ongoing transaction.)

The operation\_type column can take any one of the values READ, READ-SH, READ-EX, INSERT, UPDATE, DELETE, WRITE, UNLOCK, REFRESH, SCAN, SCAN-SH, SCAN-EX, or <unknown>.

The state column can have any one of the values ABORT\_QUEUED, ABORT\_STOPPED,

COMMITTED, COMMIT\_QUEUED, COMMIT\_STOPPED, COPY\_CLOSE\_STOPPED, COPY\_FIRST\_STOPPED, COPY\_STOPPED, COPY\_TUPKEY, IDLE, LOG\_ABORT\_QUEUED, LOG\_COMMIT\_QUEUED, LOG\_COMMIT\_QUEUED\_WAIT\_SIGNAL, LOG\_COMMIT\_WRITTEN, LOG\_COMMIT\_WRITTEN\_WAIT\_SIGNAL, LOG\_QUEUED, PREPARED, PREPARED\_RECEIVED\_COMMIT, SCAN\_CHECK\_STOPPED, SCAN\_CLOSE\_STOPPED, SCAN\_FIRST\_STOPPED,

SCAN\_RELEASE\_STOPPED, SCAN\_STATE\_USED, SCAN\_STOPPED, SCAN\_TUPKEY, STOPPED,

TC\_NOT\_CONNECTED, WAIT\_ACC, WAIT\_ACC\_ABORT, WAIT\_AI\_AFTER\_ABORT, WAIT\_ATTR,

WAIT\_SCAN\_AI, WAIT\_TUP, WAIT\_TUPKEYINFO, WAIT\_TUP\_COMMIT, or WAIT\_TUP\_TO\_ABORT. (If the MySQL Server is running with ndbinfo\_show\_hidden enabled, you can view this list of states by selecting from the ndb$dblqh\_tcconnect\_state table, which is normally hidden.)

You can obtain the name of an NDB table from its table ID by checking the output of ndb\_show\_tables.

The fragid is the same as the partition number seen in the output of ndb\_desc --extra- partition-info (short form -p).

In client\_node\_id and client\_block\_ref, client refers to an NDB Cluster API or SQL node (that is, an NDB API client or a MySQL Server attached to the cluster).

The block\_instance and tc\_block\_instance column provide, respectively, the [DBLQH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html) and [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) block instance numbers. You can use these along with the block names to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.8** **The** **ndbinfo** **cluster\_transactions** **Table**

The cluster\_transactions table shows information about all ongoing transactions in an NDB

Cluster.

The cluster\_transactions table contains the following columns:

• node\_id

Node ID of transaction coordinator

• block\_instance TC block instance

• transid

Transaction ID

• state

Operation state (see text for possible values)

• count\_operations

Number of stateful primary key operations in transaction (includes reads with locks, as well as DML operations)

• outstanding\_operations

Operations still being executed in local data management blocks

• inactive\_seconds Time spent waiting for API

• client\_node\_id Client node ID

• client\_block\_ref Client block reference

**Notes**

The transaction ID is a unique 64-bit number which can be obtained using the NDB API's [getTransactionId()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndbtransaction.html#ndb-ndbtransaction-gettransactionid) method. (Currently, the MySQL Server does not expose the NDB API transaction ID of an ongoing transaction.)

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table.

The state column can have any one of the values CS\_ABORTING, CS\_COMMITTING,

CS\_COMMIT\_SENT, CS\_COMPLETE\_SENT, CS\_COMPLETING, CS\_CONNECTED, CS\_DISCONNECTED, CS\_FAIL\_ABORTED, CS\_FAIL\_ABORTING, CS\_FAIL\_COMMITTED, CS\_FAIL\_COMMITTING, CS\_FAIL\_COMPLETED, CS\_FAIL\_PREPARED, CS\_PREPARE\_TO\_COMMIT, CS\_RECEIVING, CS\_REC\_COMMITTING, CS\_RESTART, CS\_SEND\_FIRE\_TRIG\_REQ, CS\_STARTED,

CS\_START\_COMMITTING, CS\_START\_SCAN, CS\_WAIT\_ABORT\_CONF, CS\_WAIT\_COMMIT\_CONF,

CS\_WAIT\_COMPLETE\_CONF, CS\_WAIT\_FIRE\_TRIG\_REQ. (If the MySQL Server is running with ndbinfo\_show\_hidden enabled, you can view this list of states by selecting from the ndb $dbtc\_apiconnect\_state table, which is normally hidden.)

In client\_node\_id and client\_block\_ref, client refers to an NDB Cluster API or SQL node (that is, an NDB API client or a MySQL Server attached to the cluster).

The tc\_block\_instance column provides the [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) block instance number. You can use this along with the block name to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.9** **The** **ndbinfo** **config\_nodes** **Table**

The config\_nodes table shows nodes configured in an NDB Cluster config.ini file. For each node, the table displays a row containing the node ID, the type of node (management node, data node, or API node), and the name or IP address of the host on which the node is configured to run.

This table does not indicate whether a given node is actually running, or whether it is currently connected to the cluster. Information about nodes connected to an NDB Cluster can be obtained from the [nodes](#_bookmark11) and [processes](#_bookmark12) table.

The config\_nodes table contains the following columns:

• node\_id The node's ID

• node\_type The type of node

• node\_hostname

The name or IP address of the host on which the node resides

**Notes**

The node\_id column shows the node ID used in the config.ini file for this node; if none is specified, the node ID that would be assigned automatically to this node is displayed.

The node\_type column displays one of the following three values:

• MGM: Management node.

• NDB: Data node.

• API: API node; this includes SQL nodes.

The node\_hostname column shows the node host as specified in the config.ini file. This can be empty for an API node, if HostName has not been set in the cluster configuration file. If HostName has not been set for a data node in the configuration file, localhost is used here. localhost is also used if HostName has not been specified for a management node.

**23.6.16.10** **The** **ndbinfo** **config\_params** **Table**

The config\_params table is a static table which provides the names and internal ID numbers of and other information about NDB Cluster configuration parameters. This table can also be used in conjunction with the [config\_values](#_bookmark13) table for obtaining realtime information about node configuration parameters.

The config\_params table contains the following columns:

• param\_number

The parameter's internal ID number

• param\_name

The name of the parameter

• param\_description

A brief description of the parameter

• param\_type

The parameter's data type

• param\_default

The parameter's default value, if any

• param\_min

The parameter's maximum value, if any

• param\_max

The parameter's minimum value, if any

• param\_mandatory

This is 1 if the parameter is required, otherwise 0

• param\_status Currently unused

**Notes**

This table is read-only.

Although this is a static table, its content can vary between NDB Cluster installations, since supported parameters can vary due to differences between software releases, cluster hardware configurations, and other factors.

**23.6.16.11** **The** **ndbinfo** **config\_values** **Table**

The config\_values table provides information about the current state of node configuration parameter values. Each row in the table corresponds to the current value of a parameter on a given node.

The config\_values table contains the following columns:

• node\_id

ID of the node in the cluster

• config\_param

The parameter's internal ID number

• config\_value

Current value of the parameter

**Notes**

This table's config\_param column and the [config\_params](#_bookmark3) table's param\_number column use the same parameter identifiers. By joining the two tables on these columns, you can obtain detailed information about desired node configuration parameters. The query shown here provides the current values for all parameters on each data node in the cluster, ordered by node ID and parameter name:

|  |  |
| --- | --- |
| SELECT  FROM  JOIN  ON  WHERE  ORDER BY | v.node\_id AS 'Node Id',  p .param\_name AS 'Parameter',  v .config\_value AS 'Value'  config\_values v  config\_params p  v .config\_param=p .param\_number  p .param\_name NOT LIKE '\\_\\_%'  v.node\_id, p.param\_name; |

Partial output from the previous query when run on a small example cluster used for simple testing:

+---------+------------------------------------------+----------------+

|

+---------+------------------------------------------+----------------+

|

|

|

|

|

|

...

|

|

|

|

|

|

|

+---------+------------------------------------------+----------------+

248 rows in set (0.02 sec)
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The WHERE clause filters out parameters whose names begin with a double underscore (\_\_); these parameters are reserved for testing and other internal uses by the NDB developers, and are not intended for use in a production NDB Cluster.

You can obtain output that is more specific, more detailed, or both by issuing the proper queries. This example provides all types of available information about the NodeId, NoOfReplicas, HostName, DataMemory, IndexMemory, and TotalSendBufferMemory parameters as currently set for all data nodes in the cluster:

SELECT p.param\_name AS Name,

v .node\_id AS Node,

p.param\_type AS Type,

p .param\_default AS 'Default',

p .param\_min AS Minimum,

p .param\_max AS Maximum,

CASE p .param\_mandatory WHEN 1 THEN 'Y' ELSE 'N' END AS 'Required',

v .config\_value AS Current

FROM config\_params p

JOIN config\_values v

ON p .param\_number = v .config\_param

WHERE p. param\_name

IN ('NodeId', 'NoOfReplicas', 'HostName',

'DataMemory', 'IndexMemory', 'TotalSendBufferMemory')\G

The output from this query when run on a small NDB Cluster with 2 data nodes used for simple testing is shown here:

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: NodeId

Node: 2

Type: unsigned

Default:

Minimum: 1

Maximum: 144

Required: Y

Current: 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: HostName

Node: 2

Type: string

Default: localhost

Minimum:

Maximum:

Required: N

Current: 127.0.0.1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 3. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: TotalSendBufferMemory

Node: [2](#_bookmark14)

Type: unsigned

Default: 0

Minimum: 262144

Maximum: 4294967039

Required: N

Current: 0

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 4. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: NoOfReplicas

Node: 2

Type: unsigned

Default: 2

Minimum: 1

Maximum: 4

Required: N

Current: 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 5. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: DataMemory

Node: 2

Type: unsigned

Default: 102760448

Minimum: 1048576

Maximum: 1099511627776

Required: N

Current: 524288000

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 6. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: NodeId

Node: 3

Type: unsigned

Default:

Minimum: 1

Maximum: 144

Required: Y

Current: 3

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 7. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: HostName

Node: 3

Type: string

Default: localhost

Minimum:

Maximum:

Required: N

Current: 127.0.0.1

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 8. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: TotalSendBufferMemory

Node: [3](#_bookmark15)

Type: unsigned

Default: 0

Minimum: 262144

Maximum: 4294967039

Required: N

Current: 0

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 9. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: NoOfReplicas

Node: 3

Type: unsigned

Default: 2

Minimum: 1

Maximum: 4

Required: N

Current: 2

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 10. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Name: DataMemory

Node: 3

Type: unsigned

Default: 102760448

Minimum: 1048576

Maximum: 1099511627776

Required: N

Current: 524288000

10 rows in set (0.01 sec)

**23.6.16.12** **The** **ndbinfo** **counters** **Table**

The counters table provides running totals of events such as reads and writes for specific kernel blocks and data nodes. Counts are kept from the most recent node start or restart; a node start or

restart resets all counters on that node. Not all kernel blocks have all types of counters. The counters table contains the following columns:

• node\_id The data node ID

• block\_name

Name of the associated NDB kernel block (see [NDB Kernel Blocks](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks.html)).

• block\_instance Block instance

• counter\_id

The counter's internal ID number; normally an integer between 1 and 10, inclusive.

• counter\_name

The name of the counter. See text for names of individual counters and the NDB kernel block with which each counter is associated.

• val

The counter's value

**Notes**

Each counter is associated with a particular NDB kernel block.

The OPERATIONS counter is associated with the [DBLQH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html) (local query handler) kernel block. A primary- key read counts as one operation, as does a primary-key update. For reads, there is one operation in [DBLQH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html) per operation in [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html). For writes, there is one operation counted per fragment replica.

The ATTRINFO, TRANSACTIONS, COMMITS, READS, LOCAL\_READS, SIMPLE\_READS, WRITES, LOCAL\_WRITES, ABORTS, TABLE\_SCANS, and RANGE\_SCANS counters are associated with the [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) (transaction co-ordinator) kernel block.

LOCAL\_WRITES and LOCAL\_READS are primary-key operations using a transaction coordinator in a node that also holds the primary fragment replica of the record.

The READS counter includes all reads. LOCAL\_READS includes only those reads of the primary fragment replica on the same node as this transaction coordinator. SIMPLE\_READS includes only those reads in which the read operation is the beginning and ending operation for a given transaction. Simple reads do not hold locks but are part of a transaction, in that they observe uncommitted changes made by the transaction containing them but not of any other uncommitted transactions. Such reads are “simple” from the point of view of the TC block; since they hold no locks they are not durable, and once [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) has routed them to the relevant LQH block, it holds no state for them.

ATTRINFO keeps a count of the number of times an interpreted program is sent to the data node. See [NDB Protocol Messages](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-ndb-protocol-messages.html), for more information about ATTRINFO messages in the NDB kernel.

The LOCAL\_TABLE\_SCANS\_SENT, READS\_RECEIVED, PRUNED\_RANGE\_SCANS\_RECEIVED, RANGE\_SCANS\_RECEIVED, LOCAL\_READS\_SENT, CONST\_PRUNED\_RANGE\_SCANS\_RECEIVED,

LOCAL\_RANGE\_SCANS\_SENT, REMOTE\_READS\_SENT, REMOTE\_RANGE\_SCANS\_SENT,

READS\_NOT\_FOUND, SCAN\_BATCHES\_RETURNED, TABLE\_SCANS\_RECEIVED, and SCAN\_ROWS\_RETURNED counters are associated with the [DBSPJ](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbspj.html) (select push-down join) kernel block.

The block\_name and block\_instance columns provide, respectively, the applicable NDB kernel block name and instance number. You can use these to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

A number of counters provide information about transporter overload and send buffer sizing when troubleshooting such issues. For each LQH instance, there is one instance of each counter in the following list:

• LQHKEY\_OVERLOAD: Number of primary key requests rejected at the LQH block instance due to transporter overload

• LQHKEY\_OVERLOAD\_TC: Count of instances of LQHKEY\_OVERLOAD where the TC node transporter was overloaded

• LQHKEY\_OVERLOAD\_READER: Count of instances of LQHKEY\_OVERLOAD where the API reader (reads only) node was overloaded.

• LQHKEY\_OVERLOAD\_NODE\_PEER: Count of instances of LQHKEY\_OVERLOAD where the next backup data node (writes only) was overloaded

• LQHKEY\_OVERLOAD\_SUBSCRIBER: Count of instances of LQHKEY\_OVERLOAD where a event subscriber (writes only) was overloaded.

• LQHSCAN\_SLOWDOWNS: Count of instances where a fragment scan batch size was reduced due to scanning API transporter overload.

**23.6.16.13** **The** **ndbinfo** **cpudata** **Table**

The cpudata table provides data about CPU usage during the last second.

The cpustat table contains the following columns:

• node\_id

Node ID

• cpu\_no

CPU ID

• cpu\_online

1 if the CPU is currently online, otherwise 0

• cpu\_userspace\_time

CPU time spent in userspace

• cpu\_idle\_time CPU time spent idle

• cpu\_system\_time

CPU time spent in system time

• cpu\_interrupt\_time

CPU time spent handling interrupts (hardware and software)

• cpu\_exec\_vm\_time

CPU time spent in virtual machine execution

**Notes**

The cpudata table is available only on Linux and Solaris operating systems.

This table was added in NDB 8.0.23.

**23.6.16.14** **The** **ndbinfo** **cpudata\_1sec** **Table**

The cpudata\_1sec table provides data about CPU usage per second over the last 20 seconds. The cpustat table contains the following columns:

• node\_id

Node ID

• measurement\_id

Measurement sequence ID; later measurements have lower IDs

• cpu\_no

CPU ID

• cpu\_online

1 if the CPU is currently online, otherwise 0

• cpu\_userspace\_time

CPU time spent in userspace

• cpu\_idle\_time CPU time spent idle

• cpu\_system\_time

CPU time spent in system time

• cpu\_interrupt\_time

CPU time spent handling interrupts (hardware and software)

• cpu\_exec\_vm\_time

CPU time spent in virtual machine execution

• elapsed\_time

Time in microseconds used for this measurement

**Notes**

The cpudata\_1sec table is available only on Linux and Solaris operating systems. This table was added in NDB 8.0.23.

**23.6.16.15** **The** **ndbinfo** **cpudata\_20sec** **Table**

The cpudata\_20sec table provides data about CPU usage per 20-second interval over the last 400 seconds.

The cpustat table contains the following columns:

• node\_id

Node ID

• measurement\_id

Measurement sequence ID; later measurements have lower IDs

• cpu\_no

CPU ID

• cpu\_online

1 if the CPU is currently online, otherwise 0

• cpu\_userspace\_time

CPU time spent in userspace

• cpu\_idle\_time CPU time spent idle

• cpu\_system\_time

CPU time spent in system time

• cpu\_interrupt\_time

CPU time spent handling interrupts (hardware and software)

• cpu\_exec\_vm\_time

CPU time spent in virtual machine execution

• elapsed\_time

Time in microseconds used for this measurement

**Notes**

The cpudata\_20sec table is available only on Linux and Solaris operating systems. This table was added in NDB 8.0.23.

**23.6.16.16** **The** **ndbinfo** **cpudata\_50ms** **Table**

The cpudata\_50ms table provides data about CPU usage per 50-millisecond interval over the last second.

The cpustat table contains the following columns:

• node\_id

Node ID

• measurement\_id

Measurement sequence ID; later measurements have lower IDs

• cpu\_no

CPU ID

• cpu\_online

1 if the CPU is currently online, otherwise 0

• cpu\_userspace\_time

CPU time spent in userspace

• cpu\_idle\_time CPU time spent idle

• cpu\_system\_time

CPU time spent in system time

• cpu\_interrupt\_time

CPU time spent handling interrupts (hardware and software)

• cpu\_exec\_vm\_time

CPU time spent in virtual machine execution

• elapsed\_time

Time in microseconds used for this measurement

**Notes**

The cpudata\_50ms table is available only on Linux and Solaris operating systems.

This table was added in NDB 8.0.23.

**23.6.16.17** **The** **ndbinfo** **cpuinfo** **Table**

The cpuinfo table provides information about the CPU on which a given data node executes. The cpuinfo table contains the following columns:

• node\_id

Node ID

• cpu\_no

CPU ID

• cpu\_online

1 if the CPU is online, otherwise 0

• core\_id CPU core ID

• socket\_id CPU socket ID

**Notes**

The cpuinfo table is available on all operating systems supported by NDB, with the exception of MacOS and FreeBSD.

This table was added in NDB 8.0.23.

**23.6.16.18** **The** **ndbinfo** **cpustat** **Table**

The cpustat table provides per-thread CPU statistics gathered each second, for each thread running in the NDB kernel.

The cpustat table contains the following columns:

• node\_id

ID of the node where the thread is running

• thr\_no

Thread ID (specific to this node)

• OS\_user

OS user time

• OS\_system

OS system time

• OS\_idle OS idle time

• thread\_exec

Thread execution time

• thread\_sleeping Thread sleep time

• thread\_spinning Thread spin time

• thread\_send Thread send time

• thread\_buffer\_full Thread buffer full time

• elapsed\_time Elapsed time

**23.6.16.19** **The** **ndbinfo** **cpustat\_50ms** **Table**

The cpustat\_50ms table provides raw, per-thread CPU data obtained each 50 milliseconds for each thread running in the NDB kernel.

Like [cpustat\_1sec](#_bookmark17) and [cpustat\_20sec](#_bookmark18), this table shows 20 measurement sets per thread, each referencing a period of the named duration. Thus, cpsustat\_50ms provides 1 second of history.

The cpustat\_50ms table contains the following columns:

• node\_id

ID of the node where the thread is running

• thr\_no

Thread ID (specific to this node)

• OS\_user\_time OS user time

• OS\_system\_time OS system time

• OS\_idle\_time OS idle time

• exec\_time

Thread execution time

• sleep\_time Thread sleep time

• spin\_time Thread spin time

• send\_time

Thread send time

• buffer\_full\_time Thread buffer full time

• elapsed\_time Elapsed time

**23.6.16.20** **The** **ndbinfo** **cpustat\_1sec** **Table**

The cpustat-1sec table provides raw, per-thread CPU data obtained each second for each thread running in the NDB kernel.

Like [cpustat\_50ms](#_bookmark16) and [cpustat\_20sec](#_bookmark18), this table shows 20 measurement sets per thread, each referencing a period of the named duration. Thus, cpsustat\_1sec provides 20 seconds of history.

The cpustat\_1sec table contains the following columns:

• node\_id

ID of the node where the thread is running

• thr\_no

Thread ID (specific to this node)

• OS\_user\_time OS user time

• OS\_system\_time OS system time

• OS\_idle\_time OS idle time

• exec\_time

Thread execution time

• sleep\_time Thread sleep time

• spin\_time Thread spin time

• send\_time Thread send time

• buffer\_full\_time Thread buffer full time

• elapsed\_time Elapsed time

**23.6.16.21** **The** **ndbinfo** **cpustat\_20sec** **Table**

The cpustat\_20sec table provides raw, per-thread CPU data obtained each 20 seconds, for each thread running in the NDB kernel.

Like [cpustat\_50ms](#_bookmark16) and [cpustat\_1sec](#_bookmark17), this table shows 20 measurement sets per thread, each referencing a period of the named duration. Thus, cpsustat\_20sec provides 400 seconds of history.

The cpustat\_20sec table contains the following columns:

• node\_id

ID of the node where the thread is running

• thr\_no

Thread ID (specific to this node)

• OS\_user\_time OS user time

• OS\_system\_time OS system time

• OS\_idle\_time OS idle time

• exec\_time

Thread execution time

• sleep\_time Thread sleep time

• spin\_time Thread spin time

• send\_time Thread send time

• buffer\_full\_time Thread buffer full time

• elapsed\_time Elapsed time

**23.6.16.22** **The** **ndbinfo** **dictionary\_columns** **Table**

The table provides NDB dictionary information about columns of NDB tables. dictionary\_columns has the columns listed here (with brief descriptions):

• table\_id

ID of the table containing the column

• column\_id
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• name

Name of the column

• column\_type

Data type of the column from the NDB API; see [Column::Type](https://dev.mysql.com/doc/ndbapi/en/ndb-column.html#ndb-column-type), for possible values

• default\_value

The column's default value, if any

• nullable

Either of NULL or NOT NULL

• array\_type

The column's internal attribute storage format; one of FIXED, SHORT\_VAR, or MEDIUM\_VAR; for more information, see [Column::ArrayType](https://dev.mysql.com/doc/ndbapi/en/ndb-column.html#ndb-column-arraytype), in the NDB API documentation

• storage\_type

Type of storage used by the table; either of MEMORY or DISK

• primary\_key

1 if this is a primary key column, otherwise 0

• partition\_key

1 if this is a partitioning key column, otherwise 0

• dynamic

1 if the column is dynamic, otherwise 0

• auto\_inc

1 if this is an AUTO\_INCREMENT column, otherwise 0

You can obtain information about all of the columns in a given table by joining dictionary\_columns with the [dictionary\_tables](#_bookmark19) table, like this:

SELECT dc.\*

FROM dictionary\_columns dc

JOIN dictionary\_tables dt

ON dc .table\_id=dt .table\_id

WHERE dt .table\_name='t1'

AND dt.database\_name='mydb';

The dictionary\_columns table was added in NDB 8.0.29.

**Note**

Blob columns are not shown in this table. This is a known issue.

**23.6.16.23** **The** **ndbinfo** **dictionary\_tables** **Table**

This table provides NDB dictionary information for NDB tables. dictionary\_tables contains the columns listed here:

• table\_id The table' unique ID

• database\_name

Name of the database containing the table

• table\_name Name of the table

• status

The table status; one of New, Changed, Retrieved, Invalid, or Altered. (See [Object::Status](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-status), for more information about object status values.)

• attributes

Number of table attributes

• primary\_key\_cols

Number of columns in the table's primary key

• primary\_key

A comma-separated list of the columns in the table's primary key

• storage

Type of storage used by the table; one of memory, disk, or default

• logging

Whether logging is enabled for this table

• dynamic

1 if the table is dynamic, otherwise 0; the table is considered dynamic if *table*- >[getForceVarPart()](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-getforcevarpart) is true, or if at least one table column is dynamic

• read\_backup

1 if read from any replica (READ\_BACKUP option is enabled for this table, otherwise 0; see Section 13.1.20.12, “Setting NDB Comment Options”)

• fully\_replicated

1 if FULLY\_REPLICATED is enabled for this table (each data node in the cluster has a complete copy of the table), 0 if not; see Section 13.1.20.12, “Setting NDB Comment Options”

• checksum

If this table uses a checksum, the value in this column is 1; if not, it is 0

• row\_size

The amount of data, in bytes that can be stored in one row, not including any blob data stored separately in blob tables; see [Table::getRowSizeInBytes()](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-getrowsizeinbytes), in the API documentation, for more information

• min\_rows

Minimum number of rows, as used for calculating partitions; see [Table::getMinRows()](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-getminrows), in the API documentation, for more information

• max\_rows

Maximum number of rows, as used for calculating partitions; see [Table::getMaxRows()](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-getmaxrows), in the API documentation, for more information

• tablespace

ID of the tablespace to which the table belongs, if any; this is 0, if the table does not use data on disk

• fragment\_type

The table's fragment type; one of Single, AllSmall, AllMedium, AllLarge, DistrKeyHash, DistrKeyLin, UserDefined, unused, or HashMapPartition; for more information, see [Object::FragmentType](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-fragmenttype), in the NDB API documentation

• hash\_map

The hash map used by the table

• fragments

Number of table fragments

• partitions

Number of partitions used by the table

• partition\_balance

Type of partition balance used, if any; one of FOR\_RP\_BY\_NODE, FOR\_RA\_BY\_NODE, FOR\_RP\_BY\_LDM, FOR\_RA\_BY\_LDM, FOR\_RA\_BY\_LDM\_X\_2, FOR\_RA\_BY\_LDM\_X\_3, or FOR\_RA\_BY\_LDM\_X\_4; see Section 13.1.20.12, “Setting NDB Comment Options”

• contains\_GCI

1 if the table includes a global checkpoint index, otherwise 0

• single\_user\_mode

Type of access allowed to the table when single user mode is in effect; one of locked, read\_only, or read\_write; these are equivalent to the values SingleUserModeLocked, SingleUserModeReadOnly, and SingleUserModeReadWrite, respectively, of the [Table::SingleUserMode](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-singleusermode) type in the NDB API

• force\_var\_part

This is 1 if *table*->[getForceVarPart()](https://dev.mysql.com/doc/ndbapi/en/ndb-table.html#ndb-table-getforcevarpart) is true for this table, and 0 if it is not

• GCI\_bits Used in testing

• author\_bits Used in testing

The dictionary\_tables table was added in NDB 8.0.29.

**23.6.16.24** **The** **ndbinfo** **dict\_obj\_info** **Table**

The dict\_obj\_info table provides information about NDB data dictionary ([DICT](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbdict.html)) objects such as tables and indexes. (The [dict\_obj\_types](#_bookmark21) table can be queried for a list of all the types.) This information includes the object's type, state, parent object (if any), and fully qualified name.

The dict\_obj\_info table contains the following columns:

• type

Type of [DICT](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbdict.html) object; join on [dict\_obj\_types](#_bookmark21) to obtain the name

• id

Object identifier; for Disk Data undo log files and data files, this is the same as the value shown in the LOGFILE\_GROUP\_NUMBER column of the Information Schema FILES table; for undo log files, it also the same as the value shown for the log\_id column in the ndbinfo [logbuffers](#_bookmark22) and [logspaces](#_bookmark23) tables

• version Object version

• state

Object state; see [Object::State](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-state) for values and descriptions.

• parent\_obj\_type

Parent object's type (a dict\_obj\_types type ID); 0 indicates that the object has no parent

• parent\_obj\_id

Parent object ID (such as a base table); 0 indicates that the object has no parent

• fq\_name

Fully qualified object name; for a table, this has the form *database\_name*/def/*table\_name*, for a primary key, the form is sys/def/*table\_id*/PRIMARY, and for a unique key it is sys/ def/*table\_id*/*uk\_name*$unique

**23.6.16.25** **The** **ndbinfo** **dict\_obj\_tree** **Table**

The dict\_obj\_tree table provides a tree-based view of table information from the [dict\_obj\_info](#_bookmark20) table. This is intended primarily for use in testing, but can be useful in visualizing hierarchies of NDB database objects.

The dict\_obj\_tree table contains the following columns:

• type

Type of [DICT](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbdict.html) object; join on [dict\_obj\_types](#_bookmark21) to obtain the name of the object type

• id

Object identifier; same as the id column in [dict\_obj\_info](#_bookmark20)

For Disk Data undo log files and data files, this is the same as the value shown in the LOGFILE\_GROUP\_NUMBER column of the Information Schema FILES table; for undo log files, it also the same as the value shown for the log\_id column in the ndbinfo [logbuffers](#_bookmark22) and [logspaces](#_bookmark23) tables

• name

The fully qualified name of the object; the same as the fq\_name column in [dict\_obj\_info](#_bookmark20)

For a table, this is *database\_name*/def/*table\_name* (the same as its *parent\_name*); for an

index of any type, this takes the form NDB$INDEX\_*index\_id*\_CUSTOM

• parent\_type

The *DICT* object type of this object's parent object; join on [dict\_obj\_types](#_bookmark21) to obtain the name of the object type

• parent\_id

Identifier for this object's parent object; the same as the [dict\_obj\_info](#_bookmark20) table's id column • parent\_name

Fully qualified name of this object's parent object; the same as the [dict\_obj\_info](#_bookmark20) table's fq\_name column

For a table, this has the form *database\_name*/def/*table\_name*. For an index, the name is sys/ def/*table\_id*/*index\_name*. For a primary key, it is sys/def/*table\_id*/PRIMARY, and for a unique key it is sys/def/*table\_id*/*uk\_name*$unique

• root\_type

The *DICT* object type of the root object; join on [dict\_obj\_types](#_bookmark21) to obtain the name of the object type

• root\_id

Identifier for the root object; the same as the [dict\_obj\_info](#_bookmark20) table's id column

• root\_name

Fully qualified name of the root object; the same as the [dict\_obj\_info](#_bookmark20) table's fq\_name column

• level

Level of the object in the hierarchy

• path

Complete path to the object in the *NDB* object hierarchy; objects are separated by a right arrow (represented as ->), starting with the root object on the left

• indented\_name

The name prefixed with a right arrow (represented as ->) with a number of spaces preceding it that correspond to the object's depth in the hierarchy

The path column is useful for obtaining a complete path to a given NDB database object in a single line, whereas the indented\_name column can be used to obtain a tree-like layout of complete hierarchy information for a desired object.

*Example*: Assuming the existence of a test database and no existing table named t1 in this database, execute the following SQL statement:

CREATE TABLE test.t1 (

a INT PRIMARY KEY,

b INT,

UNIQUE KEY(b)

) ENGINE = NDB;

You can obtain the path to the table just created using the query shown here:

mysql> **SELECT** **path** **FROM** **ndbinfo.dict\_obj\_tree**

-> **WHERE** **name** **LIKE** **'test%t1';**

+-------------+

| path |

+-------------+

| test/def/t1 |

+-------------+

1 row in set (0.14 sec)

You can see the paths to all dependent objects of this table using the path to the table as the root name in a query like this one:

mysql> **SELECT** **path** **FROM** **ndbinfo** **.dict\_obj\_tree**

-> **WHERE** **root\_name** **=** **'test/def/t1';**

+----------------------------------------------------------+

| path |

+----------------------------------------------------------+

| test/def/t1 |

| test/def/t1 -> sys/def/13/b |

| test/def/t1 -> sys/def/13/b -> NDB$INDEX\_15\_CUSTOM |

| test/def/t1 -> sys/def/13/b$unique |

| test/def/t1 -> sys/def/13/b$unique -> NDB$INDEX\_16\_UI |

| test/def/t1 -> sys/def/13/PRIMARY |

| test/def/t1 -> sys/def/13/PRIMARY -> NDB$INDEX\_14\_CUSTOM |

+----------------------------------------------------------+

7 rows in set (0.16 sec)

To obtain a hierarchical view of the t1 table with all its dependent objects, execute a query similar to this one which selects the indented name of each object having test/def/t1 as the name of its root object:

mysql> **SELECT** **indented\_name** **FROM** **ndbinfo** **.dict\_obj\_tree**

-> **WHERE** **root\_name** **=** **'test/def/t1';**

+----------------------------+

| indented\_name |

+----------------------------+

| test/def/t1 |

| -> sys/def/13/b |

| -> NDB$INDEX\_15\_CUSTOM |

| -> sys/def/13/b$unique |

| -> NDB$INDEX\_16\_UI |

| -> sys/def/13/PRIMARY |

| -> NDB$INDEX\_14\_CUSTOM |

+----------------------------+

7 rows in set (0.15 sec)

When working with Disk Data tables, note that, in this context, a tablespace or log file group is considered a root object. This means that you must know the name of any tablespace or log file group associated with a given table, or obtain this information from SHOW CREATE TABLE and then querying INFORMATION\_SCHEMA.FILES, or similar means as shown here:

mysql> **SHOW** **CREATE** **TABLE** **test** **.dt\_1\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Table: dt\_1

Create Table: CREATE TABLE `dt\_1` (

`member\_id` int unsigned NOT NULL AUTO\_INCREMENT,

`last\_name` varchar(50) NOT NULL,

`first\_name` varchar(50) NOT NULL,

`dob` date NOT NULL,

`joined` date NOT NULL,

PRIMARY KEY (`member\_id`),

KEY `last\_name` (`last\_name`,`first\_name`)

) /\*!50100 TABLESPACE `ts\_1` STORAGE DISK \*/ ENGINE=ndbcluster DEFAULT CHARSET=utf8mb4 COLLATE=utf8mb4\_

1 row in set (0.00 sec)

mysql> **SELECT** **DISTINCT** **TABLESPACE\_NAME,** **LOGFILE\_GROUP\_NAME**

-> **FROM** **INFORMATION\_SCHEMA.FILES** **WHERE** **TABLESPACE\_NAME='ts\_1';**

+-----------------+--------------------+

| TABLESPACE\_NAME | LOGFILE\_GROUP\_NAME |

+-----------------+--------------------+

| ts\_1 | lg\_1 |

+-----------------+--------------------+

1 row in set (0.00 sec)

Now you can obtain hierarchical information for the table, tablespace, and log file group like this:

mysql> **SELECT** **indented\_name** **FROM** **ndbinfo** **.dict\_obj\_tree**

-> **WHERE** **root\_name** **=** **'test/def/dt\_1';**

+----------------------------+

|

+----------------------------+

| test/def/dt\_1 |

| -> sys/def/23/last\_name |

| -> NDB$INDEX\_25\_CUSTOM |

| -> sys/def/23/PRIMARY |

| -> NDB$INDEX\_24\_CUSTOM |

+----------------------------+

5 rows in set (0.15 sec)

mysql> **SELECT** **indented\_name** **FROM** **ndbinfo** **.dict\_obj\_tree**

-> **WHERE** **root\_name** **=** **'ts\_1';**

+-----------------+

| indented\_name |

+-----------------+

| ts\_1 |

| -> data\_1 .dat |

| -> data\_2 .dat |

+-----------------+

3 rows in set (0.17 sec)

mysql> **SELECT** **indented\_name** **FROM** **ndbinfo** **.dict\_obj\_tree**

-> **WHERE** **root\_name** **LIKE** **'lg\_1';**

+-----------------+

| indented\_name |

+-----------------+

| lg\_1 |

| -> undo\_1 .log |

| -> undo\_2 .log |

+-----------------+

3 rows in set (0.16 sec)

| indented\_name

The dict\_obj\_tree table was added in NDB 8.0.24.

**23.6.16.26** **The** **ndbinfo** **dict\_obj\_types** **Table**

The dict\_obj\_types table is a static table listing possible dictionary object types used in the NDB kernel. These are the same types defined by [Object::Type](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-type) in the NDB API.

The dict\_obj\_types table contains the following columns:

• type\_id

The type ID for this type

• type\_name The name of this type

**23.6.16.27** **The** **ndbinfo** **disk\_write\_speed\_base** **Table**

The disk\_write\_speed\_base table provides base information about the speed of disk writes during LCP, backup, and restore operations.

The disk\_write\_speed\_base table contains the following columns:

• node\_id

Node ID of this node

• thr\_no

Thread ID of this LDM thread

• millis\_ago

Milliseconds since this reporting period ended

• millis\_passed

Milliseconds elapsed in this reporting period

• backup\_lcp\_bytes\_written

Number of bytes written to disk by local checkpoints and backup processes during this period

• redo\_bytes\_written

Number of bytes written to REDO log during this period

• target\_disk\_write\_speed

Actual speed of disk writes per LDM thread (base data)

**23.6.16.28** **The** **ndbinfo** **disk\_write\_speed\_aggregate** **Table**

The disk\_write\_speed\_aggregate table provides aggregated information about the speed of disk writes during LCP, backup, and restore operations.

The disk\_write\_speed\_aggregate table contains the following columns:

• node\_id

Node ID of this node

• thr\_no

Thread ID of this LDM thread

• backup\_lcp\_speed\_last\_sec

Number of bytes written to disk by backup and LCP processes in the last second

• redo\_speed\_last\_sec

Number of bytes written to REDO log in the last second

• backup\_lcp\_speed\_last\_10sec

Number of bytes written to disk by backup and LCP processes per second, averaged over the last 10 seconds

• redo\_speed\_last\_10sec

Number of bytes written to REDO log per second, averaged over the last 10 seconds

• std\_dev\_backup\_lcp\_speed\_last\_10sec

Standard deviation in number of bytes written to disk by backup and LCP processes per second, averaged over the last 10 seconds

• std\_dev\_redo\_speed\_last\_10sec

Standard deviation in number of bytes written to REDO log per second, averaged over the last 10 seconds

• backup\_lcp\_speed\_last\_60sec

Number of bytes written to disk by backup and LCP processes per second, averaged over the last 60 seconds

• redo\_speed\_last\_60sec

Number of bytes written to REDO log per second, averaged over the last 10 seconds

• std\_dev\_backup\_lcp\_speed\_last\_60sec

Standard deviation in number of bytes written to disk by backup and LCP processes per second, averaged over the last 60 seconds

• std\_dev\_redo\_speed\_last\_60sec

Standard deviation in number of bytes written to REDO log per second, averaged over the last 60 seconds

• slowdowns\_due\_to\_io\_lag

Number of seconds since last node start that disk writes were slowed due to REDO log I/O lag

• slowdowns\_due\_to\_high\_cpu

Number of seconds since last node start that disk writes were slowed due to high CPU usage

• disk\_write\_speed\_set\_to\_min

Number of seconds since last node start that disk write speed was set to minimum

• current\_target\_disk\_write\_speed

Actual speed of disk writes per LDM thread (aggregated)

**23.6.16.29** **The** **ndbinfo** **disk\_write\_speed\_aggregate\_node** **Table**

The disk\_write\_speed\_aggregate\_node table provides aggregated information per node about the speed of disk writes during LCP, backup, and restore operations.

The disk\_write\_speed\_aggregate\_node table contains the following columns:

• node\_id

Node ID of this node

• backup\_lcp\_speed\_last\_sec

Number of bytes written to disk by backup and LCP processes in the last second

• redo\_speed\_last\_sec

Number of bytes written to the redo log in the last second

• backup\_lcp\_speed\_last\_10sec

Number of bytes written to disk by backup and LCP processes per second, averaged over the last 10 seconds

• redo\_speed\_last\_10sec

Number of bytes written to the redo log each second, averaged over the last 10 seconds • backup\_lcp\_speed\_last\_60sec

Number of bytes written to disk by backup and LCP processes per second, averaged over the last 60 seconds

• redo\_speed\_last\_60sec

Number of bytes written to the redo log each second, averaged over the last 60 seconds

**23.6.16.30** **The** **ndbinfo** **diskpagebuffer** **Table**

The diskpagebuffer table provides statistics about disk page buffer usage by NDB Cluster Disk Data tables.

The diskpagebuffer table contains the following columns:

• node\_id The data node ID

• block\_instance Block instance

• pages\_written

Number of pages written to disk.

• pages\_written\_lcp

Number of pages written by local checkpoints.

• pages\_read

Number of pages read from disk

• log\_waits

Number of page writes waiting for log to be written to disk

• page\_requests\_direct\_return

Number of requests for pages that were available in buffer

• page\_requests\_wait\_queue

Number of requests that had to wait for pages to become available in buffer

• page\_requests\_wait\_io

Number of requests that had to be read from pages on disk (pages were unavailable in buffer)

**Notes**

You can use this table with NDB Cluster Disk Data tables to determine whether DiskPageBufferMemory is sufficiently large to allow data to be read from the buffer rather from disk; minimizing disk seeks can help improve performance of such tables.

You can determine the proportion of reads from DiskPageBufferMemory to the total number of reads using a query such as this one, which obtains this ratio as a percentage:

SELECT

node\_id,

100 \* page\_requests\_direct\_return /

(page\_requests\_direct\_return + page\_requests\_wait\_io)

AS hit\_ratio
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FROM ndbinfo .diskpagebuffer;

The result from this query should be similar to what is shown here, with one row for each data node in the cluster (in this example, the cluster has 4 data nodes):

+---------+-----------+

| node\_id | hit\_ratio |

+---------+-----------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |  |  |  | | 5  6  7  8 | |  |  |  | | 97.6744  97.6879  98.1776  98.1343 | |  |  |  | |

+---------+-----------+

4 rows in set (0.00 sec)

hit\_ratio values approaching 100% indicate that only a very small number of reads are being made from disk rather than from the buffer, which means that Disk Data read performance is approaching an optimum level. If any of these values are less than 95%, this is a strong indicator that the setting for DiskPageBufferMemory needs to be increased in the config.ini file.

**Note**

A change in DiskPageBufferMemory requires a rolling restart of all of the cluster's data nodes before it takes effect.

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table. Using this information, you can obtain information about disk page buffer metrics relating to individual threads; an example query using LIMIT 1 to limit the output to a single thread is shown here:

mysql> **SELECT**

> **node\_id,** **thr\_no,** **block\_name,** **thread\_name,** **pages\_written,**

> **pages\_written\_lcp,** **pages\_read,** **log\_waits,**

> **page\_requests\_direct\_return,** **page\_requests\_wait\_queue,**

> **page\_requests\_wait\_io**

> **FROM** **ndbinfo** **.diskpagebuffer**

> **INNER** **JOIN** **ndbinfo** **.threadblocks** **USING** **(node\_id,** **block\_instance)**

> **INNER** **JOIN** **ndbinfo** **.threads** **USING** **(node\_id,** **thr\_no)**

> **WHERE** **block\_name** **=** **'PGMAN'** **LIMIT** **1\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

node\_id: 1

thr\_no: 1

block\_name: PGMAN

thread\_name: rep

pages\_written: 0

pages\_written\_lcp: 0

pages\_read: 1

log\_waits: 0

page\_requests\_direct\_return: 4

page\_requests\_wait\_queue: 0

page\_requests\_wait\_io: 1

1 row in set (0.01 sec)

**23.6.16.31** **The** **ndbinfo** **diskstat** **Table**

The diskstat table provides information about writes to Disk Data tablespaces during the past 1 second.

The diskstat table contains the following columns:

• node\_id

Node ID of this node

• block\_instance

ID of reporting instance of [PGMAN](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-pgman.html)

• pages\_made\_dirty

Number of pages made dirty during the past second

• reads\_issued

Reads issued during the past second

• reads\_completed

Reads completed during the past second

• writes\_issued

Writes issued during the past second

• writes\_completed

Writes completed during the past second

• log\_writes\_issued

Number of times a page write has required a log write during the past second

• log\_writes\_completed

Number of log writes completed during the last second

• get\_page\_calls\_issued

Number of get\_page() calls issued during the past second

• get\_page\_reqs\_issued

Number of times that a get\_page() call has resulted in a wait for I/O or completion of I/O already begun during the past second

• get\_page\_reqs\_completed

Number of get\_page() calls waiting for I/O or I/O completion that have completed during the past second

**Notes**

Each row in this table corresponds to an instance of [PGMAN](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-pgman.html); there is one such instance per LDM thread plus an additional instance for each data node.

**23.6.16.32** **The** **ndbinfo** **diskstats\_1sec** **Table**

The diskstats\_1sec table provides information about writes to Disk Data tablespaces over the past 20 seconds.

The diskstat table contains the following columns:

• node\_id

Node ID of this node

• block\_instance

ID of reporting instance of [PGMAN](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-pgman.html)

• pages\_made\_dirty

Pages made dirty during the designated 1-second interval

• reads\_issued

Reads issued during the designated 1-second interval

• reads\_completed

Reads completed during the designated 1-second interval

• writes\_issued

Writes issued during the designated 1-second interval

• writes\_completed

Writes completed during the designated 1-second interval

• log\_writes\_issued

Number of times a page write has required a log write during the designated 1-second interval

• log\_writes\_completed

Number of log writes completed during the designated 1-second interval

• get\_page\_calls\_issued

Number of get\_page() calls issued during the designated 1-second interval

• get\_page\_reqs\_issued

Number of times that a get\_page() call has resulted in a wait for I/O or completion of I/O already begun during the designated 1-second interval

• get\_page\_reqs\_completed

Number of get\_page() calls waiting for I/O or I/O completion that have completed during the designated 1-second interval

• seconds\_ago

Number of 1-second intervals in the past of the interval to which this row applies

**Notes**

Each row in this table corresponds to an instance of [PGMAN](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-pgman.html) during a 1-second interval occurring from 0 to 19 seconds ago; there is one such instance per LDM thread plus an additional instance for each data node.

**23.6.16.33** **The** **ndbinfo** **error\_messages** **Table**

The error\_messages table provides information about

The error\_messages table contains the following columns:

• error\_code Numeric error code

• error\_description Description of error

• error\_status Error status code

• error\_classification Error classification code

**Notes**

error\_code is a numeric NDB error code. This is the same error code that can be supplied to ndb\_perror.

error\_description provides a basic description of the condition causing the error.

The error\_status column provides status information relating to the error. Possible values for this column are listed here:

• No error

• Illegal connect string

• Illegal server handle

• Illegal reply from server

• Illegal number of nodes

• Illegal node status

• Out of memory

• Management server not connected

• Could not connect to socket

• Start failed

• Stop failed

• Restart failed

• Could not start backup

• Could not abort backup

• Could not enter single user mode

• Could not exit single user mode

• Failed to complete configuration change

• Failed to get configuration

• Usage error

• Success

• Permanent error

• Temporary error

• Unknown result

• Temporary error, restart node

• Permanent error, external action needed

• Ndbd file system error, restart node initial

• Unknown

The error\_classification column shows the error classification. See [NDB Error Classifications](https://dev.mysql.com/doc/ndbapi/en/ndb-error-classifications.html), for information about classification codes and their meanings.

**23.6.16.34** **The** **ndbinfo** **events** **Table**

This table provides information about event subscriptions in NDB. The columns of the events table are listed here, with short descriptions of each:

• event\_id The event ID

• name

The name of the event

• table\_id

The ID of the table on which the event occurred

• reporting

One of updated, all, subscribe, or DDL

• columns

A comma-separated list of columns affected by the event

• table\_event

One or more of INSERT, DELETE, UPDATE, SCAN, DROP, ALTER, CREATE, GCP\_COMPLETE, CLUSTER\_FAILURE, STOP, NODE\_FAILURE, SUBSCRIBE, UNSUBSCRIBE, and ALL (defined by [Event::TableEvent](https://dev.mysql.com/doc/ndbapi/en/ndb-event.html#ndb-event-tableevent) in the NDB API)

The events table was added in NDB 8.0.29.

**23.6.16.35** **The** **ndbinfo** **files** **Table**

The files tables provides information about files and other objects used by NDB disk data tables, and contains the columns listed here:

• id

Object ID

• type

The type of object; one of Log file group, Tablespace, Undo file, or Data file

• name

The name of the object

• parent

ID of the parent object

• parent\_name

Name of the parent object

• free\_extents Number of free extents

• total\_extents

Total number of extents

• extent\_size Extent size (MB)

• initial\_size Initial size (bytes)

• maximum\_size Maximum size (bytes)

• autoextend\_size Autoextend size (bytes)

For log file groups and tablespaces, parent is always 0, and the parent\_name, free\_extents, total\_extents, extent\_size, initial\_size, maximum\_size, and autoentend\_size columns are all NULL.

The files table is empty if no disk data objects have been created in NDB. See Section 23.6.11.1, “NDB Cluster Disk Data Objects” , for more information.

The files table was added in NDB 8.0.29.

See also Section 26.3.15, “The INFORMATION\_SCHEMA FILES Table” .

**23.6.16.36** **The** **ndbinfo** **foreign\_keys** **Table**

The foreign\_keys table provides information about foreign keys on NDB tables. This table has the following columns:

• object\_id

The foreign key's object ID

• name

Name of the foreign key

• parent\_table

The name of the foreign key's parent table

• parent\_columns

A comma-delimited list of parent columns

• child\_table

The name of the child table

• child\_columns

A comma-separated list of child columns

• parent\_index

Name of the parent index

• child\_index

Name of the child index

• on\_update\_action

The ON UPDATE action specified for the foreign key; one of No Action, Restrict, Cascade, Set Null, or Set Default

• on\_delete\_action

The ON DELETE action specified for the foreign key; one of No Action, Restrict, Cascade, Set Null, or Set Default

The foreign\_keys table was added in NDB 8.0.29.

**23.6.16.37** **The** **ndbinfo** **hash\_maps** **Table**

• id

The hash map's unique ID

• version

Hash map version (integer)

• state

Hash map state; see [Object::State](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-state) for values and descriptions.

• fq\_name

The hash map's fully qualified name

The hash\_maps table is actually a view consisting of the four columns having the same names of the [dict\_obj\_info](#_bookmark20) table, as shown here:

CREATE VIEW hash\_maps AS

SELECT id, version, state, fq\_name

FROM dict\_obj\_info

WHERE type=24; # Hash map; defined in [dict\_obj\_types](#_bookmark21)

See the description of [dict\_obj\_info](#_bookmark20) for more information.

The hash\_maps table was added in NDB 8.0.29.

**23.6.16.38** **The** **ndbinfo** **hwinfo** **Table**

The hwinfo table provides information about the hardware on which a given data node executes. The hwinfo table contains the following columns:

• node\_id

Node ID

• cpu\_cnt\_max

Number of processors on this host

• cpu\_cnt

Number of processors available to this node

• num\_cpu\_cores

Number of CPU cores on this host

• num\_cpu\_sockets

Number of CPU sockets on this host

• HW\_memory\_size

Amount of memory available on this host

• model\_name CPU model name

**Notes**

The hwinfo table is available on all operating systems supported by NDB.

This table was added in NDB 8.0.23.

**23.6.16.39** **The** **ndbinfo** **index\_columns** **Table**

This table provides information about indexes on NDB tables. The columns of the index\_columns table are listed here, along with brief descriptions:

• table\_id

Unique ID of the NDB table for which the index is defined

• Name of the database containing this table

varchar(64)

• table\_name Name of the table

• index\_object\_id Object ID of this index

• index\_name

Name of the index; if the index is not named, the name of the first column in the index is used

• index\_type

Type of index; normally this is 3 (unique hash index) or 6 (ordered index); the values are the same as those in the type\_id column of the [dict\_obj\_types](#_bookmark21) table

• status

One of new, changed, retrieved, invalid, or altered

• columns

A comma-delimited list of columns making up the index

The index\_columns table was added in NDB 8.0.29.

**23.6.16.40** **The** **ndbinfo** **index\_stats** **Table**

The index\_stats table provides basic information about NDB index statistics.

More complete index statistics information can be obtained using the ndb\_index\_stat utility. The index\_stats table contains the following columns:

• index\_id

Index ID

• index\_version Index version

• sample\_version Sample version

**Notes**

This table was added in NDB 8.0.28.

**23.6.16.41** **The** **ndbinfo** **locks\_per\_fragment** **Table**

The locks\_per\_fragment table provides information about counts of lock claim requests, and the outcomes of these requests on a per-fragment basis, serving as a companion table to [operations\_per\_fragment](#_bookmark24) and [memory\_per\_fragment](#_bookmark25). This table also shows the total time spent waiting for locks successfully and unsuccessfully since fragment or table creation, or since the most recent restart.

The locks\_per\_fragment table contains the following columns:

• fq\_name

Fully qualified table name

• parent\_fq\_name

Fully qualified name of parent object

• type

Table type; see text for possible values

• table\_id

Table ID

• node\_id Reporting node ID

• block\_instance LDM instance ID

• fragment\_num Fragment identifier

• ex\_req

Exclusive lock requests started

• ex\_imm\_ok

Exclusive lock requests immediately granted

• ex\_wait\_ok

Exclusive lock requests granted following wait

• ex\_wait\_fail

Exclusive lock requests not granted

• sh\_req

Shared lock requests started

• sh\_imm\_ok

Shared lock requests immediately granted

• sh\_wait\_ok

Shared lock requests granted following wait

• sh\_wait\_fail

Shared lock requests not granted

• wait\_ok\_millis

Time spent waiting for lock requests that were granted, in milliseconds

• wait\_fail\_millis

Time spent waiting for lock requests that failed, in milliseconds

**Notes**

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table.

fq\_name is a fully qualified database object name in *database*/*schema*/*name* format, such as test/ def/t1 or sys/def/10/b$unique.

parent\_fq\_name is the fully qualified name of this object's parent object (table).

table\_id is the table's internal ID generated by NDB. This is the same internal table ID shown in other ndbinfo tables; it is also visible in the output of ndb\_show\_tables.

The type column shows the type of table. This is always one of System table, User table, Unique hash index, Hash index, Unique ordered index, Ordered index, Hash index trigger, Subscription trigger, Read only constraint, Index trigger, Reorganize trigger, Tablespace, Log file group, Data file, Undo file, Hash map, Foreign key definition, Foreign key parent trigger, Foreign key child trigger, or Schema transaction.

The values shown in all of the columns ex\_req, ex\_req\_imm\_ok, ex\_wait\_ok, ex\_wait\_fail, sh\_req, sh\_req\_imm\_ok, sh\_wait\_ok, and sh\_wait\_fail represent cumulative numbers of requests since the table or fragment was created, or since the last restart of this node, whichever of these occurred later. This is also true for the time values shown in the wait\_ok\_millis and wait\_fail\_millis columns.

Every lock request is considered either to be in progress, or to have completed in some way (that is, to have succeeded or failed). This means that the following relationships are true:

ex\_req >= (ex\_req\_imm\_ok + ex\_wait\_ok + ex\_wait\_fail)

sh\_req >= (sh\_req\_imm\_ok + sh\_wait\_ok + sh\_wait\_fail)

The number of requests currently in progress is the current number of incomplete requests, which can be found as shown here:

[exclusive lock requests in progress] =

ex\_req - (ex\_req\_imm\_ok + ex\_wait\_ok + ex\_wait\_fail)

[shared lock requests in progress] =

sh\_req - (sh\_req\_imm\_ok + sh\_wait\_ok + sh\_wait\_fail)

A failed wait indicates an aborted transaction, but the abort may or may not be caused by a lock wait timeout. You can obtain the total number of aborts while waiting for locks as shown here:

[aborts while waiting for locks] = ex\_wait\_fail + sh\_wait\_fail

**23.6.16.42** **The** **ndbinfo** **logbuffers** **Table**

The logbuffer table provides information on NDB Cluster log buffer usage.

The logbuffers table contains the following columns:

• node\_id

The ID of this data node.

• log\_type

Type of log. One of: REDO, DD-UNDO, BACKUP-DATA, or BACKUP-LOG.

• log\_id

The log ID; for Disk Data undo log files, this is the same as the value shown in the LOGFILE\_GROUP\_NUMBER column of the Information Schema FILES table as well as the value shown for the log\_id column of the ndbinfo [logspaces](#_bookmark23) table

• log\_part

The log part number

• total

Total space available for this log

• used

Space used by this log

**Notes**

logbuffers table rows reflecting two additional log types are available when performing an NDB backup. One of these rows has the log type BACKUP-DATA, which shows the amount of data buffer used during backup to copy fragments to backup files. The other row has the log type BACKUP- LOG, which displays the amount of log buffer used during the backup to record changes made after

the backup has started. One each of these log\_type rows is shown in the logbuffers table for each data node in the cluster. These rows are not present unless an NDB backup is currently being performed.

**23.6.16.43** **The** **ndbinfo** **logspaces** **Table**

This table provides information about NDB Cluster log space usage.

The logspaces table contains the following columns:

• node\_id

The ID of this data node.

• log\_type

Type of log; one of: REDO or DD-UNDO.

• node\_id

The log ID; for Disk Data undo log files, this is the same as the value shown in the LOGFILE\_GROUP\_NUMBER column of the Information Schema FILES table, as well as the value shown for the log\_id column of the ndbinfo [logbuffers](#_bookmark22) table

• log\_part

The log part number.

• total

Total space available for this log.

• used

Space used by this log.

**23.6.16.44** **The** **ndbinfo** **membership** **Table**

The membership table describes the view that each data node has of all the others in the cluster, including node group membership, president node, arbitrator, arbitrator successor, arbitrator connection states, and other information.

The membership table contains the following columns:

• node\_id

This node's node ID

• group\_id

Node group to which this node belongs

• left node

Node ID of the previous node

• right\_node

Node ID of the next node

• president President's node ID

• successor

Node ID of successor to president

• succession\_order

Order in which this node succeeds to presidency

• Conf\_HB\_order

-

• arbitrator

Node ID of arbitrator

• arb\_ticket

Internal identifier used to track arbitration

• arb\_state Arbitration state

• arb\_connected

Whether this node is connected to the arbitrator; either of Yes or No

• connected\_rank1\_arbs Connected arbitrators of rank 1

• connected\_rank2\_arbs Connected arbitrators of rank 1

**Notes**

The node ID and node group ID are the same as reported by ndb\_mgm -e "SHOW".

left\_node and right\_node are defined in terms of a model that connects all data nodes in a circle, in order of their node IDs, similar to the ordering of the numbers on a clock dial, as shown here:

**Figure** **23.6** **Circular** **Arrangement** **of** **NDB** **Cluster** **Nodes**
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In this example, we have 8 data nodes, numbered 5, 6, 7, 8, 12, 13, 14, and 15, ordered clockwise in a circle. We determine “left” and “right” from the interior of the circle. The node to the left of node 5 is node 15, and the node to the right of node 5 is node 6. You can see all these relationships by running the following query and observing the output:

mysql> **SELECT** **node\_id,left\_node,right\_node**

-> **FROM** **ndbinfo** **.membership;**
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+---------+-----------+------------+

| node\_id | left\_node | right\_node |

+---------+-----------+------------+

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  |  | | 5  6  7  8  12  13  14  15 | |  |  |  |  |  |  |  | | 15  5  6  7  8  12  13  14 | |  |  |  |  |  |  |  | | 6  7  8  12  13  14  15  5 | |  |  |  |  |  |  |  | |

+---------+-----------+------------+

8 rows in set (0.00 sec)

The designations “left” and “right” are used in the event log in the same way.

The president node is the node viewed by the current node as responsible for setting an arbitrator (see [NDB Cluster Start Phases](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-start-phases.html)). If the president fails or becomes disconnected, the current node expects the node whose ID is shown in the successor column to become the new president. The succession\_order column shows the place in the succession queue that the current node views itself as having.

In a normal NDB Cluster, all data nodes should see the same node as president, and the same node (other than the president) as its successor. In addition, the current president should see itself as 1 in the order of succession, the successor node should see itself as 2, and so on.

All nodes should show the same arb\_ticket values as well as the same arb\_state values. Possible arb\_state values are ARBIT\_NULL, ARBIT\_INIT, ARBIT\_FIND, ARBIT\_PREP1, ARBIT\_PREP2, ARBIT\_START, ARBIT\_RUN, ARBIT\_CHOOSE, ARBIT\_CRASH, and UNKNOWN.

arb\_connected shows whether this node is connected to the node shown as this node's arbitrator.

The connected\_rank1\_arbs and connected\_rank2\_arbs columns each display a list of 0 or more arbitrators having an ArbitrationRank equal to 1, or to 2, respectively.

**Note**

Both management nodes and API nodes are eligible to become arbitrators.

**23.6.16.45** **The** **ndbinfo** **memoryusage** **Table**

Querying this table provides information similar to that provided by the ALL REPORT MemoryUsage command in the ndb\_mgm client, or logged by [ALL DUMP 1000](https://dev.mysql.com/doc/ndb-internals/en/dump-command-1000.html).

The memoryusage table contains the following columns:

• node\_id

The node ID of this data node.

• memory\_type

One of Data memory, Index memory, or Long message buffer.

• used

Number of bytes currently used for data memory or index memory by this data node.

• used\_pages

Number of pages currently used for data memory or index memory by this data node; see text.

• total

Total number of bytes of data memory or index memory available for this data node; see text.

• total\_pages

Total number of memory pages available for data memory or index memory on this data node; see text.

**Notes**

The total column represents the total amount of memory in bytes available for the given resource (data memory or index memory) on a particular data node. This number should be approximately equal to the setting of the corresponding configuration parameter in the config.ini file.

Suppose that the cluster has 2 data nodes having node IDs 5 and 6, and the config.ini file contains the following:

[ndbd default]

DataMemory = 1G

IndexMemory = 1G

Suppose also that the value of the LongMessageBuffer configuration parameter is allowed to assume its default (64 MB).

The following query shows approximately the same values:

mysql> SELECT node\_id, memory\_type, total

> FROM ndbinfo .memoryusage;

+---------+---------------------+------------+

| node\_id | memory\_type | total |

+---------+---------------------+------------+

|

|

| 5 | Long message buffer | 67108864 |

|

|

| 6 | Long message buffer | 67108864 |

+---------+---------------------+------------+

6 rows in set (0.00 sec)

5 | Data memory

5 | Index memory

6 | Data memory

6 | Index memory

1073741824

1074003968

1073741824

1074003968

|

|

|

|

|

|

|

|

In this case, the total column values for index memory are slightly higher than the value set of

IndexMemory due to internal rounding.

For the used\_pages and total\_pages columns, resources are measured in pages, which are 32K in size for DataMemory and 8K for IndexMemory. For long message buffer memory, the page size is 256 bytes.

**23.6.16.46** **The** **ndbinfo** **memory\_per\_fragment** **Table**

The memory\_per\_fragment table provides information about the usage of memory by individual fragments.

The memory\_per\_fragment table contains the following columns:

• fq\_name

Name of this fragment

• parent\_fq\_name

Name of this fragment's parent

• type

Type of object; see text for possible values

• table\_id

Table ID for this table

• node\_id

Node ID for this node

• block\_instance Kernel block instance ID

• fragment\_num Fragment ID (number)

• fixed\_elem\_alloc\_bytes

Number of bytes allocated for fixed-sized elements

• fixed\_elem\_free\_bytes

Free bytes remaining in pages allocated to fixed-size elements

• fixed\_elem\_size\_bytes

Length of each fixed-size element in bytes

• fixed\_elem\_count

Number of fixed-size elements

• fixed\_elem\_free\_count

Number of free rows for fixed-size elements

• var\_elem\_alloc\_bytes

Number of bytes allocated for variable-size elements

• var\_elem\_free\_bytes

Free bytes remaining in pages allocated to variable-size elements

• var\_elem\_count

Number of variable-size elements

• hash\_index\_alloc\_bytes

Number of bytes allocated to hash indexes

**Notes**

The type column from this table shows the dictionary object type used for this fragment ([Object::Type](https://dev.mysql.com/doc/ndbapi/en/ndb-object.html#ndb-object-type), in the NDB API), and can take any one of the values shown in the following list:

• System table

• User table

• Unique hash index

• Hash index

• Unique ordered index

• Ordered index

• Hash index trigger

• Subscription trigger

• Read only constraint

• Index trigger

• Reorganize trigger

• Tablespace

• Log file group

• Data file

• Undo file

• Hash map

• Foreign key definition

• Foreign key parent trigger

• Foreign key child trigger

• Schema transaction

You can also obtain this list by executing SELECT \* FROM [ndbinfo.dict\_obj\_types](#_bookmark21) in the mysql client.

The block\_instance column provides the NDB kernel block instance number. You can use this to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.47** **The** **ndbinfo** **nodes** **Table**

This table contains information on the status of data nodes. For each data node that is running in the cluster, a corresponding row in this table provides the node's node ID, status, and uptime. For nodes

that are starting, it also shows the current start phase.

The nodes table contains the following columns:

• node\_id

The data node's unique node ID in the cluster.

• uptime

Time since the node was last started, in seconds.

• status

Current status of the data node; see text for possible values.

• start\_phase

If the data node is starting, the current start phase.

• config\_generation

The version of the cluster configuration file in use on this data node.

**Notes**

The uptime column shows the time in seconds that this node has been running since it was last started or restarted. This is a BIGINT value. This figure includes the time actually needed to start the node; in other words, this counter starts running the moment that ndbd or ndbmtd is first invoked; thus, even for a node that has not yet finished starting, uptime may show a nonzero value.

The status column shows the node's current status. This is one of: NOTHING, CMVMI, STARTING, STARTED, SINGLEUSER, STOPPING\_1, STOPPING\_2, STOPPING\_3, or STOPPING\_4. When the status is STARTING, you can see the current start phase in the start\_phase column (see later in this section). SINGLEUSER is displayed in the status column for all data nodes when the cluster is in single user mode (see Section 23.6.6, “NDB Cluster Single User Mode” ). Seeing one of the STOPPING states does not necessarily mean that the node is shutting down but can mean rather that it is entering a new state. For example, if you put the cluster in single user mode, you can sometimes see data nodes report their state briefly as STOPPING\_2 before the status changes to SINGLEUSER.

The start\_phase column uses the same range of values as those used in the output of the ndb\_mgm client *node\_id* STATUS command (see Section 23.6.1, “Commands in the NDB Cluster Management Client” ). If the node is not currently starting, then this column shows 0. For a listing of NDB Cluster start phases with descriptions, see Section 23.6.4, “Summary of NDB Cluster Start Phases” .

The config\_generation column shows which version of the cluster configuration is in effect on each data node. This can be useful when performing a rolling restart of the cluster in order to make changes in configuration parameters. For example, from the output of the following SELECT statement, you can see that node 3 is not yet using the latest version of the cluster configuration ( 6) although nodes 1, 2, and 4 are doing so:

mysql> **USE** **ndbinfo;**

Database changed

mysql> **SELECT** **\*** **FROM** **nodes;**

+---------+--------+---------+-------------+-------------------+

| node\_id | uptime | status | start\_phase | config\_generation |

+---------+--------+---------+-------------+-------------------+

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | | 1 | | | 10462 | | | STARTED | | | 0 | | | 6 | | |
| | | 2 | | | 10460 | | | STARTED | | | 0 | | | 6 | | |
| | | 3 | | | 10457 | | | STARTED | | | 0 | | | 5 | | |
| | | 4 | | | 10455 | | | STARTED | | | 0 | | | 6 | | |

+---------+--------+---------+-------------+-------------------+

2 rows in set (0.04 sec)

Therefore, for the case just shown, you should restart node 3 to complete the rolling restart of the cluster.

Nodes that are stopped are not accounted for in this table. Suppose that you have an NDB Cluster with 4 data nodes (node IDs 1, 2, 3 and 4), and all nodes are running normally, then this table contains 4 rows, 1 for each data node:

mysql> **USE** **ndbinfo;**

Database changed

mysql> **SELECT** **\*** **FROM** **nodes;**

+---------+--------+---------+-------------+-------------------+

| node\_id | uptime | status | start\_phase | config\_generation |

+---------+--------+---------+-------------+-------------------+

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | | 1 | | | 11776 | | | STARTED | | | 0 | | | 6 | | |
| | | 2 | | | 11774 | | | STARTED | | | 0 | | | 6 | | |
| | | 3 | | | 11771 | | | STARTED | | | 0 | | | 6 | | |
| | | 4 | | | 11769 | | | STARTED | | | 0 | | | 6 | | |

+---------+--------+---------+-------------+-------------------+

4 rows in set (0.04 sec)

If you shut down one of the nodes, only the nodes that are still running are represented in the output of this SELECT statement, as shown here:

ndb\_mgm> **2** **STOP**

Node 2: Node shutdown initiated

Node 2: Node shutdown completed.

Node 2 has shutdown.

mysql> **SELECT** **\*** **FROM** **nodes;**

+---------+--------+---------+-------------+-------------------+

| node\_id | uptime | status | start\_phase | config\_generation |

+---------+--------+---------+-------------+-------------------+

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| | | 1 | | | 11807 | | | STARTED | | | 0 | | | 6 | | |
| | | 3 | | | 11802 | | | STARTED | | | 0 | | | 6 | | |
| | | 4 | | | 11800 | | | STARTED | | | 0 | | | 6 | | |

+---------+--------+---------+-------------+-------------------+

3 rows in set (0.02 sec)

**23.6.16.48** **The** **ndbinfo** **operations\_per\_fragment** **Table**

The operations\_per\_fragment table provides information about the operations performed on individual fragments and fragment replicas, as well as about some of the results from these operations.

The operations\_per\_fragment table contains the following columns:

• fq\_name

Name of this fragment

• parent\_fq\_name

Name of this fragment's parent

• type

Type of object; see text for possible values

• table\_id

Table ID for this table

• node\_id

Node ID for this node

• block\_instance Kernel block instance ID

• fragment\_num Fragment ID (number)

• tot\_key\_reads

Total number of key reads for this fragment replica

• tot\_key\_inserts

Total number of key inserts for this fragment replica

• tot\_key\_updates

total number of key updates for this fragment replica

• tot\_key\_writes

Total number of key writes for this fragment replica

• tot\_key\_deletes

Total number of key deletes for this fragment replica

• tot\_key\_refs

Number of key operations refused

• tot\_key\_attrinfo\_bytes

Total size of all attrinfo attributes

• tot\_key\_keyinfo\_bytes

Total size of all keyinfo attributes

• tot\_key\_prog\_bytes

Total size of all interpreted programs carried by attrinfo attributes

• tot\_key\_inst\_exec

Total number of instructions executed by interpreted programs for key operations

• tot\_key\_bytes\_returned

Total size of all data and metadata returned from key read operations

• tot\_frag\_scans

Total number of scans performed on this fragment replica

• tot\_scan\_rows\_examined

Total number of rows examined by scans

• tot\_scan\_rows\_returned

Total number of rows returned to client

• tot\_scan\_bytes\_returned

Total size of data and metadata returned to the client

• tot\_scan\_prog\_bytes

Total size of interpreted programs for scan operations

• tot\_scan\_bound\_bytes

Total size of all bounds used in ordered index scans

• tot\_scan\_inst\_exec

Total number of instructions executed for scans

• tot\_qd\_frag\_scans

Number of times that scans of this fragment replica have been queued

• conc\_frag\_scans

Number of scans currently active on this fragment replica (excluding queued scans)

• conc\_qd\_frag\_scans

Number of scans currently queued for this fragment replica

• tot\_commits

Total number of row changes committed to this fragment replica

**Notes**

The fq\_name contains the fully qualified name of the schema object to which this fragment replica belongs. This currently has the following formats:

• Base table: *DbName*/def/*TblName*

• BLOB table: *DbName*/def/NDB$BLOB\_*BaseTblId*\_*ColNo*

• Ordered index: sys/def/*BaseTblId*/*IndexName*

• Unique index: sys/def/*BaseTblId*/*IndexName*$unique

The $unique suffix shown for unique indexes is added by mysqld; for an index created by a different NDB API client application, this may differ, or not be present.

The syntax just shown for fully qualified object names is an internal interface which is subject to change in future releases.

Consider a table t1 created and modified by the following SQL statements:

CREATE DATABASE mydb;

USE mydb;

CREATE TABLE t1 (

a INT NOT NULL,

b INT NOT NULL,

t TEXT NOT NULL,

PRIMARY KEY (b)

) ENGINE=ndbcluster;

CREATE UNIQUE INDEX ix1 ON t1(b) USING HASH;

If t1 is assigned table ID 11, this yields the fq\_name values shown here:

• Base table: mydb/def/t1

• BLOB table: mydb/def/NDB$BLOB\_11\_2

• Ordered index (primary key): sys/def/11/PRIMARY

• Unique index: sys/def/11/ix1$unique

For indexes or BLOB tables, the parent\_fq\_name column contains the fq\_name of the corresponding base table. For base tables, this column is always NULL.

The type column shows the schema object type used for this fragment, which can take any one of the values System table, User table, Unique hash index, or Ordered index. BLOB tables are shown as User table.

The table\_id column value is unique at any given time, but can be reused if the corresponding object has been deleted. The same ID can be seen using the ndb\_show\_tables utility.

The block\_instance column shows which LDM instance this fragment replica belongs to. You can use this to obtain information about specific threads from the [threadblocks](#_bookmark8) table. The first such instance is always numbered 0.
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Since there are typically two fragment replicas, and assuming that this is so, each fragment\_num value should appear twice in the table, on two different data nodes from the same node group.

Since NDB does not use single-key access for ordered indexes, the counts for tot\_key\_reads, tot\_key\_inserts, tot\_key\_updates, tot\_key\_writes, and tot\_key\_deletes are not incremented by ordered index operations.

**Note**

When using tot\_key\_writes, you should keep in mind that a write operation in this context updates the row if the key exists, and inserts a new row otherwise. (One use of this is in the NDB implementation of the REPLACE SQL statement.)

The tot\_key\_refs column shows the number of key operations refused by the LDM. Generally, such a refusal is due to duplicate keys (inserts), Key not found errors (updates, deletes, and reads), or the operation was rejected by an interpreted program used as a predicate on the row matching the key.

The attrinfo and keyinfo attributes counted by the tot\_key\_attrinfo\_bytes and tot\_key\_keyinfo\_bytes columns are attributes of an LQHKEYREQ signal (see [The NDB](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-ndb-protocol.html) [Communication Protocol](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-ndb-protocol.html)) used to initiate a key operation by the LDM. An attrinfo typically contains tuple field values (inserts and updates) or projection specifications (for reads); keyinfo contains the primary or unique key needed to locate a given tuple in this schema object.

The value shown by tot\_frag\_scans includes both full scans (that examine every row) and scans of subsets. Unique indexes and BLOB tables are never scanned, so this value, like other scan-related counts, is 0 for fragment replicas of these.

tot\_scan\_rows\_examined may display less than the total number of rows in a given fragment replica, since ordered index scans can limited by bounds. In addition, a client may choose to end a scan before all potentially matching rows have been examined; this occurs when using an SQL statement containing a LIMIT or EXISTS clause, for example. tot\_scan\_rows\_returned is always less than or equal to tot\_scan\_rows\_examined.

tot\_scan\_bytes\_returned includes, in the case of pushed joins, projections returned to the [DBSPJ](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbspj.html) block in the NDB kernel.

tot\_qd\_frag\_scans can be effected by the setting for the MaxParallelScansPerFragment data node configuration parameter, which limits the number of scans that may execute concurrently on a single fragment replica.

**23.6.16.49** **The** **ndbinfo** **pgman\_time\_track\_stats** **Table**

This table provides information regarding the latency of disk operations for NDB Cluster Disk Data tablespaces.

The pgman\_time\_track\_stats table contains the following columns:

• node\_id

Unique node ID of this node in the cluster

• block\_number

Block number (from [blocks](#_bookmark2) table)

• block\_instance Block instance number

• upper\_bound Upper bound

• page\_reads

Page read latency (ms)

• page\_writes

Page write latency (ms)

• log\_waits

Log wait latency (ms)

• get\_page

Latency of get\_page() calls (ms)

**Notes**

The read latency (page\_reads column) measures the time from when the read request is sent to the file system thread until the read is complete and has been reported back to the execution thread. The write latency (page\_writes) is calculated in a similar fashion. The size of the page read to or written from a Disk Data tablespace is always 32 KB.

Log wait latency (log\_waits column) is the length of time a page write must wait for the undo log to be flushed, which must be done prior to each page write.

**23.6.16.50** **The** **ndbinfo** **processes** **Table**

This table contains information about NDB Cluster node processes; each node is represented by the row in the table. Only nodes that are connected to the cluster are shown in this table. You can obtain information about nodes that are configured but not connected to the cluster from the [nodes](#_bookmark11) and [config\_nodes](#_bookmark10) tables.

The processes table contains the following columns:

• node\_id

The node's unique node ID in the cluster

• node\_type

Type of node (management, data, or API node; see text)

• node\_version

Version of the NDB software program running on this node.

• process\_id

This node's process ID

• angel\_process\_id

Process ID of this node's angel process

• process\_name

Name of the executable

• service\_URI

Service URI of this node (see text)

**Notes**

node\_id is the ID assigned to this node in the cluster.

The node\_type column displays one of the following three values:

• MGM: Management node.

• NDB: Data node.

• API: API or SQL node.

For an executable shipped with the NDB Cluster distribution, node\_version shows the software Cluster version string, such as 8.0.34-ndb-8.0.34.

process\_id is the node executable's process ID as shown by the host operating system using a process display application such as top on Linux, or the Task Manager on Windows platforms.

angel\_process\_id is the system process ID for the node's angel process, which ensures that a data node or SQL is automatically restarted in cases of failures. For management nodes and API nodes other than SQL nodes, the value of this column is NULL.

The process\_name column shows the name of the running executable. For management nodes, this is ndb\_mgmd. For data nodes, this is ndbd (single-threaded) or ndbmtd (multithreaded). For SQL nodes, this is mysqld. For other types of API nodes, it is the name of the executable program connected to the cluster; NDB API applications can set a custom value for this using [Ndb\_cluster\_connection::set\_name()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndb-cluster-connection.html#ndb-ndb-cluster-connection-set-name).

service\_URI shows the service network address. For management nodes and data nodes, the scheme used is ndb://. For SQL nodes, this is mysql://. By default, API nodes other than SQL nodes use ndb:// for the scheme; NDB API applications can set this to a custom value using Ndb\_cluster\_connection::set\_service\_uri(). regardless of the node type, the scheme is followed by the IP address used by the NDB transporter for the node in question. For management nodes and SQL nodes, this address includes the port number (usually 1186 for management nodes and 3306 for SQL nodes). If the SQL node was started with the bind\_address system variable set, this address is used instead of the transporter address, unless the bind address is set to \*, 0.0.0.0, or ::.

Additional path information may be included in the service\_URI value for an SQL node reflecting various configuration options. For example, mysql://198.51.100.3/tmp/mysql.sock indicates that the SQL node was started with the skip\_networking system variable enabled, and mysql://198.51.100.3:3306/?server-id=1 shows that replication is enabled for this SQL node.

**23.6.16.51** **The** **ndbinfo** **resources** **Table**

This table provides information about data node resource availability and usage.

These resources are sometimes known as *super-pools*.

The resources table contains the following columns:

• node\_id

The unique node ID of this data node.

• resource\_name

Name of the resource; see text.

• reserved

The amount reserved for this resource, as a number of 32KB pages.

• used

The amount actually used by this resource, as a number of 32KB pages.

• max

The maximum amount (number of 32KB pages) of this resource used, since the node was last started.

**Notes**

The resource\_name can be any one of the names shown in the following table:

• RESERVED: Reserved by the system; cannot be overridden.

• TRANSACTION\_MEMORY: Memory allocated for transactions on this data node. In NDB 8.0.19 and later this can be controlled using the TransactionMemory configuration parameter.

• DISK\_OPERATIONS: If a log file group is allocated, the size of the undo log buffer is used to set the size of this resource. This resource is used only to allocate the undo log buffer for an undo log file group; there can only be one such group. Overallocation occurs as needed by CREATE LOGFILE GROUP.

• DISK\_RECORDS: Records allocated for Disk Data operations.

• DATA\_MEMORY: Used for main memory tuples, indexes, and hash indexes. Sum of DataMemory and IndexMemory, plus 8 pages of 32 KB each if IndexMemory has been set. Cannot be overallocated.

• JOBBUFFER: Used for allocating job buffers by the NDB scheduler; cannot be overallocated. This is approximately 2 MB per thread plus a 1 MB buffer in both directions for all threads that can communicate. For large configurations this consume several GB.

• FILE\_BUFFERS: Used by the redo log handler in the [DBLQH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dblqh.html) kernel block; cannot be overallocated. Size is NoOfFragmentLogParts \* RedoBuffer, plus 1 MB per log file part.

• TRANSPORTER\_BUFFERS: Used for send buffers by ndbmtd; the sum of TotalSendBufferMemory and ExtraSendBufferMemory. This resource that can be overallocated by up to 25 percent. TotalSendBufferMemory is calculated by summing the send buffer memory per node, the default value of which is 2 MB. Thus, in a system having four data nodes and eight API nodes, the data nodes have 12 \* 2 MB send buffer memory.

ExtraSendBufferMemory is used by ndbmtd and amounts to 2 MB extra memory per thread. Thus, with 4 LDM threads, 2 TC threads, 1 main thread, 1 replication thread, and 2 receive threads, ExtraSendBufferMemory is 10 \* 2 MB. Overallocation of this resource can be performed by setting the SharedGlobalMemory data node configuration parameter.

• DISK\_PAGE\_BUFFER: Used for the disk page buffer; determined by the DiskPageBufferMemory configuration parameter. Cannot be overallocated.

• QUERY\_MEMORY: Used by the [DBSPJ](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbspj.html) kernel block.

• SCHEMA\_TRANS\_MEMORY: Minimum is 2 MB; can be overallocated to use any remaining available memory.

**23.6.16.52** **The** **ndbinfo** **restart\_info** **Table**

The restart\_info table contains information about node restart operations. Each entry in the table corresponds to a node restart status report in real time from a data node with the given node ID. Only

the most recent report for any given node is shown.

The restart\_info table contains the following columns:

• node\_id

Node ID in the cluster

• node\_restart\_status

Node status; see text for values. Each of these corresponds to a possible value of node\_restart\_status\_int.

• node\_restart\_status\_int

Node status code; see text for values.

• secs\_to\_complete\_node\_failure

Time in seconds to complete node failure handling

• secs\_to\_allocate\_node\_id

Time in seconds from node failure completion to allocation of node ID

• secs\_to\_include\_in\_heartbeat\_protocol

Time in seconds from allocation of node ID to inclusion in heartbeat protocol

• secs\_until\_wait\_for\_ndbcntr\_master

Time in seconds from being included in heartbeat protocol until waiting for [NDBCNTR](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-ndbcntr.html) master began

• secs\_wait\_for\_ndbcntr\_master

Time in seconds spent waiting to be accepted by [NDBCNTR](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-ndbcntr.html) master for starting

• secs\_to\_get\_start\_permitted

Time in seconds elapsed from receiving of permission for start from master until all nodes have accepted start of this node

• secs\_to\_wait\_for\_lcp\_for\_copy\_meta\_data

Time in seconds spent waiting for LCP completion before copying metadata

• secs\_to\_copy\_meta\_data

Time in seconds required to copy metadata from master to newly starting node

• secs\_to\_include\_node

Time in seconds waited for GCP and inclusion of all nodes into protocols

• secs\_starting\_node\_to\_request\_local\_recovery

Time in seconds that the node just starting spent waiting to request local recovery

• secs\_for\_local\_recovery

Time in seconds required for local recovery by node just starting

• secs\_restore\_fragments

Time in seconds required to restore fragments from LCP files

• secs\_undo\_disk\_data

Time in seconds required to execute undo log on disk data part of records

• secs\_exec\_redo\_log

Time in seconds required to execute redo log on all restored fragments

• secs\_index\_rebuild

Time in seconds required to rebuild indexes on restored fragments

• secs\_to\_synchronize\_starting\_node

Time in seconds required to synchronize starting node from live nodes

• secs\_wait\_lcp\_for\_restart

Time in seconds required for LCP start and completion before restart was completed

• secs\_wait\_subscription\_handover

Time in seconds spent waiting for handover of replication subscriptions

• total\_restart\_secs

Total number of seconds from node failure until node is started again

**Notes**

The following list contains values defined for the node\_restart\_status\_int column with their internal status names (in parentheses), and the corresponding messages shown in the node\_restart\_status column:

• 0 (ALLOCATED\_NODE\_ID) Allocated node id

• 1 ( INCLUDED\_IN\_HB\_PROTOCOL) Included in heartbeat protocol

• 2 (NDBCNTR\_START\_WAIT)

Wait for NDBCNTR master to permit us to start

• 3 (NDBCNTR\_STARTED)

NDBCNTR master permitted us to start

• 4 (START\_PERMITTED)

All nodes permitted us to start

• 5 (WAIT\_LCP\_TO\_COPY\_DICT)

Wait for LCP completion to start copying metadata

• 6 (COPY\_DICT\_TO\_STARTING\_NODE) Copying metadata to starting node

• 7 ( INCLUDE\_NODE\_IN\_LCP\_AND\_GCP)

Include node in LCP and GCP protocols

• 8 (LOCAL\_RECOVERY\_STARTED)

Restore fragments ongoing

• 9 (COPY\_FRAGMENTS\_STARTED)

Synchronizing starting node with live nodes

• 10 (WAIT\_LCP\_FOR\_RESTART)

Wait for LCP to ensure durability

• 11 (WAIT\_SUMA\_HANDOVER)

Wait for handover of subscriptions

• 12 (RESTART\_COMPLETED) Restart completed

• 13 (NODE\_FAILED)

Node failed, failure handling in progress

• 14 (NODE\_FAILURE\_COMPLETED)

Node failure handling completed

• 15 (NODE\_GETTING\_PERMIT) All nodes permitted us to start

• 16 (NODE\_GETTING\_INCLUDED)

Include node in LCP and GCP protocols

• 17 (NODE\_GETTING\_SYNCHED)

Synchronizing starting node with live nodes

• 18 (NODE\_GETTING\_LCP\_WAITED) [none]

• 19 (NODE\_ACTIVE) Restart completed

• 20 (NOT\_DEFINED\_IN\_CLUSTER) [none]

• 21 (NODE\_NOT\_RESTARTED\_YET) Initial state

Status numbers 0 through 12 apply on master nodes only; the remainder of those shown in the table apply to all restarting data nodes. Status numbers 13 and 14 define node failure states; 20 and 21 occur when no information about the restart of a given node is available.

See also Section 23.6.4, “Summary of NDB Cluster Start Phases” .

**23.6.16.53** **The** **ndbinfo** **server\_locks** **Table**

The server\_locks table is similar in structure to the cluster\_locks table, and provides a subset of the information found in the latter table, but which is specific to the SQL node (MySQL server) where it resides. (The cluster\_locks table provides information about all locks in the cluster.) More precisely, server\_locks contains information about locks requested by threads belonging to the

current mysqld instance, and serves as a companion table to [server\_operations](#_bookmark26). This may be useful for correlating locking patterns with specific MySQL user sessions, queries, or use cases.

The server\_locks table contains the following columns:

• mysql\_connection\_id MySQL connection ID

• node\_id

ID of reporting node

• block\_instance

ID of reporting LDM instance

• tableid

ID of table containing this row

• fragmentid

ID of fragment containing locked row

• rowid

ID of locked row

• transid

Transaction ID

• mode

Lock request mode

• state Lock state

• detail

Whether this is first holding lock in row lock queue

• op

Operation type

• duration\_millis

Milliseconds spent waiting or holding lock

• lock\_num

ID of lock object

• waiting\_for

Waiting for lock with this ID

**Notes**

The mysql\_connection\_id column shows the MySQL connection or thread ID as shown by SHOW

PROCESSLIST.

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table.

The tableid is assigned to the table by NDB; the same ID is used for this table in other ndbinfo tables, as well as in the output of ndb\_show\_tables.

The transaction ID shown in the transid column is the identifier generated by the NDB API for the transaction requesting or holding the current lock.

The mode column shows the lock mode, which is always one of S (shared lock) or X (exclusive lock). If a transaction has an exclusive lock on a given row, all other locks on that row have the same transaction ID.

The state column shows the lock state. Its value is always one of H (holding) or W (waiting). A waiting lock request waits for a lock held by a different transaction.

The detail column indicates whether this lock is the first holding lock in the affected row's lock queue, in which case it contains a \* (asterisk character); otherwise, this column is empty. This information can be used to help identify the unique entries in a list of lock requests.

The op column shows the type of operation requesting the lock. This is always one of the values READ, INSERT, UPDATE, DELETE, SCAN, or REFRESH.

The duration\_millis column shows the number of milliseconds for which this lock request has been waiting or holding the lock. This is reset to 0 when a lock is granted for a waiting request.

The lock ID (lockid column) is unique to this node and block instance.

If the lock\_state column's value is W, this lock is waiting to be granted, and the waiting\_for column shows the lock ID of the lock object this request is waiting for. Otherwise, waiting\_for is empty. waiting\_for can refer only to locks on the same row (as identified by node\_id, block\_instance, tableid, fragmentid, and rowid).

**23.6.16.54** **The** **ndbinfo** **server\_operations** **Table**

The server\_operations table contains entries for all ongoing NDB operations that the current SQL node (MySQL Server) is currently involved in. It effectively is a subset of the [cluster\_operations](#_bookmark7)

table, in which operations for other SQL and API nodes are not shown.

The server\_operations table contains the following columns:

• mysql\_connection\_id MySQL Server connection ID

• node\_id

Node ID

• block\_instance Block instance

• transid

Transaction ID

• operation\_type

Operation type (see text for possible values)

• state

Operation state (see text for possible values)

• tableid

Table ID

• fragmentid

Fragment ID

• client\_node\_id Client node ID

• client\_block\_ref Client block reference

• tc\_node\_id

Transaction coordinator node ID

• tc\_block\_no

Transaction coordinator block number

• tc\_block\_instance

Transaction coordinator block instance

**Notes**

The mysql\_connection\_id is the same as the connection or session ID shown in the output of SHOW PROCESSLIST. It is obtained from the INFORMATION\_SCHEMA table

NDB\_TRANSID\_MYSQL\_CONNECTION\_MAP.

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table.

The transaction ID (transid) is a unique 64-bit number which can be obtained using the NDB API's [getTransactionId()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndbtransaction.html#ndb-ndbtransaction-gettransactionid) method. (Currently, the MySQL Server does not expose the NDB API transaction ID of an ongoing transaction.)

The operation\_type column can take any one of the values READ, READ-SH, READ-EX, INSERT, UPDATE, DELETE, WRITE, UNLOCK, REFRESH, SCAN, SCAN-SH, SCAN-EX, or <unknown>.

The state column can have any one of the values ABORT\_QUEUED, ABORT\_STOPPED,

COMMITTED, COMMIT\_QUEUED, COMMIT\_STOPPED, COPY\_CLOSE\_STOPPED, COPY\_FIRST\_STOPPED, COPY\_STOPPED, COPY\_TUPKEY, IDLE, LOG\_ABORT\_QUEUED, LOG\_COMMIT\_QUEUED, LOG\_COMMIT\_QUEUED\_WAIT\_SIGNAL, LOG\_COMMIT\_WRITTEN, LOG\_COMMIT\_WRITTEN\_WAIT\_SIGNAL, LOG\_QUEUED, PREPARED, PREPARED\_RECEIVED\_COMMIT, SCAN\_CHECK\_STOPPED, SCAN\_CLOSE\_STOPPED, SCAN\_FIRST\_STOPPED, SCAN\_RELEASE\_STOPPED, SCAN\_STATE\_USED, SCAN\_STOPPED, SCAN\_TUPKEY, STOPPED,

TC\_NOT\_CONNECTED, WAIT\_ACC, WAIT\_ACC\_ABORT, WAIT\_AI\_AFTER\_ABORT, WAIT\_ATTR,

WAIT\_SCAN\_AI, WAIT\_TUP, WAIT\_TUPKEYINFO, WAIT\_TUP\_COMMIT, or WAIT\_TUP\_TO\_ABORT. (If the MySQL Server is running with ndbinfo\_show\_hidden enabled, you can view this list of states by selecting from the ndb$dblqh\_tcconnect\_state table, which is normally hidden.)

You can obtain the name of an NDB table from its table ID by checking the output of ndb\_show\_tables.

The fragid is the same as the partition number seen in the output of ndb\_desc --extra- partition-info (short form -p).

In client\_node\_id and client\_block\_ref, client refers to an NDB Cluster API or SQL node (that is, an NDB API client or a MySQL Server attached to the cluster).

The block\_instance and tc\_block\_instance column provide NDB kernel block instance numbers. You can use these to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.55** **The** **ndbinfo** **server\_transactions** **Table**

The server\_transactions table is subset of the [cluster\_transactions](#_bookmark9) table, but includes only those transactions in which the current SQL node (MySQL Server) is a participant, while including the relevant connection IDs.

The server\_transactions table contains the following columns:

• mysql\_connection\_id MySQL Server connection ID

• node\_id

Transaction coordinator node ID

• block\_instance

Transaction coordinator block instance

• transid

Transaction ID

• state

Operation state (see text for possible values)

• count\_operations

Number of stateful operations in the transaction

• outstanding\_operations

Operations still being executed by local data management layer (LQH blocks)

• inactive\_seconds Time spent waiting for API

• client\_node\_id Client node ID

• client\_block\_ref Client block reference

**Notes**

The mysql\_connection\_id is the same as the connection or session ID shown in the output of SHOW PROCESSLIST. It is obtained from the INFORMATION\_SCHEMA table

NDB\_TRANSID\_MYSQL\_CONNECTION\_MAP.

block\_instance refers to an instance of a kernel block. Together with the block name, this number can be used to look up a given instance in the [threadblocks](#_bookmark8) table.

The transaction ID (transid) is a unique 64-bit number which can be obtained using the NDB API's [getTransactionId()](https://dev.mysql.com/doc/ndbapi/en/ndb-ndbtransaction.html#ndb-ndbtransaction-gettransactionid) method. (Currently, the MySQL Server does not expose the NDB API transaction ID of an ongoing transaction.)

The state column can have any one of the values CS\_ABORTING, CS\_COMMITTING,

CS\_COMMIT\_SENT, CS\_COMPLETE\_SENT, CS\_COMPLETING, CS\_CONNECTED, CS\_DISCONNECTED, CS\_FAIL\_ABORTED, CS\_FAIL\_ABORTING, CS\_FAIL\_COMMITTED, CS\_FAIL\_COMMITTING, CS\_FAIL\_COMPLETED, CS\_FAIL\_PREPARED, CS\_PREPARE\_TO\_COMMIT, CS\_RECEIVING, CS\_REC\_COMMITTING, CS\_RESTART, CS\_SEND\_FIRE\_TRIG\_REQ, CS\_STARTED,

CS\_START\_COMMITTING, CS\_START\_SCAN, CS\_WAIT\_ABORT\_CONF, CS\_WAIT\_COMMIT\_CONF,

CS\_WAIT\_COMPLETE\_CONF, CS\_WAIT\_FIRE\_TRIG\_REQ. (If the MySQL Server is running with ndbinfo\_show\_hidden enabled, you can view this list of states by selecting from the ndb $dbtc\_apiconnect\_state table, which is normally hidden.)

In client\_node\_id and client\_block\_ref, client refers to an NDB Cluster API or SQL node (that is, an NDB API client or a MySQL Server attached to the cluster).

The block\_instance column provides the [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) kernel block instance number. You can use this to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.56** **The** **ndbinfo** **table\_distribution\_status** **Table**

The table\_distribution\_status table provides information about the progress of table distribution for NDB tables.

The table\_distribution\_status table contains the following columns:

• node\_id Node id

• table\_id

Table ID

• tab\_copy\_status

Status of copying of table distribution data to disk; one of IDLE, SR\_PHASE1\_READ\_PAGES, SR\_PHASE2\_READ\_TABLE, SR\_PHASE3\_COPY\_TABLE, REMOVE\_NODE, LCP\_READ\_TABLE, COPY\_TAB\_REQ, COPY\_NODE\_STATE, ADD\_TABLE\_COORDINATOR (*prior* *to* *NDB* *8.0.23*: ADD\_TABLE\_MASTER), ADD\_TABLE\_PARTICIPANT (*prior* *to* *NDB* *8.0.23*: ADD\_TABLE\_SLAVE), INVALIDATE\_NODE\_LCP, ALTER\_TABLE, COPY\_TO\_SAVE, or GET\_TABINFO

• tab\_update\_status

Status of updating of table distribution data; one of IDLE, LOCAL\_CHECKPOINT,

LOCAL\_CHECKPOINT\_QUEUED, REMOVE\_NODE, COPY\_TAB\_REQ, ADD\_TABLE\_MASTER,

ADD\_TABLE\_SLAVE, INVALIDATE\_NODE\_LCP, or CALLBACK

• tab\_lcp\_status

Status of table LCP; one of ACTIVE (waiting for local checkpoint to be performed), WRITING\_TO\_FILE (checkpoint performed but not yet written to disk), or COMPLETED (checkpoint performed and persisted to disk)

• tab\_status

Table internal status; one of ACTIVE (table exists), CREATING (table is being created), or DROPPING (table is being dropped)

• tab\_storage

Table recoverability; one of NORMAL (fully recoverable with redo logging and checkpointing), NOLOGGING (recoverable from node crash, empty following cluster crash), or TEMPORARY (not recoverable)

• tab\_partitions

Number of partitions in table

• tab\_fragments

Number of fragments in table; normally same as tab\_partitions; for fully replicated tables equal to tab\_partitions \* [number of node groups]

• current\_scan\_count Current number of active scans

• scan\_count\_wait

Current number of scans waiting to be performed before ALTER TABLE can complete.

• is\_reorg\_ongoing

Whether the table is currently being reorganized (1 if true)

**23.6.16.57** **The** **ndbinfo** **table\_fragments** **Table**

The table\_fragments table provides information about the fragmentation, partitioning, distribution, and (internal) replication of NDB tables.

The table\_fragments table contains the following columns:

• node\_id

Node ID ([DIH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbdih.html) master)

• table\_id

Table ID

• partition\_id

Partition ID

• fragment\_id

Fragment ID (same as partition ID unless table is fully replicated)

• partition\_order

Order of fragment in partition

• log\_part\_id

Log part ID of fragment

• no\_of\_replicas

Number of fragment replicas

• current\_primary Current primary node ID

• preferred\_primary Preferred primary node ID

• current\_first\_backup Current first backup node ID

• current\_second\_backup Current second backup node ID

• current\_third\_backup Current third backup node ID

• num\_alive\_replicas

Current number of live fragment replicas

• num\_dead\_replicas

Current number of dead fragment replicas

• num\_lcp\_replicas

Number of fragment replicas remaining to be checkpointed

**23.6.16.58** **The** **ndbinfo** **table\_info** **Table**

The table\_info table provides information about logging, checkpointing, distribution, and storage options in effect for individual NDB tables.

The table\_info table contains the following columns:

• table\_id

Table ID

• logged\_table

Whether table is logged (1) or not (0)

• row\_contains\_gci

Whether table rows contain GCI (1 true, 0 false)

• row\_contains\_checksum

Whether table rows contain checksum (1 true, 0 false)

• read\_backup

If backup fragment replicas are read this is 1, otherwise 0

• fully\_replicated

If table is fully replicated this is 1, otherwise 0

• storage\_type

Table storage type; one of MEMORY or DISK

• hashmap\_id

Hashmap ID

• partition\_balance

Partition balance (fragment count type) used for table; one of FOR\_RP\_BY\_NODE, FOR\_RA\_BY\_NODE, FOR\_RP\_BY\_LDM, or FOR\_RA\_BY\_LDM

• create\_gci

GCI in which table was created

**23.6.16.59** **The** **ndbinfo** **table\_replicas** **Table**

The table\_replicas table provides information about the copying, distribution, and checkpointing of NDB table fragments and fragment replicas.

The table\_replicas table contains the following columns:

• node\_id

ID of the node from which data is fetched ([DIH](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbdih.html) master)

• table\_id

Table ID

• fragment\_id Fragment ID

• initial\_gci Initial GCI for table

• replica\_node\_id

ID of node where fragment replica is stored

• is\_lcp\_ongoing

Is 1 if LCP is ongoing on this fragment, 0 otherwise

• num\_crashed\_replicas

Number of crashed fragment replica instances

• last\_max\_gci\_started

Highest GCI started in most recent LCP

• last\_max\_gci\_completed

Highest GCI completed in most recent LCP

• last\_lcp\_id

ID of most recent LCP

• prev\_lcp\_id

ID of previous LCP

• prev\_max\_gci\_started

Highest GCI started in previous LCP

• prev\_max\_gci\_completed

Highest GCI completed in previous LCP

• last\_create\_gci

Last Create GCI of last crashed fragment replica instance

• last\_replica\_gci

Last GCI of last crashed fragment replica instance

• is\_replica\_alive

1 if this fragment replica is alive, 0 otherwise

**23.6.16.60** **The** **ndbinfo** **tc\_time\_track\_stats** **Table**

The tc\_time\_track\_stats table provides time-tracking information obtained from the [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) block (TC) instances in the data nodes, through API nodes access NDB. Each TC instance tracks latencies for a set of activities it undertakes on behalf of API nodes or other data nodes; these activities include transactions, transaction errors, key reads, key writes, unique index operations, failed key operations of any type, scans, failed scans, fragment scans, and failed fragment scans.

A set of counters is maintained for each activity, each counter covering a range of latencies less than or equal to an upper bound. At the conclusion of each activity, its latency is determined and the appropriate counter incremented. tc\_time\_track\_stats presents this information as rows, with a row for each instance of the following:

• Data node, using its ID

• TC block instance

• Other communicating data node or API node, using its ID

• Upper bound value

Each row contains a value for each activity type. This is the number of times that this activity occurred with a latency within the range specified by the row (that is, where the latency does not exceed the upper bound).

The tc\_time\_track\_stats table contains the following columns:

• node\_id Requesting node ID

• block\_number TC block number

• block\_instance

TC block instance number

• comm\_node\_id

Node ID of communicating API or data node

• upper\_bound

Upper bound of interval (in microseconds)

• scans

Based on duration of successful scans from opening to closing, tracked against the API or data nodes requesting them.

• scan\_errors

Based on duration of failed scans from opening to closing, tracked against the API or data nodes requesting them.

• scan\_fragments

Based on duration of successful fragment scans from opening to closing, tracked against the data nodes executing them

• scan\_fragment\_errors

Based on duration of failed fragment scans from opening to closing, tracked against the data nodes executing them

• transactions

Based on duration of successful transactions from beginning until sending of commit ACK, tracked against the API or data nodes requesting them. Stateless transactions are not included.

• transaction\_errors

Based on duration of failing transactions from start to point of failure, tracked against the API or data nodes requesting them.

• read\_key\_ops

Based on duration of successful primary key reads with locks. Tracked against both the API or data node requesting them and the data node executing them.

• write\_key\_ops

Based on duration of successful primary key writes, tracked against both the API or data node requesting them and the data node executing them.

• index\_key\_ops

Based on duration of successful unique index key operations, tracked against both the API or data node requesting them and the data node executing reads of base tables.

• key\_op\_errors

Based on duration of all unsuccessful key read or write operations, tracked against both the API or data node requesting them and the data node executing them.

**Notes**

The block\_instance column provides the [DBTC](https://dev.mysql.com/doc/ndb-internals/en/ndb-internals-kernel-blocks-dbtc.html) kernel block instance number. You can use this together with the block name to obtain information about specific threads from the [threadblocks](#_bookmark8) table.

**23.6.16.61** **The** **ndbinfo** **threadblocks** **Table**

The threadblocks table associates data nodes, threads, and instances of NDB kernel blocks.
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The threadblocks table contains the following columns:

• node\_id

Node ID

• thr\_no

Thread ID

• block\_name Block name

• block\_instance Block instance number

**Notes**

The value of the block\_name in this table is one of the values found in the block\_name column when selecting from the [ndbinfo.blocks](#_bookmark2) table. Although the list of possible values is static for a given NDB Cluster release, the list may vary between releases.

The block\_instance column provides the kernel block instance number.

**23.6.16.62** **The** **ndbinfo** **threads** **Table**

The threads table provides information about threads running in the NDB kernel.

The threads table contains the following columns:

• node\_id

ID of the node where the thread is running

• thr\_no

Thread ID (specific to this node)

• thread\_name

Thread name (type of thread)

• thread\_description Thread (type) description

**Notes**

Sample output from a 2-node example cluster, including thread descriptions, is shown here:

mysql> **SELECT** **\*** **FROM** **threads;**

+---------+--------+-------------+------------------------------------------------------------------+

| node\_id | thr\_no | thread\_name | thread\_description |

+---------+--------+-------------+------------------------------------------------------------------+

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

main

rep

ldm

recv

main

rep

ldm

recv

|

|

|

|

|

|

|

|

main thread, schema and distribution handling

rep thread, asynch replication and proxy block

ldm thread, handling a set of data partitions

receive thread, performing receive and polling

main thread, schema and distribution handling

rep thread, asynch replication and proxy block

ldm thread, handling a set of data partitions

receive thread, performing receive and polling

0

1

2

3

0

1

2

3

5

5

5

5

6

6

6

6

|

handling

for new receives

handling

for new receives

|

|

|

|

|

|

+---------+--------+-------------+------------------------------------------------------------------+

8 rows in set (0.01 sec)

NDB 8.0.23 introduces the possibility to set either of the ThreadConfig arguments main or rep to 0 while keeping the other at 1, in which case the thread name is main\_rep and its description is main and rep thread, schema, distribution, proxy block and asynch replication handling. It is also possible beginning with NDB 8.0.23 to set both main and rep to 0, in which case the name of the resulting thread is shown in this table as main\_rep\_recv, and its description is main, rep and recv thread, schema, distribution, proxy block and asynch replication handling and handling receive and polling for new receives.

**23.6.16.63** **The** **ndbinfo** **threadstat** **Table**

The threadstat table provides a rough snapshot of statistics for threads running in the NDB kernel. The threadstat table contains the following columns:

• node\_id

Node ID

• thr\_no

Thread ID

• thr\_nm Thread name

• c\_loop

Number of loops in main loop

• c\_exec

Number of signals executed

• c\_wait

Number of times waiting for additional input

• c\_l\_sent\_prioa

Number of priority A signals sent to own node

• c\_l\_sent\_priob

Number of priority B signals sent to own node

• c\_r\_sent\_prioa

Number of priority A signals sent to remote node

• c\_r\_sent\_priob

Number of priority B signals sent to remote node

• os\_tid

OS thread ID

• os\_now

OS time (ms)

• os\_ru\_utime

OS user CPU time (µs)

• os\_ru\_stime

OS system CPU time (µs)

• os\_ru\_minflt

OS page reclaims (soft page faults)

• os\_ru\_majflt

OS page faults (hard page faults)

• os\_ru\_nvcsw

OS voluntary context switches

• os\_ru\_nivcsw

OS involuntary context switches

**Notes**

os\_time uses the system gettimeofday() call.

The values of the os\_ru\_utime, os\_ru\_stime, os\_ru\_minflt, os\_ru\_majflt, os\_ru\_nvcsw, and os\_ru\_nivcsw columns are obtained using the system getrusage() call, or the equivalent.

Since this table contains counts taken at a given point in time, for best results it is necessary to query this table periodically and store the results in an intermediate table or tables. The MySQL Server's Event Scheduler can be employed to automate such monitoring. For more information, see Section 25.4, “Using the Event Scheduler” .

**23.6.16.64** **The** **ndbinfo** **transporters** **Table**

This table contains information about NDB transporters.

The transporters table contains the following columns:

• node\_id

This data node's unique node ID in the cluster

• remote\_node\_id

The remote data node's node ID

• status

Status of the connection

• remote\_address

Name or IP address of the remote host

• bytes\_sent

Number of bytes sent using this connection

• bytes\_received

Number of bytes received using this connection

• connect\_count

Number of times connection established on this transporter

• overloaded

1 if this transporter is currently overloaded, otherwise 0

• overload\_count

Number of times this transporter has entered overload state since connecting

• slowdown

1 if this transporter is in slowdown state, otherwise 0

• slowdown\_count

Number of times this transporter has entered slowdown state since connecting

**Notes**

For each running data node in the cluster, the transporters table displays a row showing the status of each of that node's connections with all nodes in the cluster, *including* *itself*. This information is shown in the table's *status* column, which can have any one of the following values: CONNECTING, CONNECTED, DISCONNECTING, or DISCONNECTED.

Connections to API and management nodes which are configured but not currently connected to the cluster are shown with status DISCONNECTED. Rows where the node\_id is that of a data node which is not currently connected are not shown in this table. (This is similar omission of disconnected nodes in the [ndbinfo.nodes](#_bookmark11) table.

The remote\_address is the host name or address for the node whose ID is shown in the remote\_node\_id column. The bytes\_sent from this node and bytes\_received by this node are the numbers, respectively, of bytes sent and received by the node using this connection since it was established. For nodes whose status is CONNECTING or DISCONNECTED, these columns always display 0.

Assume you have a 5-node cluster consisting of 2 data nodes, 2 SQL nodes, and 1 management node, as shown in the output of the SHOW command in the ndb\_mgm client:

ndb\_mgm> **SHOW**

Connected to Management Server at: localhost:1186

Cluster Configuration

---------------------

[ndbd(NDB)] 2 node(s)

@10.100.10.1

@10.100.10.2

[ndb\_mgmd(MGM)] 1 node(s)

id=10 @10.100.10.10 (8.0.34-ndb-8.0.34)

[mysqld(API)] 2 node(s)

(8 .0 .34-ndb-8 .0 .34)

(8.0.34-ndb-8.0.34)

(8.0.34-ndb-8.0.34, Nodegroup: 0, \*)

(8.0.34-ndb-8.0.34, Nodegroup: 0)

@10.100.10.20

@10.100.10.21

id=20

id=21

id=1

id=2

There are 10 rows in the transporters table—5 for the first data node, and 5 for the second— assuming that all data nodes are running, as shown here:

mysql> **SELECT** **node\_id,** **remote\_node\_id,** **status**

-> **FROM** **ndbinfo** **.transporters;**

+---------+----------------+---------------+

| node\_id | remote\_node\_id | status |

+---------+----------------+---------------+

|

|

DISCONNECTED

CONNECTED

1

2

1

1

|

|

|

|

|

|

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  |  | | 1  1  1  2  2  2  2  2 | |  |  |  |  |  |  |  | | 10  20  21  1  2  10  20  21 | |  |  |  |  |  |  |  | | CONNECTED  CONNECTED  CONNECTED  CONNECTED  DISCONNECTED  CONNECTED  CONNECTED  CONNECTED | |  |  |  |  |  |  |  | |

+---------+----------------+---------------+

10 rows in set (0.04 sec)

If you shut down one of the data nodes in this cluster using the command 2 STOP in the ndb\_mgm client, then repeat the previous query (again using the mysql client), this table now shows only 5 rows — 1 row for each connection from the remaining management node to another node, including both itself and the data node that is currently offline—and displays CONNECTING for the status of each remaining connection to the data node that is currently offline, as shown here:

mysql> **SELECT** **node\_id,** **remote\_node\_id,** **status**

-> **FROM** **ndbinfo** **.transporters;**

+---------+----------------+---------------+

| node\_id | remote\_node\_id | status |

+---------+----------------+---------------+

|

|

|

|

|

+---------+----------------+---------------+

5 rows in set (0.02 sec)

DISCONNECTED

CONNECTING

CONNECTED

CONNECTED

CONNECTED

1

2

10

20

21

1

1

1

1

1

|

|

|

|

|

|

|

|

|

|

|

|

|

|

|

The connect\_count, overloaded, overload\_count, slowdown, and slowdown\_count counters are reset on connection, and retain their values after the remote node disconnects. The bytes\_sent and bytes\_received counters are also reset on connection, and so retain their values following disconnection (until the next connection resets them).

The *overload* state referred to by the overloaded and overload\_count columns occurs

when this transporter's send buffer contains more than OVerloadLimit bytes (default is 80% of SendBufferMemory, that is, 0.8 \* 2097152 = 1677721 bytes). When a given transporter is in a state of overload, any new transaction that tries to use this transporter fails with Error 1218 (Send Buffers overloaded in NDB kernel). This affects both scans and primary key operations.

The *slowdown* state referenced by the slowdown and slowdown\_count columns of this table occurs when the transporter's send buffer contains more than 60% of the overload limit (equal to 0.6 \* 2097152 = 1258291 bytes by default). In this state, any new scan using this transporter has its batch size reduced to minimize the load on the transporter.

Common causes of send buffer slowdown or overloading include the following:

• Data size, in particular the quantity of data stored in TEXT columns or BLOB columns (or both types of columns)

• Having a data node (ndbd or ndbmtd) on the same host as an SQL node that is engaged in binary logging

• Large number of rows per transaction or transaction batch

• Configuration issues such as insufficient SendBufferMemory

• Hardware issues such as insufficient RAM or poor network connectivity See also Section 23.4.3.14, “Configuring NDB Cluster Send Buffer Parameters” .

**23.6.17** **INFORMATION\_SCHEMA** **Tables** **for** **NDB** **Cluster**

Two INFORMATION\_SCHEMA tables provide information that is of particular use when managing an NDB Cluster. The FILES table provides information about NDB Cluster Disk Data files (see

Section 23.6.11.1, “NDB Cluster Disk Data Objects”). The ndb\_transid\_mysql\_connection\_map table provides a mapping between transactions, transaction coordinators, and API nodes.

Additional statistical and other data about NDB Cluster transactions, operations, threads, blocks, and other aspects of performance can be obtained from the tables in the [ndbinfo](#_bookmark1) database. For information about these tables, see [Section 23.6.16, “ndbinfo: The NDB Cluster Information Database”](#_bookmark1) .

**23.6.18** **NDB** **Cluster** **and** **the** **Performance** **Schema**

NDB 8.0 provides information in the MySQL Performance Schema about threads and transaction memory usage; NDB 8.0.29 adds ndbcluster plugin threads, and NDB 8.0.30 adds instrumenting for transaction batch memory. These features are described in greater detail in the sections which follow.

**ndbcluster** **Plugin** **Threads**

Beginning with NDB 8.0.29, ndbcluster plugin threads are visible in the Performance Schema threads table, as shown in the following query:

mysql> **SELECT** **name,** **type,** **thread\_id,** **thread\_os\_id**

-> **FROM** **performance\_schema** **.threads**

-> **WHERE** **name** **LIKE** **'%ndbcluster%'\G**

+----------------------------------+------------+-----------+--------------+

|  |  |  |
| --- | --- | --- |
| | name | | type | | thread\_id | thread\_os\_id | |

+----------------------------------+------------+-----------+--------------+

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| | thread/ndbcluster/ndb\_binlog | | | BACKGROUND | | | 30 | | | 11980 | | |
| | thread/ndbcluster/ndb\_index\_stat | | | BACKGROUND | | | 31 | | | 11981 | | |
| | thread/ndbcluster/ndb\_metadata | | | BACKGROUND | | | 32 | | | 11982 | | |

+----------------------------------+------------+-----------+--------------+

The threads table shows all three of the threads listed here:

• ndb\_binlog: Binary logging thread

• ndb\_index\_stat: Index statistics thread

• ndb\_metadata: Metadata thread

These threads are also shown by name in the setup\_threads table.

Thread names are shown in the name column of the threads and setup\_threads tables using the format *prefix*/*plugin\_name*/*thread\_name*. *prefix*, the object type as determined by the performance\_schema engine, is thread for plugin threads (see Thread Instrument Elements). The *plugin\_name* is ndbcluster. *thread\_name* is the standalone name of the thread (ndb\_binlog, ndb\_index\_stat, or ndb\_metadata).

Using the thread ID or OS thread ID for a given thread in the threads or setup\_threads table, it is possible to obtain considerable information from Performance Schema about plugin execution and resource usage. This example shows how to obtain the amount of memory allocated by the threads created by the ndbcluster plugin from the mem\_root arena by joining the threads and memory\_summary\_by\_thread\_by\_event\_name tables:

mysql> **SELECT**

-> **t** **.name,**

-> **m** **.sum\_number\_of\_bytes\_alloc,**

-> **IF(m** **.sum\_number\_of\_bytes\_alloc** **>** **0,** **"true",** **"false")** **AS** **'Has** **allocated** **memory'**

-> **FROM** **performance\_schema** **.memory\_summary\_by\_thread\_by\_event\_name** **m**

-> **JOIN** **performance\_schema** **.threads** **t**

-> **ON** **m.thread\_id** **=** **t** **.thread\_id**

-> **WHERE** **t** **.name** **LIKE** **'%ndbcluster%'**

-> **AND** **event\_name** **LIKE** **'%THD::main\_mem\_root%';**

+----------------------------------+---------------------------+----------------------+

| name | sum\_number\_of\_bytes\_alloc | Has allocated memory |

+----------------------------------+---------------------------+----------------------+

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| | thread/ndbcluster/ndb\_binlog | | | 20576 | | | true | | |
| | thread/ndbcluster/ndb\_index\_stat | | | 0 | | | false | | |
| | thread/ndbcluster/ndb\_metadata | | | 8240 | | | true | | |
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**Transaction** **Memory** **Usage**

Starting with NDB 8.0.30, you can see the amount of memory used for transaction batching by querying the Performance Schema memory\_summary\_by\_thread\_by\_event\_name table, similar to what is shown here:

mysql> **SELECT** **EVENT\_NAME**

-> **FROM** **performance\_schema** **.memory\_summary\_by\_thread\_by\_event\_name**

-> **WHERE** **THREAD\_ID** **=** **PS\_CURRENT\_THREAD\_ID()**

-> **AND** **EVENT\_NAME** **LIKE** **'memory/ndbcluster/%';**

+-------------------------------------------+

| EVENT\_NAME |

+-------------------------------------------+

| memory/ndbcluster/Thd\_ndb::batch\_mem\_root |

+-------------------------------------------+

1 row in set (0.01 sec)

The ndbcluster transaction memory instrument is also visible in the Performance Schema setup\_instruments table, as shown here:

mysql> **SELECT** **\*** **from** **performance\_schema** **.setup\_instruments**

-> **WHERE** **NAME** **LIKE** **'%ndb%'\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NAME: memory/ndbcluster/Thd\_ndb::batch\_mem\_root

ENABLED: YES

TIMED: NULL

PROPERTIES:

VOLATILITY: 0

DOCUMENTATION: Memory used for transaction batching

1 row in set (0.01 sec)

**23.6.19** **Quick** **Reference:** **NDB** **Cluster** **SQL** **Statements**

This section discusses several SQL statements that can prove useful in managing and monitoring a MySQL server that is connected to an NDB Cluster, and in some cases provide information about the cluster itself.

• SHOW ENGINE NDB STATUS, SHOW ENGINE NDBCLUSTER STATUS

The output of this statement contains information about the server's connection to the cluster, creation and usage of NDB Cluster objects, and binary logging for NDB Cluster replication.

See Section 13.7.7.15, “SHOW ENGINE Statement” , for a usage example and more detailed information.

• SHOW ENGINES

This statement can be used to determine whether or not clustering support is enabled in the MySQL server, and if so, whether it is active.

See Section 13.7.7.16, “SHOW ENGINES Statement” , for more detailed information.

**Note**

This statement does not support a LIKE clause. However, you can use LIKE to filter queries against the Information Schema ENGINES table, as discussed in the next item.

• SELECT \* FROM INFORMATION\_SCHEMA.ENGINES [WHERE ENGINE LIKE 'NDB%']

This is the equivalent of SHOW ENGINES, but uses the ENGINES table of the INFORMATION\_SCHEMA database. Unlike the case with the SHOW ENGINES statement, it is possible to filter the results using a LIKE clause, and to select specific columns to obtain information that may

be of use in scripts. For example, the following query shows whether the server was built with NDB support and, if so, whether it is enabled:

mysql> **SELECT** **ENGINE,** **SUPPORT** **FROM** **INFORMATION\_SCHEMA.ENGINES**

-> **WHERE** **ENGINE** **LIKE** **'NDB%';**

+------------+---------+

| ENGINE | SUPPORT |

+------------+---------+

|  |  |  |  |
| --- | --- | --- | --- |
| |  | | ndbcluster |  ndbinfo | | YES  YES | |  | |

+------------+---------+

If NDB support is not enabled, the preceding query returns an empty set. See Section 26.3.13, “The INFORMATION\_SCHEMA ENGINES Table” , for more information.

• SHOW VARIABLES LIKE 'NDB%'

This statement provides a list of most server system variables relating to the NDB storage engine, and their values, as shown here:

mysql> **SHOW** **VARIABLES** **LIKE** **'NDB%';**

+--------------------------------------+---------------------------------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Variable\_name | | | Value | | |

+--------------------------------------+---------------------------------------+

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ndb\_allow\_copying\_alter\_table  ndb\_autoincrement\_prefetch\_sz  ndb\_batch\_size  ndb\_blob\_read\_batch\_bytes  ndb\_blob\_write\_batch\_bytes  ndb\_clear\_apply\_status  ndb\_cluster\_connection\_pool  ndb\_cluster\_connection\_pool\_nodeids  ndb\_connectstring  ndb\_data\_node\_neighbour  ndb\_default\_column\_format  ndb\_deferred\_constraints  ndb\_distribution  ndb\_eventbuffer\_free\_percent  ndb\_eventbuffer\_max\_alloc  ndb\_extra\_logging  ndb\_force\_send  ndb\_fully\_replicated  ndb\_index\_stat\_enable  ndb\_index\_stat\_option | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ON  512  32768  65536  65536  ON  1  127.0.0.1  0  FIXED  0  KEYHASH  20  0  1  ON  OFF  ON  loop\_enable=1000ms,loop\_idle=1000ms, |   loop\_busy=100ms,update\_batch=1,read\_batch=4,idle\_batch=32,check\_batch=8,  check\_delay=10m,delete\_batch=8,clean\_delay=1m,error\_batch=4,error\_delay=1m,  evict\_batch=8,evict\_delay=1m,cache\_limit=32M,cache\_lowpct=90,zero\_total=0   |  |  |  |  | | --- | --- | --- | --- | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ndb\_join\_pushdown  ndb\_log\_apply\_status  ndb\_log\_bin  ndb\_log\_binlog\_index  ndb\_log\_empty\_epochs  ndb\_log\_empty\_update  ndb\_log\_exclusive\_reads  ndb\_log\_orig  ndb\_log\_transaction\_id  ndb\_log\_update\_as\_write  ndb\_log\_update\_minimal  ndb\_log\_updated\_only  ndb\_metadata\_check  ndb\_metadata\_check\_interval  ndb\_metadata\_sync  ndb\_mgmd\_host  ndb\_nodeid  ndb\_optimization\_delay  ndb\_optimized\_node\_selection  ndb\_read\_backup  ndb\_recv\_thread\_activation\_threshold  ndb\_recv\_thread\_cpu\_mask  ndb\_report\_thresh\_binlog\_epoch\_slip  ndb\_report\_thresh\_binlog\_mem\_usage | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ON  OFF  OFF  ON  OFF  OFF  OFF  OFF  OFF  ON  OFF  ON  ON  60  OFF  127.0.0.1  0  10  3  ON  8  10  10 | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| | ndb\_row\_checksum  ndb\_schema\_dist\_lock\_wait\_timeout  ndb\_schema\_dist\_timeout  | ndb\_schema\_dist\_upgrade\_allowed  | ndb\_show\_foreign\_key\_mock\_tables  | ndb\_slave\_conflict\_role  ndb\_table\_no\_logging  ndb\_table\_temporary  | ndb\_use\_copying\_alter\_table  | ndb\_use\_exact\_count  | ndb\_use\_transactions  ndb\_version  ndb\_version\_string  | ndb\_wait\_connected  | ndb\_wait\_setup  | ndbinfo\_database  ndbinfo\_max\_bytes  ndbinfo\_max\_rows  | ndbinfo\_offline  | ndbinfo\_show\_hidden  | ndbinfo\_table\_prefix  | ndbinfo version | |  |  |  |  |  |  |  |  |  |  |  |  |  | | 1  30  120  ON  OFF  NONE  OFF  OFF  OFF  OFF  ON  524308  ndb-8.0.34  30  30  ndbinfo  0  10  OFF  OFF  ndb$  524308 | |  |  |  |  |  |  |  |  |  |  |  |  |  | |

+--------------------------------------+---------------------------------------+

See Section 5.1.8, “Server System Variables” , for more information.

• SELECT \* FROM performance\_schema.global\_variables WHERE VARIABLE\_NAME LIKE 'NDB%'

This statement is the equivalent of the SHOW VARIABLES statement described in the previous item, and provides almost identical output, as shown here:

mysql> **SELECT** **\*** **FROM** **performance\_schema** **.global\_variables**

-> **WHERE** **VARIABLE\_NAME** **LIKE** **'NDB%';**

+--------------------------------------+---------------------------------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | VARIABLE\_NAME | | | VARIABLE\_VALUE | | |

+--------------------------------------+---------------------------------------+

|  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- |
| |  |  |  |  | | --- | --- | --- | --- | | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ndb\_allow\_copying\_alter\_table  ndb\_autoincrement\_prefetch\_sz  ndb\_batch\_size  ndb\_blob\_read\_batch\_bytes  ndb\_blob\_write\_batch\_bytes  ndb\_clear\_apply\_status  ndb\_cluster\_connection\_pool  ndb\_cluster\_connection\_pool\_nodeids  ndb\_connectstring  ndb\_data\_node\_neighbour  ndb\_default\_column\_format  ndb\_deferred\_constraints  ndb\_distribution  ndb\_eventbuffer\_free\_percent  ndb\_eventbuffer\_max\_alloc  ndb\_extra\_logging  ndb\_force\_send  ndb\_fully\_replicated  ndb\_index\_stat\_enable  ndb\_index\_stat\_option | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | ON  512  32768  65536  65536  ON  1  127.0.0.1  0  FIXED  0  KEYHASH  20  0  1  ON  OFF  ON  loop\_enable=1000ms,loop\_idle=1000ms, |   loop\_busy=100ms,update\_batch=1,read\_batch=4,idle\_batch=32,check\_batch=8,  check\_delay=10m,delete\_batch=8,clean\_delay=1m,error\_batch=4,error\_delay=1m,  evict\_batch=8,evict\_delay=1m,cache\_limit=32M,cache\_lowpct=90,zero\_total=0  |  ndb\_log\_apply\_status  ndb\_log\_bin  ndb\_log\_binlog\_index  ndb\_log\_empty\_epochs  ndb\_log\_empty\_update  ndb\_log\_exclusive\_reads  ndb\_log\_orig  ndb\_log\_transaction\_id  ndb\_log\_update\_as\_write  ndb\_log\_update\_minimal | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |
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Unlike the case with the SHOW VARIABLES statement, it is possible to select individual columns. For example:

mysql> **SELECT** **VARIABLE\_VALUE**

-> **FROM** **performance\_schema** **.global\_variables**

-> **WHERE** **VARIABLE\_NAME** **=** **'ndb\_force\_send';**

+----------------+

| VARIABLE\_VALUE |

+----------------+

| ON |

+----------------+

A more useful query is shown here:

mysql> **SELECT** **VARIABLE\_NAME** **AS** **Name,** **VARIABLE\_VALUE** **AS** **Value**

> **FROM** **performance\_schema** **.global\_variables**

> **WHERE** **VARIABLE\_NAME**

> **IN** **('version',** **'ndb\_version',**

> **'ndb\_version\_string',** **'ndbinfo\_version');**

+--------------------+----------------+

| Name | Value |

+--------------------+----------------+

| ndb\_version | 524317 |

| ndb\_version\_string | ndb-8 .0 .29 |

| ndbinfo\_version | 524317 |

| version | 8 .0 .29-cluster |

+--------------------+----------------+

4 rows in set (0.00 sec)

For more information, see Section 27.12.15, “Performance Schema Status Variable Tables” , and Section 5.1.8, “Server System Variables” .

• SHOW STATUS LIKE 'NDB%'

This statement shows at a glance whether or not the MySQL server is acting as a cluster SQL node, and if so, it provides the MySQL server's cluster node ID, the host name and port for the cluster management server to which it is connected, and the number of data nodes in the cluster, as shown here:

mysql> **SHOW** **STATUS** **LIKE** **'NDB%';**

+----------------------------------------------+-------------------------------+

| Variable\_name | Value |

+----------------------------------------------+-------------------------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_metadata\_detected\_count  Ndb\_cluster\_node\_id  Ndb\_config\_from\_host  | Ndb\_config\_from\_port  | Ndb\_number\_of\_data\_nodes  | Ndb\_number\_of\_ready\_data\_nodes  Ndb\_connect\_count  Ndb\_execute\_count  | Ndb\_scan\_count  | Ndb\_pruned\_scan\_count  | Ndb\_schema\_locks\_count  Ndb\_api\_wait\_exec\_complete\_count\_session  Ndb\_api\_wait\_scan\_result\_count\_session  | Ndb\_api\_wait\_meta\_request\_count\_session  | Ndb\_api\_wait\_nanos\_count\_session  | Ndb\_api\_bytes\_sent\_count\_session  Ndb\_api\_bytes\_received\_count\_session  Ndb\_api\_trans\_start\_count\_session  | Ndb\_api\_trans\_commit\_count\_session  | Ndb\_api\_trans\_abort\_count\_session  | Ndb\_api\_trans\_close\_count\_session  Ndb\_api\_pk\_op\_count\_session  Ndb\_api\_uk\_op\_count\_session  | Ndb\_api\_table\_scan\_count\_session  | Ndb\_api\_range\_scan\_count\_session  | Ndb\_api\_pruned\_scan\_count\_session  Ndb\_api\_scan\_batch\_count\_session  Ndb\_api\_read\_row\_count\_session  Ndb\_api\_trans\_local\_read\_row\_count\_session  |  |  |  |  Ndb\_api\_adaptive\_send\_forced\_count\_session  Ndb\_api\_adaptive\_send\_unforced\_count\_session  Ndb\_api\_adaptive\_send\_deferred\_count\_session  Ndb\_trans\_hint\_count\_session  Ndb\_sorted\_scan\_count  | Ndb\_pushed\_queries\_defined  | Ndb\_pushed\_queries\_dropped  Ndb\_pushed\_queries\_executed  Ndb\_pushed\_reads  | Ndb\_last\_commit\_epoch\_server  | Ndb\_last\_commit\_epoch\_session  | Ndb\_system\_name  Ndb\_api\_event\_data\_count\_injector  Ndb\_api\_event\_nondata\_count\_injector  | Ndb\_api\_event\_bytes\_count\_injector  | Ndb\_api\_wait\_exec\_complete\_count\_slave  | Ndb\_api\_wait\_scan\_result\_count\_slave  Ndb\_api\_wait\_meta\_request\_count\_slave  Ndb\_api\_wait\_nanos\_count\_slave  | Ndb\_api\_bytes\_sent\_count\_slave  | Ndb\_api\_bytes\_received\_count\_slave  | Ndb\_api\_trans\_start\_count\_slave  Ndb\_api\_trans\_commit\_count\_slave  Ndb\_api\_trans\_abort\_count\_slave  | Ndb\_api\_trans\_close\_count\_slave  | Ndb\_api\_pk\_op\_count\_slave  | Ndb\_api\_uk\_op\_count\_slave  Ndb\_api\_table\_scan\_count\_slave  Ndb\_api\_range\_scan\_count\_slave  | Ndb\_api\_pruned\_scan\_count\_slave  | Ndb\_api\_scan\_batch\_count\_slave  | Ndb api read row count slave | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | 0  100  127.0.0.1  1186  2  2  0  0  0  0  0  0  0  1  163446  60  28  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  37632503447571  0  MC\_20191126162038  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0 | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

|  |  |  |  |
| --- | --- | --- | --- |
| | Ndb\_api\_trans\_local\_read\_row\_count\_slave  Ndb\_api\_adaptive\_send\_forced\_count\_slave  Ndb\_api\_adaptive\_send\_unforced\_count\_slave  | Ndb\_api\_adaptive\_send\_deferred\_count\_slave  | Ndb\_slave\_max\_replicated\_epoch  | Ndb\_api\_wait\_exec\_complete\_count  Ndb\_api\_wait\_scan\_result\_count  Ndb\_api\_wait\_meta\_request\_count  | Ndb\_api\_wait\_nanos\_count  | Ndb\_api\_bytes\_sent\_count  | Ndb\_api\_bytes\_received\_count  Ndb\_api\_trans\_start\_count  Ndb\_api\_trans\_commit\_count  | Ndb\_api\_trans\_abort\_count  | Ndb\_api\_trans\_close\_count  | Ndb\_api\_pk\_op\_count  Ndb\_api\_uk\_op\_count  Ndb\_api\_table\_scan\_count  | Ndb\_api\_range\_scan\_count  | Ndb\_api\_pruned\_scan\_count  | Ndb\_api\_scan\_batch\_count  Ndb\_api\_read\_row\_count  Ndb\_api\_trans\_local\_read\_row\_count  | Ndb\_api\_adaptive\_send\_forced\_count  | Ndb\_api\_adaptive\_send\_unforced\_count  | Ndb\_api\_adaptive\_send\_deferred\_count  Ndb\_api\_event\_data\_count  Ndb\_api\_event\_nondata\_count  | Ndb\_api\_event\_bytes\_count  | Ndb\_metadata\_excluded\_count  | Ndb\_metadata\_synced\_count  Ndb\_conflict\_fn\_max  Ndb\_conflict\_fn\_old  | Ndb\_conflict\_fn\_max\_del\_win  | Ndb\_conflict\_fn\_epoch  | Ndb\_conflict\_fn\_epoch\_trans  Ndb\_conflict\_fn\_epoch2  Ndb\_conflict\_fn\_epoch2\_trans  | Ndb\_conflict\_trans\_row\_conflict\_count  | Ndb\_conflict\_trans\_row\_reject\_count  | Ndb\_conflict\_trans\_reject\_count  Ndb\_conflict\_trans\_detect\_iter\_count  Ndb\_conflict\_trans\_conflict\_commit\_count  | Ndb\_conflict\_epoch\_delete\_delete\_count  | Ndb\_conflict\_reflected\_op\_prepare\_count  | Ndb\_conflict\_reflected\_op\_discard\_count  Ndb\_conflict\_refresh\_op\_count  Ndb\_conflict\_last\_conflict\_epoch  | Ndb\_conflict\_last\_stable\_epoch  | Ndb\_index\_stat\_status | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | | 0  0  0  0  0  4  7  172  1083548094028  4640  109356  4  1  1  4  2  0  1  1  0  1  3  2  1  5  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  0  allow:1,enable:1,busy:0, | |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  |  | |

loop:1000,list:(new:0,update:0,read:0,idle:0,check:0,delete:0,error:0,total:0),

analyze:(queue:0,wait:0),stats:(nostats:0,wait:0),total:(analyze:(all:0,error:0),

query:(all:0,nostats:0,error:0),event:(act:0,skip:0,miss:0),cache:(refresh:0,

clean:0,pinned:0,drop:0,evict:0)),cache:(query:0,clean:0,drop:0,evict:0,

usedpct:0.00,highpct:0.00) |

| Ndb\_index\_stat\_cache\_query | 0 |

| Ndb\_index\_stat\_cache\_clean | 0 |

+----------------------------------------------+-------------------------------+

If the MySQL server was built with NDB support, but it is not currently connected to a cluster, every row in the output of this statement contains a zero or an empty string for the Value column.

See also Section 13.7.7.37, “SHOW STATUS Statement” .

• SELECT \* FROM performance\_schema.global\_status WHERE VARIABLE\_NAME LIKE 'NDB%'

This statement provides similar output to the SHOW STATUS statement discussed in the previous item. Unlike the case with SHOW STATUS, it is possible using SELECT statements to extract values in SQL for use in scripts for monitoring and automation purposes.

For more information, see Section 27.12.15, “Performance Schema Status Variable Tables” .

• SELECT \* FROM INFORMATION\_SCHEMA.PLUGINS WHERE PLUGIN\_NAME LIKE 'NDB%'

This statement displays information from the Information Schema PLUGINS table about plugins associated with NDB Cluster, such as version, author, and license, as shown here:

mysql> **SELECT** **\*** **FROM** **INFORMATION\_SCHEMA.PLUGINS**

> **WHERE** **PLUGIN\_NAME** **LIKE** **'NDB%'\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

PLUGIN\_NAME: ndbcluster

PLUGIN\_VERSION: 1.0

PLUGIN\_STATUS: ACTIVE

PLUGIN\_TYPE: STORAGE ENGINE

PLUGIN\_TYPE\_VERSION: 80032.0

PLUGIN\_LIBRARY: NULL

PLUGIN\_LIBRARY\_VERSION: NULL

PLUGIN\_AUTHOR: Oracle Corporation

PLUGIN\_DESCRIPTION: Clustered, fault-tolerant tables

PLUGIN\_LICENSE: GPL

LOAD\_OPTION: ON

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 2. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

PLUGIN\_NAME: ndbinfo

PLUGIN\_VERSION: 0.1

PLUGIN\_STATUS: ACTIVE

PLUGIN\_TYPE: STORAGE ENGINE

PLUGIN\_TYPE\_VERSION: 80032.0

PLUGIN\_LIBRARY: NULL

PLUGIN\_LIBRARY\_VERSION: NULL

PLUGIN\_AUTHOR: Oracle Corporation

PLUGIN\_DESCRIPTION: MySQL Cluster system information storage engine

PLUGIN\_LICENSE: GPL

LOAD\_OPTION: ON

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 3. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

PLUGIN\_NAME: ndb\_transid\_mysql\_connection\_map

PLUGIN\_VERSION: 0.1

PLUGIN\_STATUS: ACTIVE

PLUGIN\_TYPE: INFORMATION SCHEMA

PLUGIN\_TYPE\_VERSION: 80032.0

PLUGIN\_LIBRARY: NULL

PLUGIN\_LIBRARY\_VERSION: NULL

PLUGIN\_AUTHOR: Oracle Corporation

PLUGIN\_DESCRIPTION: Map between MySQL connection ID and NDB transaction ID

PLUGIN\_LICENSE: GPL

LOAD\_OPTION: ON

You can also use the SHOW PLUGINS statement to display this information, but the output from that statement cannot easily be filtered. See also [The MySQL Plugin API](https://dev.mysql.com/doc/extending-mysql/8.0/en/plugin-api.html), which describes where and how the information in the PLUGINS table is obtained.

You can also query the tables in the [ndbinfo](#_bookmark1) information database for real-time data about many NDB Cluster operations. See [Section 23.6.16, “ndbinfo: The NDB Cluster Information Database”](#_bookmark1) .

**23.6.20** **NDB** **Cluster** **Security** **Issues**

This section discusses security considerations to take into account when setting up and running NDB

Cluster.

Topics covered in this section include the following:

• NDB Cluster and network security issues
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• Configuration issues relating to running NDB Cluster securely

• NDB Cluster and the MySQL privilege system

• MySQL standard security procedures as applicable to NDB Cluster

**23.6.20.1** **NDB** **Cluster** **Security** **and** **Networking** **Issues**

In this section, we discuss basic network security issues as they relate to NDB Cluster. It is extremely important to remember that NDB Cluster “out of the box” is not secure; you or your network administrator must take the proper steps to ensure that your cluster cannot be compromised over the network.

Cluster communication protocols are inherently insecure, and no encryption or similar security measures are used in communications between nodes in the cluster. Because network speed and latency have a direct impact on the cluster's efficiency, it is also not advisable to employ SSL or other encryption to network connections between nodes, as such schemes cause slow communications.

It is also true that no authentication is used for controlling API node access to an NDB Cluster. As with encryption, the overhead of imposing authentication requirements would have an adverse impact on Cluster performance.

In addition, there is no checking of the source IP address for either of the following when accessing the cluster:

• SQL or API nodes using “free slots” created by empty [mysqld] or [api] sections in the config.ini file

This means that, if there are any empty [mysqld] or [api] sections in the config.ini file, then any API nodes (including SQL nodes) that know the management server's host name (or IP address) and port can connect to the cluster and access its data without restriction. (See [Section 23.6.20.2,](#_bookmark27) [“NDB Cluster and MySQL Privileges”](#_bookmark27) , for more information about this and related issues.)

**Note**

You can exercise some control over SQL and API node access to the cluster by specifying a HostName parameter for all [mysqld] and [api] sections in the config.ini file. However, this also means that, should you wish to connect an API node to the cluster from a previously unused host, you need to add an [api] section containing its host name to the config.ini file.

More information is available elsewhere in this chapter about the HostName parameter. Also see Section 23.4.1, “Quick Test Setup of NDB Cluster” , for configuration examples using HostName with API nodes.

• Any ndb\_mgm client

This means that any cluster management client that is given the management server's host name (or IP address) and port (if not the standard port) can connect to the cluster and execute any management client command. This includes commands such as ALL STOP and SHUTDOWN.

For these reasons, it is necessary to protect the cluster on the network level. The safest network configuration for Cluster is one which isolates connections between Cluster nodes from any other network communications. This can be accomplished by any of the following methods:

1. Keeping Cluster nodes on a network that is physically separate from any public networks. This option is the most dependable; however, it is the most expensive to implement.

We show an example of an NDB Cluster setup using such a physically segregated network here:
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This setup has two networks, one private (solid box) for the Cluster management servers and data nodes, and one public (dotted box) where the SQL nodes reside. (We show the management and data nodes connected using a gigabit switch since this provides the best performance.) Both networks are protected from the outside by a hardware firewall, sometimes also known as a *network-based* *firewall*.

This network setup is safest because no packets can reach the cluster's management or data nodes from outside the network—and none of the cluster's internal communications can reach the outside—without going through the SQL nodes, as long as the SQL nodes do not permit any packets to be forwarded. This means, of course, that all SQL nodes must be secured against hacking attempts.

**Important**

With regard to potential security vulnerabilities, an SQL node is no different from any other MySQL server. See Section 6.1.3, “Making MySQL Secure Against Attackers” , for a description of techniques you can use to secure MySQL servers.

2. Using one or more software firewalls (also known as *host-based* *firewalls*) to control which packets pass through to the cluster from portions of the network that do not require access to it. In this type

of setup, a software firewall must be installed on every host in the cluster which might otherwise be accessible from outside the local network.

The host-based option is the least expensive to implement, but relies purely on software to provide protection and so is the most difficult to keep secure.

This type of network setup for NDB Cluster is illustrated here:

**Figure** **23.8** **NDB** **Cluster** **with** **Software** **Firewalls**
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Using this type of network setup means that there are two zones of NDB Cluster hosts. Each cluster host must be able to communicate with all of the other machines in the cluster, but only those hosting SQL nodes (dotted box) can be permitted to have any contact with the outside, while those in the zone containing the data nodes and management nodes (solid box) must be isolated from any machines that are not part of the cluster. Applications using the cluster and user of those applications must *not* be permitted to have direct access to the management and data node hosts.

To accomplish this, you must set up software firewalls that limit the traffic to the type or types shown in the following table, according to the type of node that is running on each cluster host computer:

**Table** **23.68** **Node** **types** **in** **a** **host-based** **firewall** **cluster** **configuration**

|  |  |
| --- | --- |
| **Node** **Type** | **Permitted** **Traffic** |
| SQL or API node | • It originates from the IP address of a management or data node (using any TCP or UDP port).  • It originates from within the network in which the cluster resides and is on the port that your application is using. |
| Data node or Management node | • It originates from the IP address of a management or data node (using any TCP or UDP port). |
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|  |  |
| --- | --- |
| **Node** **Type** | **Permitted** **Traffic** |
|  | • It originates from the IP address of an SQL or API node. |

Any traffic other than that shown in the table for a given node type should be denied.

The specifics of configuring a firewall vary from firewall application to firewall application, and are beyond the scope of this Manual. iptables is a very common and reliable firewall application, which is often used with APF as a front end to make configuration easier. You can (and should) consult the documentation for the software firewall that you employ, should you choose to implement an NDB Cluster network setup of this type, or of a “mixed” type as discussed under the next item.

3. It is also possible to employ a combination of the first two methods, using both hardware and software to secure the cluster—that is, using both network-based and host-based firewalls. This is between the first two schemes in terms of both security level and cost. This type of network setup keeps the cluster behind the hardware firewall, but permits incoming packets to travel beyond the router connecting all cluster hosts to reach the SQL nodes.

One possible network deployment of an NDB Cluster using hardware and software firewalls in combination is shown here:

**Figure** **23.9** **NDB** **Cluster** **with** **a** **Combination** **of** **Hardware** **and** **Software** **Firewalls**
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In this case, you can set the rules in the hardware firewall to deny any external traffic except to SQL nodes and API nodes, and then permit traffic to them only on the ports required by your application.

Whatever network configuration you use, remember that your objective from the viewpoint of keeping the cluster secure remains the same—to prevent any unessential traffic from reaching the cluster while ensuring the most efficient communication between the nodes in the cluster.

Because NDB Cluster requires large numbers of ports to be open for communications between nodes, the recommended option is to use a segregated network. This represents the simplest way to prevent unwanted traffic from reaching the cluster.

**Note**

If you wish to administer an NDB Cluster remotely (that is, from outside the local network), the recommended way to do this is to use ssh or another secure

login shell to access an SQL node host. From this host, you can then run the management client to access the management server safely, from within the cluster's own local network.

Even though it is possible to do so in theory, it is *not* recommended to use ndb\_mgm to manage a Cluster directly from outside the local network on which the Cluster is running. Since neither authentication nor encryption takes place between the management client and the management server, this represents an extremely insecure means of managing the cluster, and is almost certain to be compromised sooner or later.

**23.6.20.2** **NDB** **Cluster** **and** **MySQL** **Privileges**

In this section, we discuss how the MySQL privilege system works in relation to NDB Cluster and the implications of this for keeping an NDB Cluster secure.

Standard MySQL privileges apply to NDB Cluster tables. This includes all MySQL privilege types (SELECT privilege, UPDATE privilege, DELETE privilege, and so on) granted on the database, table, and column level. As with any other MySQL Server, user and privilege information is stored in the mysql system database. The SQL statements used to grant and revoke privileges on NDB tables, databases containing such tables, and columns within such tables are identical in all respects with the GRANT and REVOKE statements used in connection with database objects involving any (other) MySQL storage engine. The same thing is true with respect to the CREATE USER and DROP USER statements.

It is important to keep in mind that, by default, the MySQL grant tables use the InnoDB storage engine. Because of this, those tables are not normally duplicated or shared among MySQL servers acting as SQL nodes in an NDB Cluster. In other words, changes in users and their privileges do not automatically propagate between SQL nodes by default. If you wish, you can enable synchronization of MySQL users and privileges across NDB Cluster SQL nodes; see Section 23.6.13, “Privilege Synchronization and NDB\_STORED\_USER” , for details.

Conversely, because there is no way in MySQL to deny privileges (privileges can either be revoked or not granted in the first place, but not denied as such), there is no special protection for NDB tables on one SQL node from users that have privileges on another SQL node; this is true even if you are not using automatic distribution of user privileges. The definitive example of this is the MySQL root account, which can perform any action on any database object. In combination with empty [mysqld] or [api] sections of the config.ini file, this account can be especially dangerous. To understand why, consider the following scenario:

• The config.ini file contains at least one empty [mysqld] or [api] section. This means that the NDB Cluster management server performs no checking of the host from which a MySQL Server (or other API node) accesses the NDB Cluster.

• There is no firewall, or the firewall fails to protect against access to the NDB Cluster from hosts external to the network.

• The host name or IP address of the NDB Cluster management server is known or can be determined from outside the network.

If these conditions are true, then anyone, anywhere can start a MySQL Server with --ndbcluster --ndb-connectstring=*management\_host* and access this NDB Cluster. Using the MySQL root account, this person can then perform the following actions:

• Execute metadata statements such as SHOW DATABASES statement (to obtain a list of all NDB databases on the server) or SHOW TABLES FROM *some\_ndb\_database* statement to obtain a list of all NDB tables in a given database

• Run any legal MySQL statements on any of the discovered tables, such as:

• SELECT \* FROM *some\_table* or TABLE *some\_table* to read all the data from any table
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• DESCRIBE *some\_table* or SHOW CREATE TABLE *some\_table* to determine the table schema

• UPDATE *some\_table* SET *column1* = *some\_value* to fill a table column with “garbage” data; this could actually cause much greater damage than simply deleting all the data

More insidious variations might include statements like these:

|  |  |
| --- | --- |
| UPDATE *some\_* | *table* SET *an\_int\_column* = *an\_int\_column* + 1 |
| or |  |
| UPDATE *some\_* | *table* SET *a\_varchar\_column* = REVERSE(*a\_varchar\_column*) |

Such malicious statements are limited only by the imagination of the attacker.

The only tables that would be safe from this sort of mayhem would be those tables that were created using storage engines other than NDB, and so not visible to a “rogue” SQL node.

A user who can log in as root can also access the INFORMATION\_SCHEMA database and its tables, and so obtain information about databases, tables, stored routines, scheduled events, and any other database objects for which metadata is stored in INFORMATION\_SCHEMA.

It is also a very good idea to use different passwords for the root accounts on different NDB Cluster SQL nodes unless you are using shared privileges.

In sum, you cannot have a safe NDB Cluster if it is directly accessible from outside your local network.

**Important**

*Never* *leave* *the* *MySQL* *root* *account* *password* *empty*. This is just as true when running MySQL as an NDB Cluster SQL node as it is when running it as a standalone (non-Cluster) MySQL Server, and should be done as part of the MySQL installation process before configuring the MySQL Server as an SQL node in an NDB Cluster.

If you need to synchronize mysql system tables between SQL nodes, you can use standard MySQL replication to do so, or employ a script to copy table entries between the MySQL servers. Users and their privileges can be shared and kept in synch using the NDB\_STORED\_USER privilege.

**Summary.** The most important points to remember regarding the MySQL privilege system with regard to NDB Cluster are listed here:

1. Users and privileges established on one SQL node do not automatically exist or take effect on other SQL nodes in the cluster. Conversely, removing a user or privilege on one SQL node in the cluster does not remove the user or privilege from any other SQL nodes.

2. You can share MySQL users and privileges among SQL nodes using NDB\_STORED\_USER.

3. Once a MySQL user is granted privileges on an NDB table from one SQL node in an NDB Cluster, that user can “see” any data in that table regardless of the SQL node from which the data originated, even if that user is not shared.

**23.6.20.3** **NDB** **Cluster** **and** **MySQL** **Security** **Procedures**

In this section, we discuss MySQL standard security procedures as they apply to running NDB Cluster.

In general, any standard procedure for running MySQL securely also applies to running a MySQL Server as part of an NDB Cluster. First and foremost, you should always run a MySQL Server as the mysql operating system user; this is no different from running MySQL in a standard (non-Cluster)
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environment. The mysql system account should be uniquely and clearly defined. Fortunately, this is the default behavior for a new MySQL installation. You can verify that the mysqld process is running as the mysql operating system user by using the system command such as the one shown here:

$> **ps** **aux** **|** **grep** **mysql**

root 10467 0.0 0.1 3616 1380 pts/3 S 11:53 0:00 \

/bin/sh ./mysqld\_safe --ndbcluster --ndb-connectstring=localhost:1186

mysql 10512 0.2 2.5 58528 26636 pts/3 Sl 11:53 0:00 \

/usr/local/mysql/libexec/mysqld --basedir=/usr/local/mysql \

--datadir=/usr/local/mysql/var --user=mysql --ndbcluster \

--ndb-connectstring=localhost:1186 --pid-file=/usr/local/mysql/var/mothra .pid \

--log-error=/usr/local/mysql/var/mothra .err

jon 10579 0.0 0.0 2736 688 pts/0 S+ 11:54 0:00 grep mysql

If the mysqld process is running as any other user than mysql, you should immediately shut it down and restart it as the mysql user. If this user does not exist on the system, the mysql user account should be created, and this user should be part of the mysql user group; in this case, you should also make sure that the MySQL data directory on this system (as set using the --datadir option for mysqld) is owned by the mysql user, and that the SQL node's my.cnf file includes user=mysql in the [mysqld] section. Alternatively, you can start the MySQL server process with --user=mysql on the command line, but it is preferable to use the my.cnf option, since you might forget to use the command-line option and so have mysqld running as another user unintentionally. The mysqld\_safe startup script forces MySQL to run as the mysql user.

**Important**

Never run mysqld as the system root user. Doing so means that potentially any file on the system can be read by MySQL, and thus—should MySQL be compromised—by an attacker.

As mentioned in the previous section (see [Section 23.6.20.2, “NDB Cluster and MySQL Privileges”](#_bookmark27)), you should always set a root password for the MySQL Server as soon as you have it running. You should also delete the anonymous user account that is installed by default. You can accomplish these tasks using the following statements:

$> **mysql** **-u** **root**

mysql> **UPDATE** **mysql** **.user**

->

->

mysql> **DELETE** **FROM** **mysql** **.user**

-> **WHERE** **User='';**

mysql> **FLUSH** **PRIVILEGES;**

**SET** **Password=PASSWORD('*secure\_password*')**

**WHERE** **User='root';**

Be very careful when executing the DELETE statement not to omit the WHERE clause, or you risk deleting *all* MySQL users. Be sure to run the FLUSH PRIVILEGES statement as soon as you have modified the mysql.user table, so that the changes take immediate effect. Without FLUSH PRIVILEGES, the changes do not take effect until the next time that the server is restarted.

**Note**

Many of the NDB Cluster utilities such as ndb\_show\_tables, ndb\_desc, and ndb\_select\_all also work without authentication and can reveal table names, schemas, and data. By default these are installed on Unix-style systems with the permissions wxr-xr-x (755), which means they can be executed by any user that can access the mysql/bin directory.

See Section 23.5, “NDB Cluster Programs” , for more information about these utilities.

**23.7** **NDB** **Cluster** **Replication**
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**Note**

NDB Cluster does not support replication using GTIDs; semisynchronous replication and group replication are also not supported by the NDB storage engine.

Normal (non-clustered) replication involves a source server and a replica server, the source being so named because operations and data to be replicated originate with it, and the replica being the recipient of these. In NDB Cluster, replication is conceptually very similar but can be more complex in practice, as it may be extended to cover a number of different configurations including replicating between two complete clusters. Although an NDB Cluster itself depends on the NDB storage engine for clustering functionality, it is not necessary to use NDB as the storage engine for the replica's copies of the replicated tables (see [Replication from NDB to other storage engines](#_bookmark29)). However, for maximum availability, it is possible (and preferable) to replicate from one NDB Cluster to another, and it is this scenario that we discuss, as shown in the following figure:

**Figure** **23.10** **NDB** **Cluster-to-Cluster** **Replication** **Layout**
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In this scenario, the replication process is one in which successive states of a source cluster are logged and saved to a replica cluster. This process is accomplished by a special thread known as the NDB binary log injector thread, which runs on each MySQL server and produces a binary log (binlog). This thread ensures that all changes in the cluster producing the binary log—and not just those changes that are effected through the MySQL Server—are inserted into the binary log with the correct serialization order. We refer to the MySQL source and replica servers as replication servers or replication nodes, and the data flow or line of communication between them as a *replication* *channel*.

For information about performing point-in-time recovery with NDB Cluster and NDB Cluster Replication, see [Section 23.7.9.2, “Point-In-Time Recovery Using NDB Cluster Replication”](#_bookmark30) .

**NDB** **API** **replica** **status** **variables.** NDB API counters can provide enhanced monitoring capabilities on replica clusters. These counters are implemented as NDB statistics \_slave status variables, as seen in the output of SHOW STATUS, or in the results of queries against the Performance Schema session\_status or global\_status table in a mysql client session connected to a MySQL Server that is acting as a replica in NDB Cluster Replication. By comparing the values of these status variables before and after the execution of statements affecting replicated NDB tables, you can observe the corresponding actions taken on the NDB API level by the replica, which can be useful when monitoring or troubleshooting NDB Cluster Replication. Section 23.6.15, “NDB API Statistics Counters and Variables” , provides additional information.

**Replication** **from** **NDB** **to** **non-NDB** **tables.** It is possible to replicate NDB tables from an NDB Cluster acting as the replication source to tables using other MySQL storage engines such as InnoDB or MyISAM on a replica mysqld. This is subject to a number of conditions; see [Replication from NDB](#_bookmark29) [to other storage engines](#_bookmark29), and [Replication from NDB to a nontransactional storage engine](#_bookmark31), for more information.

**23.7.1** **NDB** **Cluster** **Replication:** **Abbreviations** **and** **Symbols**

Throughout this section, we use the following abbreviations or symbols for referring to the source and replica clusters, and to processes and commands run on the clusters or cluster nodes:

**Table** **23.69** **Abbreviations** **used** **throughout** **this** **section** **referring** **to** **source** **and** **replica** **clusters,** **and** **to** **processes** **and** **commands** **run** **on** **cluster** **nodes**

|  |  |
| --- | --- |
| **Symbol** **or** **Abbreviation** | **Description** **(Refers** **to...)** |
| *S* | The cluster serving as the (primary) replication source |
| *R* | The cluster acting as the (primary) replica |
| shell*S*> | Shell command to be issued on the source cluster |
| mysql*S*> | MySQL client command issued on a single MySQL server running as an SQL node on the source cluster |
| mysql*S\**> | MySQL client command to be issued on all SQL nodes participating in the replication source cluster |
| shell*R*> | Shell command to be issued on the replica cluster |
| mysql*R*> | MySQL client command issued on a single MySQL server running as an SQL node on the replica cluster |
| mysql*R\**> | MySQL client command to be issued on all SQL nodes participating in the replica cluster |
| *C* | Primary replication channel |
| *C'* | Secondary replication channel |
| *S'* | Secondary replication source |
| *R'* | Secondary replica |

**23.7.2** **General** **Requirements** **for** **NDB** **Cluster** **Replication**

A replication channel requires two MySQL servers acting as replication servers (one each for the source and replica). For example, this means that in the case of a replication setup with two replication channels (to provide an extra channel for redundancy), there should be a total of four replication nodes, two per cluster.
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**Important**

If you attempt to use NDB Cluster Replication with --binlog- format=STATEMENT, replication fails to work properly because the ndb\_binlog\_index table on the source cluster and the epoch column of the ndb\_apply\_status table on the replica cluster are not updated (see [Section 23.7.4, “NDB Cluster Replication Schema and Tables”](#_bookmark34)). Instead, only updates on the MySQL server acting as the replication source propagate to the replica, and no updates from any other SQL nodes in the source cluster are replicated.

The default value for the --binlog-format option is MIXED.

Each MySQL server used for replication in either cluster must be uniquely identified among all the MySQL replication servers participating in either cluster (you cannot have replication servers on both the source and replica clusters sharing the same ID). This can be done by starting each SQL node using the --server-id=*id* option, where *id* is a unique integer. Although it is not strictly necessary, we assume for purposes of this discussion that all NDB Cluster binaries are of the same release version.

It is generally true in MySQL Replication that both MySQL servers (mysqld processes) involved must be compatible with one another with respect to both the version of the replication protocol used and the SQL feature sets which they support (see Section 17.5.2, “Replication Compatibility Between MySQL Versions” ). It is due to such differences between the binaries in the NDB Cluster and MySQL Server 8.0 distributions that NDB Cluster Replication has the additional requirement that both mysqld binaries come from an NDB Cluster distribution. The simplest and easiest way to assure that the mysqld servers are compatible is to use the same NDB Cluster distribution for all source and replica mysqld binaries.

We assume that the replica server or cluster is dedicated to replication of the source cluster, and that no other data is being stored on it.

All NDB tables being replicated must be created using a MySQL server and client. Tables and other database objects created using the NDB API (with, for example, [Dictionary::createTable()](https://dev.mysql.com/doc/ndbapi/en/ndb-dictionary.html#ndb-dictionary-createtable)) are not visible to a MySQL server and so are not replicated. Updates by NDB API applications to existing tables that were created using a MySQL server can be replicated.

**Note**

It is possible to replicate an NDB Cluster using statement-based replication. However, in this case, the following restrictions apply:

• All updates to data rows on the cluster acting as the source must be directed to a single MySQL server.

• It is not possible to replicate a cluster using multiple simultaneous MySQL replication processes.

• Only changes made at the SQL level are replicated.

These are in addition to the other limitations of statement-based replication as opposed to row-based replication; see Section 17.2.1.1, “Advantages and Disadvantages of Statement-Based and Row-Based Replication” , for more specific information concerning the differences between the two replication formats.
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**23.7.3** **Known** **Issues** **in** **NDB** **Cluster** **Replication**

This section discusses known problems or issues when using replication with NDB Cluster.

**Loss** **of** **connection** **between** **source** **and** **replica.** A loss of connection can occur either between the source cluster SQL node and the replica cluster SQL node, or between the source SQL node and the data nodes of the source cluster. In the latter case, this can occur not only as a result of loss of physical connection (for example, a broken network cable), but due to the overflow of data node event buffers; if the SQL node is too slow to respond, it may be dropped by the cluster (this is controllable to some degree by adjusting the MaxBufferedEpochs and TimeBetweenEpochs configuration parameters). If this occurs, *it* *is* *entirely* *possible* *for* *new* *data* *to* *be* *inserted* *into* *the* *source* *cluster* *without* *being* *recorded* *in* *the* *source* *SQL* *node's* *binary* *log*. For this reason, to guarantee high availability, it is extremely important to maintain a backup replication channel, to monitor the primary channel, and to fail over to the secondary replication channel when necessary to keep the replica cluster synchronized with the source. NDB Cluster is not designed to perform such monitoring on its own; for this, an external application is required.

The source SQL node issues a “gap” event when connecting or reconnecting to the source cluster. (A gap event is a type of “incident event,” which indicates an incident that occurs that affects the contents of the database but that cannot easily be represented as a set of changes. Examples of incidents are server failures, database resynchronization, some software updates, and some hardware changes.) When the replica encounters a gap in the replication log, it stops with an error message. This message is available in the output of SHOW REPLICA STATUS (prior to NDB 8.0.22, use SHOW SLAVE STATUS), and indicates that the SQL thread has stopped due to an incident registered in the replication stream, and that manual intervention is required. See [Section 23.7.8, “Implementing Failover with NDB](#_bookmark35) [Cluster Replication”](#_bookmark35) , for more information about what to do in such circumstances.

**Important**

Because NDB Cluster is not designed on its own to monitor replication status or provide failover, if high availability is a requirement for the replica server or cluster, then you must set up multiple replication lines, monitor the source mysqld on the primary replication line, and be prepared fail over to a secondary line if and as necessary. This must be done manually, or possibly by means of a third-party application. For information about implementing this type of setup, see [Section 23.7.7, “Using Two Replication Channels for NDB Cluster](#_bookmark36) [Replication”](#_bookmark36) , and [Section 23.7.8, “Implementing Failover NDB Cluster](#_bookmark35)with [Replication”](#_bookmark35) .

If you are replicating from a standalone MySQL server to an NDB Cluster, one channel is usually sufficient.

**Circular** **replication.** NDB Cluster Replication supports circular replication, as shown in the next

example. The replication setup involves three NDB Clusters numbered 1, 2, and 3, in which Cluster 1 acts as the replication source for Cluster 2, Cluster 2 acts as the source for Cluster 3, and Cluster 3 acts as the source for Cluster 1, thus completing the circle. Each NDB Cluster has two SQL nodes, with SQL nodes A and B belonging to Cluster 1, SQL nodes C and D belonging to Cluster 2, and SQL nodes E and F belonging to Cluster 3.

Circular replication using these clusters is supported as long as the following conditions are met:

• The SQL nodes on all source and replica clusters are the same.

• All SQL nodes acting as sources and replicas are started with the system variable log\_replica\_updates (NDB 8.0.26 and later) or log\_slave\_updates (prior to NDB 8.0.26) enabled.

This type of circular replication setup is shown in the following diagram:

**Figure** **23.11** **NDB** **Cluster** **Circular** **Replication** **With** **All** **Sources** **As** **Replicas**
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In this scenario, SQL node A in Cluster 1 replicates to SQL node C in Cluster 2; SQL node C replicates to SQL node E in Cluster 3; SQL node E replicates to SQL node A. In other words, the replication line (indicated by the curved arrows in the diagram) directly connects all SQL nodes used as sources and replicas.

It should also be possible to set up circular replication in which not all source SQL nodes are also replicas, as shown here:
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**Figure** **23.12** **NDB** **Cluster** **Circular** **Replication** **Where** **Not** **All** **Sources** **Are** **Replicas**
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In this case, different SQL nodes in each cluster are used as sources and replicas. However, you must *not* start any of the SQL nodes with the log\_replica\_updates or log\_slave\_updates system variable enabled. This type of circular replication scheme for NDB Cluster, in which the line of replication (again indicated by the curved arrows in the diagram) is discontinuous, should be possible, but it should be noted that it has not yet been thoroughly tested and must therefore still be considered experimental.

**Note**

The NDB storage engine uses *idempotent* *execution* *mode*, which suppresses duplicate-key and other errors that otherwise break circular replication of NDB Cluster. This is equivalent to setting the global value of the system variable replica\_exec\_mode or slave\_exec\_mode to IDEMPOTENT, although this is not necessary in NDB Cluster replication, since NDB Cluster sets this variable automatically and ignores any attempts to set it explicitly.
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**NDB** **Cluster** **Replication** **and** **Unique** **Keys.** In older versions of NDB Cluster, operations

that updated values of unique key columns of NDB tables could result in duplicate-key errors when replicated. This issue is solved for replication between NDB tables by deferring unique key checks until after all table row updates have been performed.

Deferring constraints in this way is currently supported only by NDB. Thus, updates of unique keys when replicating from NDB to a different storage engine such as InnoDB or MyISAM are still not supported.

The problem encountered when replicating without deferred checking of unique key updates can be illustrated using NDB table such as t, is created and populated on the source (and transmitted to a replica that does not support deferred unique key updates) as shown here:

CREATE TABLE t (

p INT PRIMARY KEY,

c INT,

UNIQUE KEY u (c)

) ENGINE NDB;

INSERT INTO t

VALUES (1,1), (2,2), (3,3), (4,4), (5,5);

The following UPDATE statement on t succeeds on the source, since the rows affected are processed in the order determined by the ORDER BY option, performed over the entire table:

UPDATE t SET c = c - 1 ORDER BY p;

The same statement fails with a duplicate key error or other constraint violation on the replica, because the ordering of the row updates is performed for one partition at a time, rather than for the table as a whole.

**Note**

Every NDB table is implicitly partitioned by key when it is created. See [Section 24.2.5, “KEY Partitioning”](#_bookmark37) , for more information.

**GTIDs** **not** **supported.** Replication using global transaction IDs is not compatible with the NDB storage engine, and is not supported. Enabling GTIDs is likely to cause NDB Cluster Replication to fail.

**Multithreaded** **replicas.** NDB Cluster does not support multithreaded replicas. This is because the replica may not be able to separate transactions occurring in one database from those in another if they are written within the same epoch. In addition, every transaction handled by the NDB storage engine involves at least two databases—the target database and the mysql system database—due to the requirement for updating the mysql.ndb\_apply\_status table (see [Section 23.7.4, “NDB](#_bookmark34) [Cluster Replication Schema and Tables”](#_bookmark34)). This in turn breaks the requirement for multithreading that the transaction is specific to a given database.

Prior to NDB 8.0.26, setting any system variables relating to multithreaded replicas

such as replica\_parallel\_workers or slave\_parallel\_workers, and replica\_checkpoint\_group or slave\_checkpoint\_group (or the equivalent mysqld startup options) was completely ignored, and had no effect.

In NDB 8.0.27 through NDB 8.0.32, replica\_parallel\_workers must be set to 0. In these versions, if this is set to any other value on startup, NDB changes it to 0, and writes a message to the mysqld server log file. This restriction is lifted in NDB 8.0.33.

**Restarting** **with** **--initial.** Restarting the cluster with the --initial option causes the sequence of GCI and epoch numbers to start over from 0. (This is generally true of NDB Cluster and not
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limited to replication scenarios involving Cluster.) The MySQL servers involved in replication should in this case be restarted. After this, you should use the RESET MASTER and RESET REPLICA (prior to NDB 8.0.22, use RESET SLAVE) statements to clear the invalid ndb\_binlog\_index and ndb\_apply\_status tables, respectively.

**Replication** **from** **NDB** **to** **other** **storage** **engines.** It is possible to replicate an NDB table on the source to a table using a different storage engine on the replica, taking into account the restrictions listed here:

• Multi-source and circular replication are not supported (tables on both the source and the replica must use the NDB storage engine for this to work).

• Using a storage engine which does not perform binary logging for tables on the replica requires special handling.

• Use of a nontransactional storage engine for tables on the replica also requires special handling.

• The source mysqld must be started with --ndb-log-update-as-write=0 or --ndb-log- update-as-write=OFF.

The next few paragraphs provide additional information about each of the issues just described.

**Multiple** **sources** **not** **supported** **when** **replicating** **NDB** **to** **other** **storage** **engines.** For replication from NDB to a different storage engine, the relationship between the two databases must be one-to- one. This means that bidirectional or circular replication is not supported between NDB Cluster and other storage engines.

In addition, it is not possible to configure more than one replication channel when replicating between NDB and a different storage engine. (An NDB Cluster database *can* simultaneously replicate to multiple NDB Cluster databases.) If the source uses NDB tables, it is still possible to have more than one MySQL Server maintain a binary log of all changes, but for the replica to change sources (fail over), the new source-replica relationship must be explicitly defined on the replica.

**Replicating** **NDB** **tables** **to** **a** **storage** **engine** **that** **does** **not** **perform** **binary** **logging.** If you attempt to replicate from an NDB Cluster to a replica that uses a storage engine that does not handle its own binary logging, the replication process aborts with the error Binary logging not possible ... Statement cannot be written atomically since more than one engine involved and at least one engine is self-logging (Error 1595). It is possible to work around this issue in one of the following ways:

• **Turn** **off** **binary** **logging** **on** **the** **replica.** This can be accomplished by setting sql\_log\_bin =

0.

• **Change** **the** **storage** **engine** **used** **for** **the** **mysql.ndb\_apply\_status** **table.** Causing this table to use an engine that does not handle its own binary logging can also eliminate the conflict.

This can be done by issuing a statement such as ALTER TABLE mysql.ndb\_apply\_status ENGINE=MyISAM on the replica. It is safe to do this when using a storage engine other than NDB on the replica, since you do not need to worry about keeping multiple replicas synchronized.

• **Filter** **out** **changes** **to** **the** **mysql.ndb\_apply\_status** **table** **on** **the** **replica.** This can be done by starting the replica with --replicate-ignore-table=mysql.ndb\_apply\_status. If you need for other tables to be ignored by replication, you might wish to use an appropriate --replicate- wild-ignore-table option instead.

**Important**

You should *not* disable replication or binary logging of

mysql.ndb\_apply\_status or change the storage engine used for this table when replicating from one NDB Cluster to another. See [Replication and binary](#_bookmark38) [log filtering rules with replication between NDB Clusters](#_bookmark38), for details.

**Replication** **from** **NDB** **to** **a** **nontransactional** **storage** **engine.** When replicating from NDB to a nontransactional storage engine such as MyISAM, you may encounter unnecessary duplicate key errors when replicating INSERT ... ON DUPLICATE KEY UPDATE statements. You can suppress these by using --ndb-log-update-as-write=0, which forces updates to be logged as writes, rather than as updates.

**Replication** **and** **binary** **log** **filtering** **rules** **with** **replication** **between** **NDB** **Clusters.** If you are using any of the options --replicate-do-\*, --replicate-ignore-\*, --binlog-do-db, or -- binlog-ignore-db to filter databases or tables being replicated, you must take care not to block replication or binary logging of the mysql.ndb\_apply\_status, which is required for replication between NDB Clusters to operate properly. In particular, you must keep in mind the following:

1. Using --replicate-do-db=*db\_name* (and no other --replicate-do-\* or --replicate- ignore-\* options) means that *only* tables in database *db\_name* are replicated. In this case, you should also use --replicate-do-db=mysql, --binlog-do-db=mysql, or --replicate- do-table=mysql.ndb\_apply\_status to ensure that mysql.ndb\_apply\_status is populated on replicas.

Using --binlog-do-db=*db\_name* (and no other --binlog-do-db options) means that changes *only* to tables in database *db\_name* are written to the binary log. In this case, you should also use --replicate-do-db=mysql, --binlog-do-db=mysql, or --replicate-do- table=mysql.ndb\_apply\_status to ensure that mysql.ndb\_apply\_status is populated on replicas.

2. Using --replicate-ignore-db=mysql means that no tables in the mysql

database are replicated. In this case, you should also use --replicate-do- table=mysql.ndb\_apply\_status to ensure that mysql.ndb\_apply\_status is replicated.

Using --binlog-ignore-db=mysql means that no changes to tables in the mysql database are written to the binary log. In this case, you should also use --replicate-do- table=mysql.ndb\_apply\_status to ensure that mysql.ndb\_apply\_status is replicated.

You should also remember that each replication rule requires the following:

1. Its own --replicate-do-\* or --replicate-ignore-\* option, and that multiple rules

cannot be expressed in a single replication filtering option. For information about these rules, see Section 17. 1.6, “Replication and Binary Logging Options and Variables” .

2. Its own --binlog-do-db or --binlog-ignore-db option, and that multiple rules cannot be expressed in a single binary log filtering option. For information about these rules, see Section 5.4.4, “The Binary Log” .

If you are replicating an NDB Cluster to a replica that uses a storage engine other than NDB, the considerations just given previously may not apply, as discussed elsewhere in this section.

**NDB** **Cluster** **Replication** **and** **IPv6.** Beginning with NDB 8.0.22, all types of NDB Cluster nodes support IPv6; this includes management nodes, data nodes, and API or SQL nodes.

Prior to NDB 8.0.22, the NDB API and MGM API (and thus data nodes and management nodes) do not support IPv6, although MySQL Servers—including those acting as SQL nodes in an NDB Cluster —can use IPv6 to contact other MySQL Servers. In versions of NDB Cluster prior to 8.0.22, you can replicate between clusters using IPv6 to connect the SQL nodes acting as source and replica as shown by the dotted arrow in the following diagram:

**Figure** **23.13** **Replication** **Between** **SQL** **Nodes** **Connected** **Using** **IPv6**
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Prior to NDB 8.0.22, all connections originating *within* the NDB Cluster —represented in the preceding diagram by solid arrows—must use IPv4. In other words, all NDB Cluster data nodes, management servers, and management clients must be accessible from one another using IPv4. In addition, SQL nodes must use IPv4 to communicate with the cluster. In NDB 8.0.22 and later, these restrictions no longer apply; in addition, any applications written using the NDB and MGM APIs can be written and deployed assuming an IPv6-only environment.

**Attribute** **promotion** **and** **demotion.** NDB Cluster Replication includes support for attribute promotion and demotion. The implementation of the latter distinguishes between lossy and non-lossy type conversions, and their use on the replica can be controlled by setting the global value of the system variable replica\_type\_conversions (NDB 8.0.26 and later) or slave\_type\_conversions (prior to NDB 8.0.26).

For more information about attribute promotion and demotion in NDB Cluster, see Row-based replication: attribute promotion and demotion.

NDB, unlike InnoDB or MyISAM, does not write changes to virtual columns to the binary log; however, this has no detrimental effects on NDB Cluster Replication or replication between NDB and other storage engines. Changes to stored generated columns are logged.

**23.7.4** **NDB** **Cluster** **Replication** **Schema** **and** **Tables**

• [ndb\_apply\_status Table](#_bookmark39)

• [ndb\_binlog\_index Table](#_bookmark40)

• [ndb\_replication Table](#_bookmark41)

Replication in NDB Cluster makes use of a number of dedicated tables in the mysql database on each MySQL Server instance acting as an SQL node in both the cluster being replicated and in the replica. This is true regardless of whether the replica is a single server or a cluster.

The ndb\_binlog\_index and ndb\_apply\_status tables are created in the mysql database. They should not be explicitly replicated by the user. User intervention is normally not required to create or maintain either of these tables, since both are maintained by the NDB binary log (binlog) injector thread.
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The ndb\_replication table must be created manually. This table can be updated by the user to perform filtering by database or table. See [ndb\_replication Table](#_bookmark41), for more information. ndb\_replication is also used in NDB Replication conflict detection and resolution for conflict resolution control; see [Conflict Resolution Control](#_bookmark42).

Even though ndb\_binlog\_index and ndb\_apply\_status are created and maintained automatically, it is advisable to check for the existence and integrity of these tables as an initial step in preparing an NDB Cluster for replication. It is possible to view event data recorded in the binary log by querying the mysql.ndb\_binlog\_index table directly on the source. This can be also be accomplished using the SHOW BINLOG EVENTS statement on either the source or replica SQL node. (See Section 13.7.7.2, “SHOW BINLOG EVENTS Statement” .)

You can also obtain useful information from the output of SHOW ENGINE NDB STATUS.

**Note**

When performing schema changes on NDB tables, applications should wait until the ALTER TABLE statement has returned in the MySQL client connection that issued the statement before attempting to use the updated definition of the table.

**ndb\_apply\_status** **Table**

ndb\_apply\_status is used to keep a record of the operations that have been replicated from the source to the replica. If the ndb\_apply\_status table does not exist on the replica, ndb\_restore re- creates it.

Unlike the case with ndb\_binlog\_index, the data in this table is not specific to any one SQL node in the (replica) cluster, and so ndb\_apply\_status can use the NDBCLUSTER storage engine, as shown here:

CREATE TABLE `ndb\_apply\_status` (

`server\_id` INT(10) UNSIGNED NOT NULL,

`epoch` BIGINT(20) UNSIGNED NOT NULL,

`log\_name` VARCHAR(255) CHARACTER SET latin1 COLLATE latin1\_bin NOT NULL,

`start\_pos` BIGINT(20) UNSIGNED NOT NULL,

`end\_pos` BIGINT(20) UNSIGNED NOT NULL,

PRIMARY KEY (`server\_id`) USING HASH

) ENGINE=NDBCLUSTER DEFAULT CHARSET=latin1;

The ndb\_apply\_status table is populated only on replicas, which means that, on the source, this table never contains any rows; thus, there is no need to allot any DataMemory to ndb\_apply\_status there.

Because this table is populated from data originating on the source, it should be allowed to replicate; any replication filtering or binary log filtering rules that inadvertently prevent the replica from updating ndb\_apply\_status, or that prevent the source from writing into the binary log may prevent replication between clusters from operating properly. For more information about potential problems arising from such filtering rules, see [Replication and binary log filtering rules with replication between](#_bookmark38) [NDB Clusters](#_bookmark38).

It is possible to delete this table, but this is not recommended. Deleting it puts all SQL nodes in read-only mode; in NDB 8.0.24 and later, NDB detects that this table has been dropped, and re-creates it, after which it is possible once again to perform updates. Dropping and re-creating

ndb\_apply\_status creates a gap event in the binary log; the gap event causes replica SQL nodes to
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stop applying changes from the source until the replication channel is restarted. Prior to NDB 8.0.24, it was necessary in such cases to restart all SQL nodes to bring them out of read-only mode, and then to re-create ndb\_apply\_status manually.

0 in the epoch column of this table indicates a transaction originating from a storage engine other than NDB.

ndb\_apply\_status is used to record which epoch transactions have been replicated and applied to a replica cluster from an upstream source. This information is captured in an NDB online backup, but (by design) it is not restored by ndb\_restore. In some cases, it can be helpful to restore this information for use in new setups; beginning with NDB 8.0.29, you can do this by invoking ndb\_restore with the --with-apply-status option. See the description of the option for more information.

**ndb\_binlog\_index** **Table**

NDB Cluster Replication uses the ndb\_binlog\_index table for storing the binary log's indexing data. Since this table is local to each MySQL server and does not participate in clustering, it uses the InnoDB storage engine. This means that it must be created separately on each mysqld participating in the source cluster. (The binary log itself contains updates from all MySQL servers in the cluster.) This table is defined as follows:

CREATE TABLE `ndb\_binlog\_index` (

`Position` BIGINT(20) UNSIGNED NOT NULL,

`File` VARCHAR(255) NOT NULL,

`epoch` BIGINT(20) UNSIGNED NOT NULL,

`inserts` INT(10) UNSIGNED NOT NULL,

`updates` INT(10) UNSIGNED NOT NULL,

`deletes` INT(10) UNSIGNED NOT NULL,

`schemaops` INT(10) UNSIGNED NOT NULL,

`orig\_server\_id` INT(10) UNSIGNED NOT NULL,

`orig\_epoch` BIGINT(20) UNSIGNED NOT NULL,

`gci` INT(10) UNSIGNED NOT NULL,

`next\_position` bigint(20) unsigned NOT NULL,

`next\_file` varchar(255) NOT NULL,

PRIMARY KEY (`epoch`,`orig\_server\_id`,`orig\_epoch`)

) ENGINE=InnoDB DEFAULT CHARSET=latin1;

**Note**

If you are upgrading from an older release (prior to NDB 7.5.2), perform the MySQL upgrade procedure and ensure that the system tables are upgraded by starting the MySQL server with the --upgrade=FORCE option. The system table upgrade causes an ALTER TABLE ... ENGINE=INNODB statement to be executed for this table. Use of the MyISAM storage engine for this table continues to be supported for backward compatibility.

ndb\_binlog\_index may require additional disk space after being converted to InnoDB. If this becomes an issue, you may be able to conserve space by using an InnoDB tablespace for this table, changing its ROW\_FORMAT to COMPRESSED, or both. For more information, see Section 13.1.21, “CREATE TABLESPACE Statement” , and Section 13.1.20, “CREATE TABLE Statement” , as well as Section 15.6.3, “Tablespaces” .

The size of the ndb\_binlog\_index table is dependent on the number of epochs per binary log file and the number of binary log files. The number of epochs per binary log file normally depends on the amount of binary log generated per epoch and the size of the binary log file, with smaller epochs resulting in more epochs per file. You should be aware that empty epochs produce inserts to the ndb\_binlog\_index table, even when the --ndb-log-empty-epochs option is OFF, meaning that the number of entries per file depends on the length of time that the file is in use; this relationship can be represented by the formula shown here:

[number of epochs per file] = [time spent per file] / TimeBetweenEpochs

A busy NDB Cluster writes to the binary log regularly and presumably rotates binary log files more quickly than a quiet one. This means that a “quiet” NDB Cluster with --ndb-log-empty-epochs=ON can actually have a much higher number of ndb\_binlog\_index rows per file than one with a great deal of activity.

When mysqld is started with the --ndb-log-orig option, the orig\_server\_id and orig\_epoch columns store, respectively, the ID of the server on which the event originated and the epoch in which the event took place on the originating server, which is useful in NDB Cluster replication setups employing multiple sources. The SELECT statement used to find the closest binary log position to the highest applied epoch on the replica in a multi-source setup (see [Section 23.7.10, “NDB Cluster](#_bookmark43) [Replication: Bidirectional and Circular Replication”](#_bookmark43)) employs these two columns, which are not indexed. This can lead to performance issues when trying to fail over, since the query must perform a table scan, especially when the source has been running with --ndb-log-empty-epochs=ON. You can improve multi-source failover times by adding an index to these columns, as shown here:

ALTER TABLE mysql.ndb\_binlog\_index

ADD INDEX orig\_lookup USING BTREE (orig\_server\_id, orig\_epoch);

Adding this index provides no benefit when replicating from a single source to a single replica, since the query used to get the binary log position in such cases makes no use of orig\_server\_id or orig\_epoch.

See [Section 23.7.8, “Implementing Failover with NDB Cluster Replication”](#_bookmark35) , for more information about using the next\_position and next\_file columns.

The following figure shows the relationship of the NDB Cluster replication source server, its binary log injector thread, and the mysql.ndb\_binlog\_index table.

**Figure** **23.14** **The** **Replication** **Source** **Cluster**

![](data:image/png;base64,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)

**ndb\_replication** **Table**

The ndb\_replication table is used to control binary logging and conflict resolution, and acts on a per-table basis. Each row in this table corresponds to a table being replicated, determines how to log changes to the table and, if a conflict resolution function is specified, and determines how to resolve conflicts for that table.

Unlike the ndb\_apply\_status and ndb\_replication tables, the ndb\_replication table must be created manually, using the SQL statement shown here:

CREATE TABLE mysql.ndb\_replication (

db VARBINARY(63),

table\_name VARBINARY(63),

server\_id INT UNSIGNED,

binlog\_type INT UNSIGNED,

conflict\_fn VARBINARY(128),

PRIMARY KEY USING HASH (db, table\_name, server\_id)

) ENGINE=NDB

PARTITION BY KEY(db,table\_name);

The columns of this table are listed here, with descriptions:

• db column

The name of the database containing the table to be replicated.

You may employ either or both of the wildcards \_ and % as part of the database name. (See [Matching with wildcards](#_bookmark44), later in this section.)

• table\_name column

The name of the table to be replicated.

The table name may include either or both of the wildcards \_ and %. See [Matching with wildcards](#_bookmark44), later in this section.

• server\_id column

The unique server ID of the MySQL instance (SQL node) where the table resides.

0 in this column acts like a wildcard equivalent to %, and matches any server ID. (See [Matching with](#_bookmark44) [wildcards](#_bookmark44), later in this section.)

• binlog\_type column

The type of binary logging to be employed. See text for values and descriptions.

• conflict\_fn column

The conflict resolution function to be applied; one of [NDB$OLD()](#_bookmark45), [NDB$MAX()](#_bookmark46), [NDB](#_bookmark47) [$MAX\_DELETE\_WIN()](#_bookmark47), [NDB$EPOCH()](#_bookmark48), [NDB$EPOCH\_TRANS()](#_bookmark49), [NDB$EPOCH2()](#_bookmark50), [NDB](#_bookmark51) [$EPOCH2\_TRANS()](#_bookmark51); NULL indicates that conflict resolution is not used for this table. NDB 8.0.30 and later supports two additional conflict resolution functions [NDB$MAX\_INS()](#_bookmark52) and [NDB](#_bookmark53) [$MAX\_DEL\_WIN\_INS()](#_bookmark53).

See [Conflict Resolution Functions](#_bookmark54), for more information about these functions and their uses in NDB Replication conflict resolution.

Some conflict resolution functions (NDB$OLD(), NDB$EPOCH(), NDB$EPOCH\_TRANS()) require the use of one or more user-created exceptions tables. See [Conflict Resolution Exceptions Table](#_bookmark55).

To enable conflict resolution with NDB Replication, it is necessary to create and populate this table with control information on the SQL node or nodes on which the conflict should be resolved. Depending on the conflict resolution type and method to be employed, this may be the source, the replica, or both servers. In a simple source-replica setup where data can also be changed locally on the replica this is typically the replica. In a more complex replication scheme, such as bidirectional replication, this is usually all of the sources involved. See [Section 23.7.12, “NDB Cluster Replication Conflict Resolution”](#_bookmark56) , for more information.

The ndb\_replication table allows table-level control over binary logging outside the scope of conflict resolution, in which case conflict\_fn is specified as NULL, while the remaining column values are used to control binary logging for a given table or set of tables matching a wildcard expression. By setting the proper value for the binlog\_type column, you can make logging for a given table or tables use a desired binary log format, or disabling binary logging altogether. Possible values for this column, with values and descriptions, are shown in the following table:
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|  |  |
| --- | --- |
| **Value** | **Description** |
| 0 | Use server default |
| 1 | Do not log this table in the binary log (same effect as sql\_log\_bin = 0, but applies to one or more specified tables only) |
| 2 | Log updated attributes only; log these as WRITE\_ROW events |
| 3 | Log full row, even if not updated (MySQL server default behavior) |
| 6 | Use updated attributes, even if values are unchanged |
| 7 | Log full row, even if no values are changed; log updates as UPDATE\_ROW events |
| 8 | Log update as UPDATE\_ROW; log only primary key columns in before image, and only updated columns in after image (same effect as --ndb-log-update- minimal, but applies to one or more specified tables only) |
| 9 | Log update as UPDATE\_ROW; log only primary key columns in before image, and all columns other than primary key columns in after image |

**Note**

binlog\_type values 4 and 5 are not used, and so are omitted from the table just shown, as well as from the next table.

Several binlog\_type values are equivalent to various combinations of the mysqld logging options --ndb-log-updated-only, --ndb-log-update-as-write, and --ndb-log-update- minimal, as shown in the following table:

**Table** **23.71** **binlog\_type** **values** **with** **equivalent** **combinations** **of** **NDB** **logging** **options**

|  |  |  |  |
| --- | --- | --- | --- |
| **Value** | **--ndb-log-updated-only**  **Value** | **--ndb-log-update-as-** **write** **Value** | **--ndb-log-update-**  **minimal** **Value** |
| 0 | -- | -- | -- |
| 1 | -- | -- | -- |
| 2 | ON | ON | OFF |
| 3 | OFF | ON | OFF |
| 6 | ON | OFF | OFF |
| 7 | OFF | OFF | OFF |
| 8 | ON | OFF | ON |
| 9 | OFF | OFF | ON |

Binary logging can be set to different formats for different tables by inserting rows into the ndb\_replication table using the appropriate db, table\_name, and binlog\_type column values. The internal integer value shown in the preceding table should be used when setting the binary logging format. The following two statements set binary logging to logging of full rows ( value 3) for table test.a, and to logging of updates only ( value 2) for table test.b:

# Table test.a: Log full rows

INSERT INTO mysql.ndb\_replication VALUES("test", "a", 0, 3, NULL);

# Table test.b: log updates only

INSERT INTO mysql.ndb\_replication VALUES("test", "b", 0, 2, NULL);

To disable logging for one or more tables, use 1 for binlog\_type, as shown here:

# Disable binary logging for table test.t1

INSERT INTO mysql.ndb\_replication VALUES("test", "t1", 0, 1, NULL);

# Disable binary logging for any table in 'test' whose name begins with 't'

INSERT INTO mysql.ndb\_replication VALUES("test", "t%", 0, 1, NULL);

Disabling logging for a given table is the equivalent of setting sql\_log\_bin = 0, except that it applies to one or more tables individually. If an SQL node is not performing binary logging for a given table, it is not sent the row change events for those tables. This means that it is not receiving all changes and discarding some, but rather it is not subscribing to these changes.

Disabling logging can be useful for a number of reasons, including those listed here:

• Not sending changes across the network generally saves bandwidth, buffering, and CPU resources.

• Not logging changes to tables with very frequent updates but whose value is not great is a good fit for transient data (such as session data) that may be relatively unimportant in the event of a complete failure of the cluster.

• Using a session variable (or sql\_log\_bin) and application code, it is also possible to log (or not to log) certain SQL statements or types of SQL statements; for example, it may be desirable in some cases not to record DDL statements on one or more tables.

• Splitting replication streams into two (or more) binary logs can be done for reasons of performance, a need to replicate different databases to different places, use of different binary logging types for different databases, and so on.

**Matching** **with** **wildcards.** In order not to make it necessary to insert a row in the ndb\_replication table for each and every combination of database, table, and SQL node in your replication setup, NDB supports wildcard matching on the this table's db, table\_name, and server\_id columns. Database and table names used in, respectively, db and table\_name may contain either or both of the following wildcards:

• \_ (underscore character): matches zero or more characters

• % (percent sign): matches a single character

(These are the same wildcards as supported by the MySQL LIKE operator.)

The server\_id column supports 0 as a wildcard equivalent to \_ (matches anything). This is used in the examples shown previously.

A given row in the ndb\_replication table can use wildcards to match any of the database name, table name, and server ID in any combination. Where there are multiple potential matches in the table, the best match is chosen, according to the table shown here, where *W* represents a wildcard match, *E* an exact match, and the greater the value in the *Quality* column, the better the match:

**Table** **23.72** **Weights** **of** **different** **combinations** **of** **wildcard** **and** **exact** **matches** **on** **columns** **in** **the** **mysql.ndb\_replication** **table**

|  |  |  |  |
| --- | --- | --- | --- |
| **db** | **table\_name** | **server\_id** | **Quality** |
| W | W | W | 1 |
| W | W | E | 2 |
| W | E | W | 3 |
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|  |  |  |  |
| --- | --- | --- | --- |
| **db** | **table\_name** | **server\_id** | **Quality** |
| W | E | E | 4 |
| E | W | W | 5 |
| E | W | E | 6 |
| E | E | W | 7 |
| E | E | E | 8 |

Thus, an exact match on database name, table name, and server ID is considered best (strongest), while the weakest (worst) match is a wildcard match on all three columns. Only the strength of the match is considered when choosing which rule to apply; the order in which the rows occur in the table has no effect on this determination.

**Logging** **Full** **or** **Partial** **Rows.** There are two basic methods of logging rows, as determined by the setting of the --ndb-log-updated-only option for mysqld:

• Log complete rows (option set to ON)

• Log only column data that has been updated—that is, column data whose value has been set, regardless of whether or not this value was actually changed. This is the default behavior (option set to OFF).

It is usually sufficient—and more efficient—to log updated columns only; however, if you need to log full rows, you can do so by setting --ndb-log-updated-only to 0 or OFF.

**Logging** **Changed** **Data** **as** **Updates.** The setting of the MySQL Server's --ndb-log-update- as-write option determines whether logging is performed with or without the “before” image.

Because conflict resolution for updates and delete operations is done in the MySQL Server's update handler, it is necessary to control the logging performed by the replication source such that updates are updates and not writes; that is, such that updates are treated as changes in existing rows rather than the writing of new rows, even though these replace existing rows.

This option is turned on by default; in other words, updates are treated as writes. That is, updates are by default written as write\_row events in the binary log, rather than as update\_row events.

To disable the option, start the source mysqld with --ndb-log-update-as-write=0 or --ndb- log-update-as-write=OFF. You must do this when replicating from NDB tables to tables using a different storage engine; see [Replication from NDB to other storage engines](#_bookmark29), and [Replication from](#_bookmark31) [NDB to a nontransactional storage engine](#_bookmark31), for more information.

**Important**

(*NDB* *8.0.30* *and* *later*:) For insert conflict resolution using NDB$MAX\_INS() or NDB$MAX\_DEL\_WIN\_INS(), an SQL node (that is, a mysqld process) can record row updates on the source cluster as WRITE\_ROW events with the -- ndb-log-update-as-write option enabled for idempotency and optimal size. This works for these algorithms since they both map a WRITE\_ROW event to an insert or update depending on whether the row already exists, and the required metadata (the “after” image for the timestamp column) is present in the “WRITE\_ROW” event.

**23.7.5** **Preparing** **the** **NDB** **Cluster** **for** **Replication**

Preparing the NDB Cluster for replication consists of the following steps:

1. Check all MySQL servers for version compatibility (see [Section 23.7.2, “General Requirements for](#_bookmark32) [NDB Cluster Replication”](#_bookmark32)).

2. Create a replication account on the source Cluster with the appropriate privileges, using the following two SQL statements:

mysql*S*> **CREATE** **USER** **'*replica\_user*'@'*replica\_host*** **'**

-> **IDENTIFIED** **BY** **'*replica\_password*';**

mysql*S*> **GRANT** **REPLICATION** **SLAVE** **ON** **\*** **.\***

-> **TO** **'*replica\_user*'@'*replica\_host*** **';**

In the previous statement, *replica\_user* is the replication account user name, *replica\_host* is the host name or IP address of the replica, and *replica\_password* is the password to assign to this account.

For example, to create a replica user account with the name myreplica, logging in from the host named replica-host, and using the password 53cr37, use the following CREATE USER and GRANT statements:

mysql*S*> **CREATE** **USER** **'myreplica'@'replica-host'**

-> **IDENTIFIED** **BY** **'53cr37';**

mysql*S*> **GRANT** **REPLICATION** **SLAVE** **ON** **\*** **.\***

-> **TO** **'myreplica'@'replica-host';**

For security reasons, it is preferable to use a unique user account—not employed for any other purpose—for the replication account.

3. Set up the replica to use the source. Using the mysql client, this can be accomplished with the CHANGE REPLICATION SOURCE TO statement (beginning with NDB 8.0.23) or CHANGE MASTER TO statement (prior to NDB 8.0.23):

mysql*R*> **CHANGE** **MASTER** **TO**

-> **MASTER\_HOST='*source\_host*** **',**

-> **MASTER\_PORT=*source\_port*** **,**

-> **MASTER\_USER='*replica\_user*',**

-> **MASTER\_PASSWORD='*replica\_password*';**

Beginning with NDB 8.0.23, you can also use the following statement:

mysql*R*> **CHANGE** **REPLICATION** **SOURCE** **TO**

-> **SOURCE\_HOST='*source\_host*** **',**

-> **SOURCE\_PORT=*source\_port*** **,**

-> **SOURCE\_USER='*replica\_user*',**

-> **SOURCE\_PASSWORD='*replica\_password*';**

In the previous statement, *source\_host* is the host name or IP address of the replication source, *source\_port* is the port for the replica to use when connecting to the source, *replica\_user* is the user name set up for the replica on the source, and *replica\_password* is the password set for that user account in the previous step.

For example, to tell the replica to use the MySQL server whose host name is rep-source with the replication account created in the previous step, use the following statement:

mysql*R*> **CHANGE** **MASTER** **TO**

-> **MASTER\_HOST='rep-source',**

-> **MASTER\_PORT=3306,**

-> **MASTER\_USER='myreplica',**

-> **MASTER\_PASSWORD='53cr37';**

Beginning with NDB 8.0.23, you can also use the following statement:

mysql*R*> **CHANGE** **REPLICATION** **SOURCE** **TO**

-> **SOURCE\_HOST='rep-source',**

-> **SOURCE\_PORT=3306,**

-> **SOURCE\_USER='myreplica',**

-> **SOURCE\_PASSWORD='53cr37';**
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MASTER TO Statement” .

To provide replication backup capability, you also need to add an --ndb-connectstring option to the replica's my.cnf file prior to starting the replication process. See [Section 23.7.9, “NDB](#_bookmark58) [Cluster Backups With NDB Cluster Replication”](#_bookmark58) , for details.

For additional options that can be set in my.cnf for replicas, see Section 17.1.6, “Replication and Binary Logging Options and Variables” .

4. If the source cluster is already in use, you can create a backup of the source and load this onto the replica to cut down on the amount of time required for the replica to synchronize itself with the source. If the replica is also running NDB Cluster, this can be accomplished using the backup and restore procedure described in [Section 23.7.9, “NDB Cluster Backups With NDB Cluster](#_bookmark58) [Replication”](#_bookmark58) .

ndb-connectstring=*management\_host* [:*port*]

In the event that you are *not* using NDB Cluster on the replica, you can create a backup with this command on the source:

shell*S*> **mysqldump** **--master-data=1**

Then import the resulting data dump onto the replica by copying the dump file over to it. After this, you can use the mysql client to import the data from the dumpfile into the replica database as shown here, where *dump\_file* is the name of the file that was generated using mysqldump on the source, and *db\_name* is the name of the database to be replicated:

shell*R*> **mysql** **-u** **root** **-p** ***db\_name*** **<** ***dump\_file***

For a complete list of options to use with mysqldump, see Section 4.5.4, “mysqldump — A Database Backup Program” .

**Note**

If you copy the data to the replica in this fashion, make sure that you stop the replica from trying to connect to the source to begin replicating before all the data has been loaded. You can do this by starting the replica with the --skip-slave-start option on the command line, by including skip- slave-start in the replica's my.cnf file, or beginning with NDB 8.0.24, by setting the skip\_slave\_start system variable. Beginning with NDB 8.0.26, use --skip-replica-start or skip\_replica\_start instead. Once the data loading has completed, follow the additional steps outlined in the next two sections.

5. Ensure that each MySQL server acting as a replication source is assigned a unique server ID, and has binary logging enabled, using the row-based format. (See Section 17.2.1, “Replication Formats” .) In addition, we strongly recommend enabling the replica\_allow\_batching system variable (NDB 8.0.26 and later; prior to NDB 8.0.26, use slave\_allow\_batching). Beginning with NDB 8.0.30, this is enabled by default.

If you are using a release of NDB Cluster prior to NDB 8.0.30, you should also consider increasing the values used with the --ndb-batch-size and --ndb-blob-write-batch-bytes options as well. In NDB 8.0.30 and later, use --ndb-replica-batch-size to set the batch size used for writes on the replica instead of --ndb-batch-size, and --ndb-replica-blob-write- batch-bytes rather than --ndb-blob-write-batch-bytes to determine the batch size used by the replication applier for writing blob data. All of these options can be set either in the source server's my.cnf file, or on the command line when starting the source mysqld process. See [Section 23.7.6, “Starting NDB Cluster Replication (Single Replication Channel)”](#_bookmark33) , for more information.
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**23.7.6** **Starting** **NDB** **Cluster** **Replication** **(Single** **Replication** **Channel)**

This section outlines the procedure for starting NDB Cluster replication using a single replication channel.

1. Start the MySQL replication source server by issuing this command, where *id* is this server's unique ID (see [Section 23.7.2, “General Requirements for NDB Cluster Replication”](#_bookmark32)):

shell*S*> **mysqld** **--ndbcluster** **--server-id=*id*** **\**

**--log-bin** **--ndb-log-bin** **&**

This starts the server's mysqld process with binary logging enabled using the proper logging format. It is also necessary in NDB 8.0 to enable logging of updates to NDB tables explicitly, using the --ndb-log-bin option; this is a change from previous versions of NDB Cluster, in which this option was enabled by default.

**Note**

You can also start the source with --binlog-format=MIXED, in which case row-based replication is used automatically when replicating between clusters. Statement-based binary logging is not supported for NDB Cluster Replication (see [Section 23.7.2, “General Requirements for NDB Cluster](#_bookmark32) [Replication”](#_bookmark32)).

2. Start the MySQL replica server as shown here:

shell*R*> **mysqld** **--ndbcluster** **--server-id=*id*** **&**

In the command just shown, *id* is the replica server's unique ID. It is not necessary to enable logging on the replica.

**Note**

Unless you want replication to begin immediately, delay the start of the replication threads until the appropriate START REPLICA statement has been issued, as explained in Step 4 below. You can do this by starting the replica with the --skip-slave-start option on the command line, by including skip-slave-start in the replica's my.cnf file, or in NDB 8.0.24 and later, by setting the skip\_slave\_start system variable. In NDB 8.0.26 and later, use --skip-replica-start and skip\_replica\_start.

3. It is necessary to synchronize the replica server with the source server's replication binary log. If binary logging has not previously been running on the source, run the following statement on the replica:

mysql*R*> **CHANGE** **MASTER** **TO**

-> **MASTER\_LOG\_FILE='',**

-> **MASTER\_LOG\_POS=4;**

Beginning with NDB 8.0.23, you can also use the following statement:

mysql*R*> **CHANGE** **REPLICATION** **SOURCE** **TO**

-> **SOURCE\_LOG\_FILE='',**

-> **SOURCE\_LOG\_POS=4;**

This instructs the replica to begin reading the source server's binary log from the log's starting point.

Otherwise—that is, if you are loading data from the source using a backup—see [Section 23.7.8,](#_bookmark35) [“Implementing Failover with NDB Cluster Replication”](#_bookmark35) , for information on how to obtain the correct values to use for SOURCE\_LOG\_FILE | MASTER\_LOG\_FILE and SOURCE\_LOG\_POS | MASTER\_LOG\_POS in such cases.
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mysql*R*> **START** **SLAVE;**

In NDB 8.0.22 and later, you can also use the following statement:

mysql*R*> **START** **REPLICA;**

This also initiates the transmission of data and changes from the source to the replica.

It is also possible to use two replication channels, in a manner similar to the procedure described in the next section; the differences between this and using a single replication channel are covered in [Section 23.7.7, “Using Two Replication Channels for NDB Cluster Replication”](#_bookmark36) .

It is also possible to improve cluster replication performance by enabling *batched* *updates*. This can be accomplished by setting the system variable replica\_allow\_batching (NDB 8.0.26 and later) or slave\_allow\_batching (prior to NDB 8.0.26) on the replicas' mysqld processes. Normally, updates are applied as soon as they are received. However, the use of batching causes updates to be applied in batches of 32 KB each; this can result in higher throughput and less CPU usage, particularly where individual updates are relatively small.

**Note**

Batching works on a per-epoch basis; updates belonging to more than one transaction can be sent as part of the same batch.

All outstanding updates are applied when the end of an epoch is reached, even if the updates total less than 32 KB.

Batching can be turned on and off at runtime. To activate it at runtime, you can use either of these two statements:

SET GLOBAL slave\_allow\_batching = 1;

SET GLOBAL slave\_allow\_batching = ON;

Beginning with NDB 8.0.26, you can (and should) use one of the following statements:

SET GLOBAL replica\_allow\_batching = 1;

SET GLOBAL replica\_allow\_batching = ON;

If a particular batch causes problems (such as a statement whose effects do not appear to be replicated correctly), batching can be deactivated using either of the following statements:

SET GLOBAL slave\_allow\_batching = 0;

SET GLOBAL slave\_allow\_batching = OFF;

Beginning with NDB 8.0.26, you can (and should) use one of the following statements instead:

SET GLOBAL replica\_allow\_batching = 0;

SET GLOBAL replica\_allow\_batching = OFF;

You can check whether batching is currently being used by means of an appropriate SHOW VARIABLES statement, like this one:

mysql> **SHOW** **VARIABLES** **LIKE** **'slave%';**

In ŃDB 8.0.26 and later, use the following statement:

mysql> **SHOW** **VARIABLES** **LIKE** **'replica%';**

**23.7.7** **Using** **Two** **Replication** **Channels** **for** **NDB** **Cluster** **Replication**
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**--log-bin** **&**

**--log-bin** **&**

**--skip-slave-start** **&**

**--skip-slave-start** **&**

In a more complete example scenario, we envision two replication channels to provide redundancy and thereby guard against possible failure of a single replication channel. This requires a total of four replication servers, two source servers on the source cluster and two replica servers on the replica cluster. For purposes of the discussion that follows, we assume that unique identifiers are assigned as shown here:

**Table** **23.73** **NDB** **Cluster** **replication** **servers** **described** **in** **the** **text**

|  |  |
| --- | --- |
| **Server** **ID** | **Description** |
| 1 | Source - primary replication channel (*S*) |
| 2 | Source - secondary replication channel (*S'*) |
| 3 | Replica - primary replication channel (*R*) |
| 4 | replica - secondary replication channel (*R'*) |

Setting up replication with two channels is not radically different from setting up a single replication channel. First, the mysqld processes for the primary and secondary replication source servers must be started, followed by those for the primary and secondary replicas. The replication processes can be initiated by issuing the START REPLICA statement on each of the replicas. The commands and the order in which they need to be issued are shown here:

1. Start the primary replication source:

shell*S*> **mysqld** **--ndbcluster** **--server-id=1** **\**

2. Start the secondary replication source:

shell*S'*> **mysqld** **--ndbcluster** **--server-id=2** **\**

3. Start the primary replica server:

shell*R*> **mysqld** **--ndbcluster** **--server-id=3** **\**

4. Start the secondary replica server:

shell*R'*> **mysqld** **--ndbcluster** **--server-id=4** **\**

5. Finally, initiate replication on the primary channel by executing the START REPLICA statement on the primary replica as shown here:

mysql*R*> **START** **SLAVE;**

Beginning with NDB 8.0.22, you can also use the following statement:

mysql*R*> **START** **REPLICA;**

**Warning**

Only the primary channel must be started at this point. The secondary replication channel needs to be started only in the event that the primary replication channel fails, as described in [Section 23.7.8, “Implementing](#_bookmark35) [Failover with NDB Cluster Replication”](#_bookmark35) . Running multiple replication channels simultaneously can result in unwanted duplicate records being created on the replicas.

As mentioned previously, it is not necessary to enable binary logging on the replicas.

**23.7.8** **Implementing** **Failover** **with** **NDB** **Cluster** **Replication**
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1. Obtain the time of the most recent global checkpoint (GCP). That is, you need to determine the most recent epoch from the ndb\_apply\_status table on the replica cluster, which can be found using the following query:

mysql*R'*> **SELECT** **@latest:=MAX(epoch)**

-> **FROM** **mysql** **.ndb\_apply\_status;**

In a circular replication topology, with a source and a replica running on each host, when you are using ndb\_log\_apply\_status=1, NDB Cluster epochs are written in the replicas' binary logs. This means that the ndb\_apply\_status table contains information for the replica on this host as well as for any other host which acts as a replica of the replication source server running on this host.

In this case, you need to determine the latest epoch on this replica to the exclusion of

any epochs from any other replicas in this replica's binary log that were not listed in the IGNORE\_SERVER\_IDS options of the CHANGE REPLICATION SOURCE TO | CHANGE MASTER TO statement used to set up this replica. The reason for excluding such epochs is that rows in the mysql.ndb\_apply\_status table whose server IDs have a match in the IGNORE\_SERVER\_IDS list from the CHANGE REPLICATION SOURCE TO | CHANGE MASTER TO statement used to prepare this replicas's source are also considered to be from local servers, in addition to those having the replica's own server ID. You can retrieve this list as Replicate\_Ignore\_Server\_Ids from the output of SHOW REPLICA STATUS. We assume that you have obtained this list and are substituting it for *ignore\_server\_ids* in the query shown here, which like the previous version of the query, selects the greatest epoch into a variable named @latest:

mysql*R'*> **SELECT** **@latest:=MAX(epoch)**

->

**FROM** **mysql.ndb\_apply\_status**

->

**WHERE** **server\_id** **NOT** **IN** **(*ignore\_server\_ids*);**

In some cases, it may be simpler or more efficient (or both) to use a list of the server IDs to be included and server\_id IN *server\_id\_list* in the WHERE condition of the preceding query.

2. Using the information obtained from the query shown in Step 1, obtain the corresponding records from the ndb\_binlog\_index table on the source cluster.

You can use the following query to obtain the needed records from the ndb\_binlog\_index table on the source:

mysql*S'*> **SELECT**

->

**@file:=SUBSTRING\_INDEX(next\_file,** **'/',** **-1),**

->

**@pos:=next\_position**

-> **FROM** **mysql** **.ndb\_binlog\_index**

-> **WHERE** **epoch** **=** **@latest;**

These are the records saved on the source since the failure of the primary replication channel. We have employed a user variable @latest here to represent the value obtained in Step 1. Of course, it is not possible for one mysqld instance to access user variables set on another server instance directly. These values must be “plugged in” to the second query manually or by an application.

**Important**

You must ensure that the replica mysqld is started with --slave-skip- errors=ddl\_exist\_errors before executing START REPLICA. Otherwise, replication may stop with duplicate DDL errors.

3. Now it is possible to synchronize the secondary channel by running the following query on the secondary replica server:

mysql*R'*> **CHANGE** **MASTER** **TO**
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|  |  |
| --- | --- |
| ->  -> | **MASTER\_LOG\_FILE='@file',**  **MASTER\_LOG\_POS=@pos;** |

In NDB 8.0.23 and later, you can also use the statement shown here:

mysql*R'*> **CHANGE** **REPLICATION** **SOURCE** **TO**

|  |  |
| --- | --- |
| ->  -> | **SOURCE\_LOG\_FILE='@file',**  **SOURCE\_LOG\_POS=@pos;** |

Again we have employed user variables (in this case @file and @pos) to represent the values obtained in Step 2 and applied in Step 3; in practice these values must be inserted manually or using an application that can access both of the servers involved.

**Note**

@file is a string value such as '/var/log/mysql/replication- source-bin.00001', and so must be quoted when used in SQL or application code. However, the value represented by @pos must *not* be quoted. Although MySQL normally attempts to convert strings to numbers, this case is an exception.

4. You can now initiate replication on the secondary channel by issuing the appropriate command on the secondary replica mysqld:

mysql*R'*> **START** **SLAVE;**

In NDB 8.0.22 or later, you can also use the following statement:

mysql*R'*> **START** **REPLICA;**

Once the secondary replication channel is active, you can investigate the failure of the primary and effect repairs. The precise actions required to do this depend upon the reasons for which the primary channel failed.

**Warning**

The secondary replication channel is to be started only if and when the primary replication channel has failed. Running multiple replication channels simultaneously can result in unwanted duplicate records being created on the replicas.

If the failure is limited to a single server, it should in theory be possible to replicate from *S* to *R'*, or from *S'* to *R*.

**23.7.9** **NDB** **Cluster** **Backups** **With** **NDB** **Cluster** **Replication**

This section discusses making backups and restoring from them using NDB Cluster replication. We assume that the replication servers have already been configured as covered previously (see [Section 23.7.5, “Preparing the NDB Cluster for Replication”](#_bookmark57) , and the sections immediately following). This having been done, the procedure for making a backup and then restoring from it is as follows:

1. There are two different methods by which the backup may be started.

• **Method** **A.** This method requires that the cluster backup process was previously enabled on the source server, prior to starting the replication process. This can be done by including the following line in a [mysql\_cluster] section in the my.cnf file, where *management\_host* is the IP address or host name of the NDB management server for the source cluster, and *port* is the management server's port number:

ndb-connectstring=*management\_host* [:*port*]
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The port number needs to be specified only if the default port (1186) is not being used. See Section 23.3.3, “Initial Configuration of NDB Cluster” , for more information about ports and port allocation in NDB Cluster.

In this case, the backup can be started by executing this statement on the replication source: shell*S*> **ndb\_mgm** **-e** **"START** **BACKUP"**

• **Method** **B.** If the my.cnf file does not specify where to find the management host, you can start the backup process by passing this information to the NDB management client as part of the START BACKUP command. This can be done as shown here, where *management\_host* and *port* are the host name and port number of the management server:

shell*S*> **ndb\_mgm** ***management\_host*:*port*** **-e** **"START** **BACKUP"**

In our scenario as outlined earlier (see [Section 23.7.5, “Preparing the NDB Cluster for](#_bookmark57)

[Replication”](#_bookmark57)), this would be executed as follows: shell*S*> **ndb\_mgm** **rep-source:1186** **-e** **"START** **BACKUP"**

2. Copy the cluster backup files to the replica that is being brought on line. Each system running an ndbd process for the source cluster has cluster backup files located on it, and *all* of these files must be copied to the replica to ensure a successful restore. The backup files can be copied into any directory on the computer where the replica's management host resides, as long as the MySQL and NDB binaries have read permissions in that directory. In this case, we assume that these files have been copied into the directory /var/BACKUPS/BACKUP-1.

While it is not necessary that the replica cluster have the same number of data nodes as the source, it is highly recommended this number be the same. It *is* necessary that the replication process is prevented from starting when the replica server starts. You can do this by starting the replica with the --skip-slave-start option on the command line, by including skip-slave- start in the replica's my.cnf file, or in NDB 8.0.24 or later, by setting the skip\_slave\_start system variable.

3. Create any databases on the replica cluster that are present on the source cluster and that are to be replicated.

**Important**

A CREATE DATABASE (or CREATE SCHEMA) statement corresponding to each database to be replicated must be executed on each SQL node in the replica cluster.

4. Reset the replica cluster using this statement in the mysql client: mysql*R*> **RESET** **SLAVE;** In NDB 8.0.22 or later, you can also use this statement: mysql*R*> **RESET** **REPLICA;**

5. You can now start the cluster restoration process on the replica using the ndb\_restore command for each backup file in turn. For the first of these, it is necessary to include the -m option to restore the cluster metadata, as shown here:

shell*R*> **ndb\_restore** **-c** ***replica\_host*:*port*** **-n** ***node-id*** **\**
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**FROM** **mysql.ndb\_apply\_status;**

**-b** ***backup-id*** **-m** **-r** ***dir***

*dir* is the path to the directory where the backup files have been placed on the replica. For the ndb\_restore commands corresponding to the remaining backup files, the -m option should *not* be used.

For restoring from a source cluster with four data nodes (as shown in the figure in [Section 23.7,](#_bookmark28) [“NDB Cluster Replication”](#_bookmark28)) where the backup files have been copied to the directory /var/ BACKUPS/BACKUP-1, the proper sequence of commands to be executed on the replica might look like this:

shell*R*> **ndb\_restore** **-c** **replica-host:1186** **-n** **2** **-b** **1** **-m** **\**

**-r** **./var/BACKUPS/BACKUP-1**

shell*R*> **ndb\_restore** **-c** **replica-host:1186** **-n** **3** **-b** **1** **\**

**-r** **./var/BACKUPS/BACKUP-1**

shell*R*> **ndb\_restore** **-c** **replica-host:1186** **-n** **4** **-b** **1** **\**

**-r** **./var/BACKUPS/BACKUP-1**

shell*R*> **ndb\_restore** **-c** **replica-host:1186** **-n** **5** **-b** **1** **-e** **\**

**-r** **./var/BACKUPS/BACKUP-1**

**Important**

The -e (or --restore-epoch) option in the final invocation of ndb\_restore in this example is required to make sure that the epoch is written to the replica's mysql.ndb\_apply\_status table. Without this information, the replica cannot synchronize properly with the source. (See Section 23.5.23, “ndb\_restore — Restore an NDB Cluster Backup” .)

6. Now you need to obtain the most recent epoch from the ndb\_apply\_status table on the replica (as discussed in [Section 23.7.8, “Implementing Failover with NDB Cluster Replication”](#_bookmark35)):

mysql*R*> **SELECT** **@latest:=MAX(epoch)**

7. Using @latest as the epoch value obtained in the previous step, you can obtain the correct starting position @pos in the correct binary log file @file from the mysql.ndb\_binlog\_index table on the source. The query shown here gets these from the Position and File columns from the last epoch applied before the logical restore position:

mysql*S*> **SELECT**

->

**@file:=SUBSTRING\_INDEX(File,** **'/',** **-1),**

**@pos:=Position**

->

-> **FROM** **mysql** **.ndb\_binlog\_index**

-> **WHERE** **epoch** **>** **@latest**

-> **ORDER** **BY** **epoch** **ASC** **LIMIT** **1;**

In the event that there is currently no replication traffic, you can get similar information by running SHOW MASTER STATUS on the source and using the value shown in the Position column of the output for the file whose name has the suffix with the greatest value for all files shown in the File column. In this case, you must determine which file this is and supply the name in the next step manually or by parsing the output with a script.

8. Using the values obtained in the previous step, you can now issue the appropriate in the replica's mysql client. In NDB 8.0.23 and later, use the following CHANGE REPLICATION SOURCE TO statement:

mysql*R*> **CHANGE** **REPLICATION** **SOURCE** **TO**

->

**SOURCE\_LOG\_FILE='@file',**

**SOURCE\_LOG\_POS=@pos;**

->

Prior to NDB 8.0.23, you can must use the CHANGE MASTER TO statement shown here:

mysql*R*> **CHANGE** **MASTER** **TO**

->

->

**MASTER\_LOG\_FILE='@file',**

**MASTER\_LOG\_POS=@pos;**

9. Now that the replica knows from what point in which binary log file to start reading data from the source, you can cause the replica to begin replicating with this statement:

mysql*R*> **START** **SLAVE;**

Beginning with NDB 8.0.22, you can also use the following statement:

mysql*R*> **START** **REPLICA;**

To perform a backup and restore on a second replication channel, it is necessary only to repeat these steps, substituting the host names and IDs of the secondary source and replica for those of the primary source and replica servers where appropriate, and running the preceding statements on them.

For additional information on performing Cluster backups and restoring Cluster from backups, see Section 23.6.8, “Online Backup of NDB Cluster” .

**23.7.9.1** **NDB** **Cluster** **Replication:** **Automating** **Synchronization** **of** **the** **Replica** **to** **the**

**Source** **Binary** **Log**

It is possible to automate much of the process described in the previous section (see [Section 23.7.9,](#_bookmark58) [“NDB Cluster Backups With NDB Cluster Replication”](#_bookmark58)). The following Perl script reset-replica.pl serves as an example of how you can do this.

#!/user/bin/perl -w

# file: reset-replica.pl

# Copyright (c) 2005, 2020, Oracle and/or its affiliates. All rights reserved.

# This program is free software; you can redistribute it and/or modify

# it under the terms of the GNU General Public License as published by

# the Free Software Foundation; either version 2 of the License, or

# (at your option) any later version.

# This program is distributed in the hope that it will be useful,

# but WITHOUT ANY WARRANTY; without even the implied warranty of

# MERCHANTABILITY or FITNESS FOR A PARTICULAR PURPOSE . See the

# GNU General Public License for more details.

# You should have received a copy of the GNU General Public License

# along with this program; if not, write to:

# Free Software Foundation, Inc .

# 59 Temple Place, Suite 330

# Boston, MA 02111-1307 USA

#

# Version 1.1

######################## Includes ###############################

use DBI;

######################## Globals ################################

my $m\_host='';

my $m\_port='';

my $m\_user='';

my $m\_pass='';

my $s\_host='';

my $s\_port='';

my $s\_user='';

my $s\_pass='';

my $dbhM='';

my $dbhS='';

####################### Sub Prototypes ##########################

sub CollectCommandPromptInfo;

sub ConnectToDatabases;

sub DisconnectFromDatabases;

sub GetReplicaEpoch;

sub GetSourceInfo;

sub UpdateReplica;

######################## Program Main ###########################

CollectCommandPromptInfo;

ConnectToDatabases;

GetReplicaEpoch;

GetSourceInfo;

UpdateReplica;

DisconnectFromDatabases;

################## Collect Command Prompt Info ##################

sub CollectCommandPromptInfo

{

### Check that user has supplied correct number of command line args

die "Usage:\n

reset-replica >source MySQL host< >source MySQL port< \n

>source user< >source pass< >replica MySQL host< \n

>replica MySQL port< >replica user< >replica pass< \n

All 8 arguments must be passed . Use BLANK for NULL passwords\n"

unless @ARGV == 8;

$m\_host = $ARGV[0];

$m\_port = $ARGV[1];

$m\_user = $ARGV[2];

$m\_pass = $ARGV[3];

$s\_host = $ARGV[4];

$s\_port = $ARGV[5];

$s\_user = $ARGV[6];

$s\_pass = $ARGV[7];

if ($m\_pass eq "BLANK") { $m\_pass = '';}

if ($s\_pass eq "BLANK") { $s\_pass = '';}

}

############### Make connections to both databases #############

sub ConnectToDatabases

{

### Connect to both source and replica cluster databases

### Connect to source

$dbhM

= DBI->connect(

"dbi:mysql:database=mysql;host=$m\_host;port=$m\_port",

"$m\_user", "$m\_pass")

or die "Can't connect to source cluster MySQL process!

Error: $DBI::errstr\n";

### Connect to replica

$dbhS

= DBI->connect(

"dbi:mysql:database=mysql;host=$s\_host",

"$s\_user", "$s\_pass")

or die "Can't connect to replica cluster MySQL process!

Error: $DBI::errstr\n";

}

################ Disconnect from both databases ################

sub DisconnectFromDatabases

{

### Disconnect from source

$dbhM->disconnect

or warn " Disconnection failed: $DBI::errstr\n";

### Disconnect from replica

$dbhS->disconnect

or warn " Disconnection failed: $DBI::errstr\n";

}

###################### Find the last good GCI ##################

sub GetReplicaEpoch

{

$sth = $dbhS->prepare("SELECT MAX(epoch)

FROM mysql .ndb\_apply\_status;")

or die "Error while preparing to select epoch from replica: ",

$dbhS->errstr;

$sth->execute

or die "Selecting epoch from replica error: ", $sth->errstr;

$sth->bind\_col (1, \$epoch);

$sth->fetch;

print "\tReplica epoch = $epoch\n";

$sth->finish;

}

####### Find the position of the last GCI in the binary log ########

sub GetSourceInfo

{

$sth = $dbhM->prepare("SELECT

SUBSTRING\_INDEX(File, '/', -1), Position

FROM mysql .ndb\_binlog\_index

WHERE epoch > $epoch

ORDER BY epoch ASC LIMIT 1;")

or die "Prepare to select from source error: ", $dbhM->errstr;

$sth->execute

or die "Selecting from source error: ", $sth->errstr;

$sth->bind\_col (1, \$binlog);

$sth->bind\_col (2, \$binpos);

$sth->fetch;

print "\tSource binary log file = $binlog\n";

print "\tSource binary log position = $binpos\n";

$sth->finish;

}

########## Set the replica to process from that location #########

sub UpdateReplica

{

$sth = $dbhS->prepare("CHANGE MASTER TO

MASTER\_LOG\_FILE='$binlog',

MASTER\_LOG\_POS=$binpos;")

or die "Prepare to CHANGE MASTER error: ", $dbhS->errstr;

$sth->execute

or die "CHANGE MASTER on replica error: ", $sth->errstr;

$sth->finish;

print "\tReplica has been updated . You may now start the replica .\n";

}

# end reset-replica.pl

**23.7.9.2** **Point-In-Time** **Recovery** **Using** **NDB** **Cluster** **Replication**

*Point-in-time* recovery—that is, recovery of data changes made since a given point in time— is performed after restoring a full backup that returns the server to its state when the backup was made. Performing point-in-time recovery of NDB Cluster tables with NDB Cluster and NDB Cluster Replication can be accomplished using a native NDB data backup (taken by issuing CREATE BACKUP in the ndb\_mgm client) and restoring the ndb\_binlog\_index table (from a dump made using mysqldump).

To perform point-in-time recovery of NDB Cluster, it is necessary to follow the steps shown here:
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1. Back up all NDB databases in the cluster, using the START BACKUP command in the ndb\_mgm client (see Section 23.6.8, “Online Backup of NDB Cluster” ).

2. At some later point, prior to restoring the cluster, make a backup of the

mysql.ndb\_binlog\_index table. It is probably simplest to use mysqldump for this task. Also back up the binary log files at this time.

This backup should be updated regularly—perhaps even hourly—depending on your needs.

3. (*Catastrophic* *failure* *or* *error* *occurs*.)

4. Locate the last known good backup.

5. Clear the data node file systems (using ndbd --initial or ndbmtd --initial).

**Note**

Beginning with NDB 8.0.21, Disk Data tablespace and log files are removed by --initial. Previously, it was necessary to delete these manually.

6. Use DROP TABLE or TRUNCATE TABLE with the mysql.ndb\_binlog\_index table.

7. Execute ndb\_restore, restoring all data. You must include the --restore-epoch option when you run ndb\_restore, so that the ndb\_apply\_status table is populated correctly. (See Section 23.5.23, “ndb\_restore — Restore an NDB Cluster Backup” , for more information.)

8. Restore the ndb\_binlog\_index table from the output of mysqldump and restore the binary log files from backup, if necessary.

9. Find the epoch applied most recently—that is, the maximum epoch column value in the ndb\_apply\_status table—as the user variable @LATEST\_EPOCH (emphasized):

SELECT *@LATEST\_EPOCH*:=MAX(epoch)

FROM mysql.ndb\_apply\_status;

10. Find the latest binary log file (@FIRST\_FILE) and position (Position column value) within this file that correspond to @LATEST\_EPOCH in the ndb\_binlog\_index table:

SELECT Position, *@FIRST\_FILE*:=File

FROM mysql.ndb\_binlog\_index

WHERE epoch > *@LATEST\_EPOCH* ORDER BY epoch ASC LIMIT 1;

11. Using mysqlbinlog, replay the binary log events from the given file and position up to the point of the failure. (See Section 4.6.9, “mysqlbinlog — Utility for Processing Binary Log Files” .)

See also Section 7.5, “Point-in-Time (Incremental) Recovery” , for more information about the binary log, replication, and incremental recovery.

**23.7.10** **NDB** **Cluster** **Replication:** **Bidirectional** **and** **Circular** **Replication**

It is possible to use NDB Cluster for bidirectional replication between two clusters, as well as for circular replication between any number of clusters.

**Circular** **replication** **example.** In the next few paragraphs we consider the example of a replication setup involving three NDB Clusters numbered 1, 2, and 3, in which Cluster 1 acts as the replication source for Cluster 2, Cluster 2 acts as the source for Cluster 3, and Cluster 3 acts as the source for Cluster 1. Each cluster has two SQL nodes, with SQL nodes A and B belonging to Cluster 1, SQL nodes C and D belonging to Cluster 2, and SQL nodes E and F belonging to Cluster 3.

Circular replication using these clusters is supported as long as the following conditions are met:

• The SQL nodes on all sources and replicas are the same.

• All SQL nodes acting as sources and replicas are started with the system variable log\_replica\_updates (beginning with NDB 8.0.26) or log\_slave\_updates (NDB 8.0.26 and earlier) enabled.

This type of circular replication setup is shown in the following diagram:

**Figure** **23.15** **NDB** **Cluster** **Circular** **Replication** **with** **All** **Sources** **As** **Replicas**
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In this scenario, SQL node A in Cluster 1 replicates to SQL node C in Cluster 2; SQL node C replicates to SQL node E in Cluster 3; SQL node E replicates to SQL node A. In other words, the replication line (indicated by the curved arrows in the diagram) directly connects all SQL nodes used as replication sources and replicas.

It is also possible to set up circular replication in such a way that not all source SQL nodes are also replicas, as shown here:

**Figure** **23.16** **NDB** **Cluster** **Circular** **Replication** **Where** **Not** **All** **Sources** **Are** **Replicas**
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In this case, different SQL nodes in each cluster are used as replication sources and replicas. You must *not* start any of the SQL nodes with the system variable log\_replica\_updates (NDB 8.0.26 and later) or log\_slave\_updates (prior to NDB 8.0.26) enabled. This type of circular replication scheme for NDB Cluster, in which the line of replication (again indicated by the curved arrows in the diagram) is discontinuous, should be possible, but it should be noted that it has not yet been thoroughly tested and must therefore still be considered experimental.

**Using** **NDB-native** **backup** **and** **restore** **to** **initialize** **a** **replica** **cluster.** When setting up circular replication, it is possible to initialize the replica cluster by using the management client START BACKUP command on one NDB Cluster to create a backup and then applying this backup on another NDB Cluster using ndb\_restore. This does not automatically create binary logs on the second NDB Cluster's SQL node acting as the replica; in order to cause the binary logs to be created, you must issue a SHOW TABLES statement on that SQL node; this should be done prior to running START REPLICA. This is a known issue.
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**Figure** **23.17** **NDB** **Cluster** **Multi-Master** **Replication** **With** **3** **Sources**
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In other words, data replicates from Cluster 1 to Cluster 3 through 2 different routes: directly, and by way of Cluster 2.

Not all MySQL servers taking part in multi-source replication must act as both source and replica, and a given NDB Cluster might use different SQL nodes for different replication channels. Such a case is shown here:

**Figure** **23.18** **NDB** **Cluster** **Multi-Source** **Replication,** **With** **MySQL** **Servers**
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MySQL servers acting as replicas must be run with the system variable log\_replica\_updates (beginning with NDB 8.0.26) or log\_slave\_updates (NDB 8.0.26 and earlier) enabled. Which mysqld processes require this option is also shown in the preceding diagram.

**Note**

Using the log\_replica\_updates or log\_slave\_updates system variable has no effect on servers not being run as replicas.

The need for failover arises when one of the replicating clusters goes down. In this example, we consider the case where Cluster 1 is lost to service, and so Cluster 3 loses 2 sources of updates from
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Cluster 1. Because replication between NDB Clusters is asynchronous, there is no guarantee that Cluster 3's updates originating directly from Cluster 1 are more recent than those received through Cluster 2. You can handle this by ensuring that Cluster 3 catches up to Cluster 2 with regard to updates from Cluster 1. In terms of MySQL servers, this means that you need to replicate any outstanding updates from MySQL server C to server F.

On server C, perform the following queries:

mysqlC> SELECT @latest:=MAX(epoch)

|  |  |
| --- | --- |
| ->  -> | FROM mysql.ndb\_apply\_status  WHERE server\_id=1; |

mysqlC> SELECT

|  |  |
| --- | --- |
| ->  ->  ->  ->  ->  -> | @file:=SUBSTRING\_INDEX(File, '/', -1),  @pos:=Position  FROM mysql.ndb\_binlog\_index  WHERE orig\_epoch >= @latest  AND orig\_server\_id = 1  ORDER BY epoch ASC LIMIT 1; |

**Note**

You can improve the performance of this query, and thus likely speed up failover times significantly, by adding the appropriate index to the ndb\_binlog\_index table. See [Section 23.7.4, “NDB Cluster Replication](#_bookmark34) [Schema and Tables”](#_bookmark34) , for more information.

Copy over the values for *@file* and *@pos* manually from server C to server F (or have your application perform the equivalent). Then, on server F, execute the following CHANGE REPLICATION SOURCE TO statement (NDB 8.0.23 and later) or CHANGE MASTER TO statement (prior to NDB 8.0.23):

mysqlF> CHANGE MASTER TO

|  |  |
| --- | --- |
| ->  ->  -> | MASTER\_HOST = 'serverC' MASTER\_LOG\_FILE='@file', MASTER\_LOG\_POS=@pos; |

Beginning with NDB 8.0.23, you can also use the following statement:

mysqlF> CHANGE REPLICATION SOURCE TO

SOURCE\_HOST = 'serverC'

SOURCE\_LOG\_FILE='@file',

SOURCE\_LOG\_POS=@pos;

->

->

->

Once this has been done, you can issue a START REPLICA statement on MySQL server F; this causes any missing updates originating from server B to be replicated to server F.

The CHANGE REPLICATION SOURCE TO | CHANGE MASTER TO statement also supports an IGNORE\_SERVER\_IDS option which takes a comma-separated list of server IDs and causes events originating from the corresponding servers to be ignored. For more information, see Section 13.4.2.1, “CHANGE MASTER TO Statement” , and Section 13.7.7.36, “SHOW SLAVE | REPLICA STATUS Statement” . For information about how this option interacts with the ndb\_log\_apply\_status variable, see [Section 23.7.8, “Implementing Failover with NDB Cluster Replication”](#_bookmark35) .

**23.7.11** **NDB** **Cluster** **Replication** **Using** **the** **Multithreaded** **Applier**

• [Requirements](#_bookmark59)

• [MTA Configuration: Source](#_bookmark60)

• [MTA Configuration: Replica](#_bookmark61)

• [Transaction Dependency and Writeset Handling](#_bookmark62)

• [Writeset Tracking Memory Usage](#_bookmark63)

• [Known Limitations](#_bookmark64)

Beginning with NDB 8.0.33, NDB replication supports the use of the generic MySQL Server Multithreaded Applier mechanism (MTA), which allows independent binary log transactions to be applied in parallel on a replica, increasing peak replication throughput.

**Requirements**

The MySQL Server MTA implementation delegates the processing of separate binary log transactions to a pool of worker threads (whose size is configurable), and coordinates the worker threads to ensure that transaction dependencies encoded in the binary log are respected, and that commit ordering is maintained if required (see Section 17.2.3, “Replication Threads” ). To use this functionality with NDB Cluster, it is necessary that the following three conditions be met:

1. *Binary* *log* *transaction* *dependencies* *are* *determined* *at* *the* *source*.

For this to be true, the binlog\_transaction\_dependency\_tracking server system variable must be set to WRITESET on the source. This is supported by NDB 8.0.33 and later. (The default is COMMIT\_ORDER.)

Writeset maintenance work in NDB is performed by the MySQL binary log injector thread as part of preparing and committing each epoch transaction to the binary log. This requires extra resources, and may reduce peak throughput.

2. *Transaction* *dependencies* *are* *encoded* *into* *the* *binary* *log*.

NDB 8.0.33 and later supports the --ndb-log-transaction-dependency startup option for mysqld; set this option to ON to enable writing of NDB transaction dependencies into the binary log.

3. *The* *replica* *is* *configured* *to* *use* *multiple* *worker* *threads*.

NDB 8.0.33 and later supports setting replica\_parallel\_workers to nonzero values to control the number of worker threads on the replica. The default is 4.

**MTA** **Configuration:** **Source**

Source mysqld configuration for the NDB MTA must include the following explicit settings:

• binlog\_transaction\_dependency\_tracking must be set to WRITESET.

• The replication source mysqld must be started with --ndb-log-transaction-dependency=ON.

If set, replica\_parallel\_type must be LOGICAL\_CLOCK (the default value; DATABASE is not supported).

In addition, it is recommended that you set the amount of memory used to track binary log transaction writesets on the source (binlog\_transaction\_dependency\_history\_size) to *E* \* *P*, where *E* is the average epoch size (as the number of operations per epoch) and *P* is the maximum expected parallelism. See [Writeset Tracking Memory Usage](#_bookmark63), for more information.

**MTA** **Configuration:** **Replica**

Replica mysqld configuration for the NDB MTA requires that replica\_parallel\_workers is

greater than 1. The recommended starting value when first enabling MTA is 4, which is the default. In addition, replica\_preserve\_commit\_order must be ON. This is also the default value.

**Transaction** **Dependency** **and** **Writeset** **Handling**

Transaction dependencies are detected using analysis of each transaction's writeset, that is, the set of rows (table, key values) written by the transaction. Where two transactions modify the same

row they are considered to be dependent, and must be applied in order (in other words, serially) to avoid deadlocks or incorrect results. Where a table has secondary unique keys, these values are also added to the transaction's writeset to detect the case where there are transaction dependencies implied by different transactions affecting the same unique key value, and so requiring ordering. Where dependencies cannot be efficiently determined, mysqld falls back to considering transactions dependent for reasons of safety.

Transaction dependencies are encoded in the binary log by the source mysqld. Dependencies are encoded in an ANONYMOUS\_GTID event using a scheme called 'Logical clock'. (See Section 17.1.4.1, “Replication Mode Concepts” .)

The writeset implementation employed by MySQL (and NDB Cluster) uses hash-based conflict detection based on matching 64-bit row hashes of relevant table and index values. This detects reliably when the same key is seen twice, but can also produce false positives if different table and index values hash to the same 64-bit value; this may result in artificial dependencies which can reduce the available parallelism.

Transaction dependencies are forced by any of the following:

• DDL statements

• Binary log rotation or encountering binary log file boundaries

• Writeset history size limitations

• Writes which reference parent foreign keys in the target table

More specifically, transactions which perform inserts, updates, and deletes on foreign key *parent* tables are serialized relative to all preceding and following transactions, and not just to those transactions affecting tables involved in a constraint relationship. Conversely, transactions performing inserts, updates and deletes on foreign key *child* tables (referencing) are not especially serialized with regard to one another.

The MySQL MTA implementation attempts to apply independent binary log transactions in parallel. NDB records all changes occurring in all user transactions committing in an epoch (TimeBetweenEpochs, default 100 milliseconds), in one binary log transaction, referred to as an epoch transaction. Therefore, for two consecutive epoch transactions to be independent, and possible to apply in parallel, it is required that no row is modified in both epochs. If any single row is modified in both epochs, then they are dependent, and are applied serially, which can limit the expolitable parallelism available.

Epoch transactions are considered independent based on the set of rows modified on the source cluster in the epoch, but not including the generated mysql.ndb\_apply\_status WRITE\_ROW events that convey epoch metadata. This avoids every epoch transaction being trivially dependent on the preceding epoch, but does require that the binlog is applied at the replica with the commit order preserved. This also implies that an NDB binary log with writeset dependencies is not suitable for use by a replica database using a different MySQL storage engine.

It may be possible or desirable to modify application transaction behavior to avoid patterns of repeated modifications to the same rows, in separate transactions over a short time period, to increase exploitable apply parallelism.

**Writeset** **Tracking** **Memory** **Usage**

The amount of memory used to track binary log transaction writesets can be set using the binlog\_transaction\_dependency\_history\_size server system variable, which defaults to 25000 row hashes.

If an average binary log transaction modifies *N* rows, then to be able to identify

independent (parallelizable) transactions up to a parallelism level of *P*, we need binlog\_transaction\_dependency\_history\_size to be at least *N* \* *P*. (The maximum is 1000000.)

The finite size of the history results in a finite maximum dependency length that can be reliably determined, giving a finite parallelism that can be expressed. Any row not found in the history may be dependent on the last transaction purged from the history.

Writeset history does not act like a sliding window over the last *N*transactions; rather, it is a finite buffer which is allowed to fill up completely, then its contents entirely discarded when it becomes full. This means that the history size follows a sawtooth pattern over time, and therefore the maximum detectable dependency length also follows a sawtooth pattern over time, such that independent transactions may still be marked as dependent if the writeset history buffer has been reset between their being processed.

In this scheme, each transaction in a binary log file is annotated with a sequence\_number (1, 2, 3, ...), and as well as the sequence number of the most recent binary log transaction that it depends on, to which we refer as last\_committed.

Within a given binary log file, the first transaction has sequence\_number 1 and last\_committed 0.

Where a binary log transaction depends on its immediate predecessor, its application is serialized. If the dependency is on an earlier transaction then it may be possible to apply the transaction in parallel with the preceding independent transactions.

The content of ANONYMOUS\_GTID events, including sequence\_number and last\_committed (and thus the transaction dependencies), can be seen using mysqlbinlog.

The ANONYMOUS\_GTID events generated on the source are handled separately from the compressed transaction payload with bulk BEGIN, TABLE\_MAP\*, WRITE\_ROW\*, UPDATE\_ROW\*, DELETE\_ROW\*, and COMMIT events, allowing dependencies to be determined prior to decompression. This means that the replica coordinator thread can delegate transaction payload decompression to a worker thread, providing automatic parallel decompression of independent transactions on the replica.

**Known** **Limitations**

**Secondary** **unique** **columns.** Tables with secondary unique columns (that is, unique keys other than the primary key) have all columns sent to the source so that unique-key related conflicts can be detected.

Where the current binary logging mode does not include all columns, but only changed columns (-- ndb-log-updated-only=OFF, --ndb-log-update-minimal=ON, --ndb-log-update-as- write=OFF), this can increase the volume of data sent from data nodes to SQL nodes.

The impact depends on both the rate of modification (update or delete) of rows in such tables and the volume of data in columns which are not actually modified.

**Replicating** **NDB** **to** **to** **InnoDB.** NDB binary log injector transaction dependency tracking intentionally ignores the inter-transaction dependencies created by generated

mysql.ndb\_apply\_status metadata events, which are handled separately as part of the commit of the epoch transaction on the replica applier. For replication to InnoDB, there is no special handling; this may result in reduced performance or other issues when using an InnoDB multithreaded applier to consume an NDB MTA binary log.

**23.7.12** **NDB** **Cluster** **Replication** **Conflict** **Resolution**

• [Requirements](#_bookmark65)

• [Source Column Control](#_bookmark66)

• [Conflict Resolution Control](#_bookmark42)

• [Conflict Resolution Functions](#_bookmark54)

• [Conflict Resolution Exceptions Table](#_bookmark55)
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• [Conflict Detection Status Variables](#_bookmark67)

• [Examples](#_bookmark68)

When using a replication setup involving multiple sources (including circular replication), it is possible that different sources may try to update the same row on the replica with different data. Conflict resolution in NDB Cluster Replication provides a means of resolving such conflicts by permitting a user- defined resolution column to be used to determine whether or not an update on a given source should be applied on the replica.

Some types of conflict resolution supported by NDB Cluster (NDB$OLD(), NDB$MAX(), and NDB$MAX\_DELETE\_WIN(); additionally, in NDB 8.0.30 and later, NDB$MAX\_INS() and NDB $MAX\_DEL\_WIN\_INS()) implement this user-defined column as a “timestamp” column (although its type cannot be TIMESTAMP, as explained later in this section). These types of conflict resolution are always applied a row-by-row basis rather than a transactional basis. The epoch-based conflict resolution functions NDB$EPOCH() and NDB$EPOCH\_TRANS() compare the order in which epochs are replicated (and thus these functions are transactional). Different methods can be used to compare resolution column values on the replica when conflicts occur, as explained later in this section; the method used can be set to act on a single table, database, or server, or on a set of one or more tables using pattern matching. See [Matching with wildcards](#_bookmark44), for information about using pattern matches in the db, table\_name, and server\_id columns of the mysql.ndb\_replication table.

You should also keep in mind that it is the application's responsibility to ensure that the resolution column is correctly populated with relevant values, so that the resolution function can make the appropriate choice when determining whether to apply an update.

**Requirements**

Preparations for conflict resolution must be made on both the source and the replica. These tasks are described in the following list:

• On the source writing the binary logs, you must determine which columns are sent (all columns or only those that have been updated). This is done for the MySQL Server as a whole by applying the mysqld startup option --ndb-log-updated-only (described later in this section), or on one or more specific tables by placing the proper entries in the mysql.ndb\_replication table (see [ndb\_replication Table](#_bookmark41)).

**Note**

If you are replicating tables with very large columns (such as TEXT or BLOB columns), --ndb-log-updated-only can also be useful for reducing the size of the binary logs and avoiding possible replication failures due to exceeding max\_allowed\_packet.

See Section 17.5.1.20, “Replication and max\_allowed\_packet” , for more information about this issue.

• On the replica, you must determine which type of conflict resolution to apply (“latest timestamp wins” , “same timestamp wins” , “primary wins” , “primary wins, complete transaction” , or none). This is done using the mysql.ndb\_replication system table, and applies to one or more specific tables (see [ndb\_replication Table](#_bookmark41)).

• NDB Cluster also supports read conflict detection, that is, detecting conflicts between reads of a given row in one cluster and updates or deletes of the same row in another cluster. This requires exclusive read locks obtained by setting ndb\_log\_exclusive\_reads equal to 1 on the replica. All rows read by a conflicting read are logged in the exceptions table. For more information, see [Read](#_bookmark69) [conflict detection and resolution](#_bookmark69).

• Prior to NDB 8.0.30, NDB applied WRITE\_ROW events strictly as inserts, requiring that there was not already any such row; that is, an incoming write was always rejected if the row already existed.
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Beginning with NDB 8.0.30, when using NDB$MAX\_INS() or NDB$MAX\_DEL\_WIN\_INS(), NDB can apply WRITE\_ROW events idempotently, mapping such an event to an insert when the incoming row does not already exist, or to an update if it does.

When using the functions NDB$OLD(), NDB$MAX(), and NDB$MAX\_DELETE\_WIN() for timestamp- based conflict resolution (as well as NDB$MAX\_INS() and NDB$MAX\_DEL\_WIN\_INS(), beginning with NDB 8.0.30), we often refer to the column used for determining updates as a “timestamp” column. However, the data type of this column is never TIMESTAMP; instead, its data type should be INT ( INTEGER) or BIGINT. The “timestamp” column should also be UNSIGNED and NOT NULL.

The NDB$EPOCH() and NDB$EPOCH\_TRANS() functions discussed later in this section work by comparing the relative order of replication epochs applied on a primary and secondary NDB Cluster, and do not make use of timestamps.

**Source** **Column** **Control**

We can see update operations in terms of “before” and “after” images—that is, the states of the table before and after the update is applied. Normally, when updating a table with a primary key, the “before” image is not of great interest; however, when we need to determine on a per-update basis whether or not to use the updated values on a replica, we need to make sure that both images are written to the source's binary log. This is done with the --ndb-log-update-as-write option for mysqld, as described later in this section.

**Important**

Whether logging of complete rows or of updated columns only is done is decided when the MySQL server is started, and cannot be changed online; you must either restart mysqld, or start a new mysqld instance with different logging options.

**Conflict** **Resolution** **Control**

Conflict resolution is usually enabled on the server where conflicts can occur. Like logging method selection, it is enabled by entries in the mysql.ndb\_replication table.

NBT\_UPDATED\_ONLY\_MINIMAL and NBT\_UPDATED\_FULL\_MINIMAL can be used with NDB $EPOCH(), NDB$EPOCH2(), and NDB$EPOCH\_TRANS(), because these do not require “before” values of columns which are not primary keys. Conflict resolution algorithms requiring the old values, such as NDB$MAX() and NDB$OLD(), do not work correctly with these binlog\_type values.

**Conflict** **Resolution** **Functions**

This section provides detailed information about the functions which can be used for conflict detection and resolution with NDB Replication.

• [NDB$OLD()](#_bookmark45)

• [NDB$MAX()](#_bookmark46)

• [NDB$MAX\_DELETE\_WIN()](#_bookmark47)

• [NDB$MAX\_INS()](#_bookmark52)

• [NDB$MAX\_DEL\_WIN\_INS()](#_bookmark53)

• [NDB$EPOCH()](#_bookmark48)

• [NDB$EPOCH\_TRANS()](#_bookmark49)
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• [NDB$EPOCH2()](#_bookmark50)

• [NDB$EPOCH2\_TRANS()](#_bookmark51)

**NDB$OLD()**

If the value of *column\_name* is the same on both the source and the replica, then the update is applied; otherwise, the update is not applied on the replica and an exception is written to the log. This is illustrated by the following pseudocode:

if (*source\_old\_column\_value* == *replica\_current\_column\_value*)

apply\_update();

else

log\_exception();

This function can be used for “same value wins” conflict resolution. This type of conflict resolution ensures that updates are not applied on the replica from the wrong source.

**Important**

The column value from the source's “before” image is used by this function.

**NDB$MAX()**

For an update or delete operation, if the “timestamp” column value for a given row coming from the source is higher than that on the replica, it is applied; otherwise it is not applied on the replica. This is illustrated by the following pseudocode:

if (*source\_new\_column\_value* > *replica\_current\_column\_value*)

apply\_update();

This function can be used for “greatest timestamp wins” conflict resolution. This type of conflict resolution ensures that, in the event of a conflict, the version of the row that was most recently updated is the version that persists.

This function has no effects on conflicts between write operations, other than that a write operation with the same primary key as a previous write is always rejected; it is accepted and applied only if no write operation using the same primary key already exists. Beginning with NDB 8.0.30, you can use [NDB](#_bookmark52) [$MAX\_INS()](#_bookmark52) to handle conflict resolution between writes.

**Important**

The column value from the sources's “after” image is used by this function.

**NDB$MAX\_DELETE\_WIN()**

This is a variation on NDB$MAX(). Due to the fact that no timestamp is available for a delete operation, a delete using NDB$MAX() is in fact processed as NDB$OLD, but for some use cases, this is not optimal. For NDB$MAX\_DELETE\_WIN(), if the “timestamp” column value for a given row adding or updating an existing row coming from the source is higher than that on the replica, it is applied. However, delete operations are treated as always having the higher value. This is illustrated by the following pseudocode:

if ( (*source\_new\_column\_value* > *replica\_current\_column\_value*)

||

*operation* *.type* == "delete")

apply\_update();

This function can be used for “greatest timestamp, delete wins” conflict resolution. This type of conflict resolution ensures that, in the event of a conflict, the version of the row that was deleted or (otherwise) most recently updated is the version that persists.
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As with NDB$MAX(), the column value from the source's “after” image is the value used by this function.

**NDB$MAX\_INS()**

This function provides support for resolution of conflicting write operations. Such conflicts are handled by “NDB$MAX\_INS()” as follows:

1. If there is no conflicting write, apply this one (this is the same as NDB$MAX()).

2. Otherwise, apply “greatest timestamp wins” conflict resolution, as follows:

a. If the timestamp for the incoming write is greater than that of the conflicting write, apply the incoming operation.

b. If the timestamp for the incoming write is *not* greater, reject the incoming write operation.

When handling an insert operation, NDB$MAX\_INS() compares timestamps from the source and replica as illustrated by the following pseudocode:

if (source\_new\_column\_value > replica\_current\_column\_value)

apply\_insert();

else

log\_exception();

For an update operation, the updated timestamp column value from the source is compared with the replica's timestamp column value, as shown here:

if (source\_new\_column\_value > replica\_current\_column\_value)

apply\_update();

else

log\_exception();

This is the same as performed by [NDB$MAX()](#_bookmark46).

For delete operations, the handling is also the same as that performed by NDB$MAX() (and thus the same as NDB$OLD()), and is done like this:

if (source\_new\_column\_value == replica\_current\_column\_value)

apply\_delete();

else

log\_exception();

NDB$MAX\_INS() was added in NDB 8.0.30.

**NDB$MAX\_DEL\_WIN\_INS()**

This function provides support for resolution of conflicting write operations, along with “delete wins” resolution like that of [NDB$MAX\_DELETE\_WIN()](#_bookmark47). Write conflicts are handled by NDB $MAX\_DEL\_WIN\_INS() as shown here:

1. If there is no conflicting write, apply this one (this is the same as NDB$MAX\_DELETE\_WIN()).

2. Otherwise, apply “greatest timestamp wins” conflict resolution, as follows:

a. If the timestamp for the incoming write is greater than that of the conflicting write, apply the incoming operation.

b. If the timestamp for the incoming write is *not* greater, reject the incoming write operation.

Handling of insert operations as performed by NDB$MAX\_DEL\_WIN\_INS() can be represented in pseudocode as shown here:

if (source\_new\_column\_value > replica\_current\_column\_value)

apply\_insert();

else

log\_exception();

For update operations, the source's updated timestamp column value is compared with replica's timestamp column value, like this (again using pseudocode):

if (source\_new\_column\_value > replica\_current\_column\_value)

apply\_update();

else

log\_exception();

Deletes are handled using a “delete always wins” strategy (the same as NDB$MAX\_DELETE\_WIN()); a DELETE is always applied without any regard to any timestamp values, as illustrated by this pseudocode:

if (operation.type == "delete")

apply\_delete();

For conflicts between update and delete operations, this function behaves identically to NDB $MAX\_DELETE\_WIN().

NDB$MAX\_DEL\_WIN\_INS() was added in NDB 8.0.30.

**NDB$EPOCH()**

The NDB$EPOCH() function tracks the order in which replicated epochs are applied on a replica cluster relative to changes originating on the replica. This relative ordering is used to determine whether changes originating on the replica are concurrent with any changes that originate locally, and are therefore potentially in conflict.

Most of what follows in the description of NDB$EPOCH() also applies to NDB$EPOCH\_TRANS(). Any exceptions are noted in the text.

NDB$EPOCH() is asymmetric, operating on one NDB Cluster in a bidirectional replication configuration (sometimes referred to as “active-active” replication). We refer here to cluster on which it operates as the primary, and the other as the secondary. The replica on the primary is responsible for detecting and handling conflicts, while the replica on the secondary is not involved in any conflict detection or handling.

When the replica on the primary detects conflicts, it injects events into its own binary log to compensate for these; this ensures that the secondary NDB Cluster eventually realigns itself with the primary and so keeps the primary and secondary from diverging. This compensation and realignment mechanism requires that the primary NDB Cluster always wins any conflicts with the secondary—that is, that the primary's changes are always used rather than those from the secondary in event of a conflict. This “primary always wins” rule has the following implications:

• Operations that change data, once committed on the primary, are fully persistent and are not undone or rolled back by conflict detection and resolution.

• Data read from the primary is fully consistent. Any changes committed on the Primary (locally or from the replica) are not reverted later.

• Operations that change data on the secondary may later be reverted if the primary determines that they are in conflict.

• Individual rows read on the secondary are self-consistent at all times, each row always reflecting either a state committed by the secondary, or one committed by the primary.

• Sets of rows read on the secondary may not necessarily be consistent at a given single point in time. For NDB$EPOCH\_TRANS(), this is a transient state; for NDB$EPOCH(), it can be a persistent state.

• Assuming a period of sufficient length without any conflicts, all data on the secondary NDB Cluster (eventually) becomes consistent with the primary's data.

NDB$EPOCH() and NDB$EPOCH\_TRANS() do not require any user schema modifications, or application changes to provide conflict detection. However, careful thought must be given to the schema used, and the access patterns used, to verify that the complete system behaves within specified limits.

Each of the NDB$EPOCH() and NDB$EPOCH\_TRANS() functions can take an optional parameter; this is the number of bits to use to represent the lower 32 bits of the epoch, and should be set to no less than the value calculated as shown here:

CEIL( LOG2( TimeBetweenGlobalCheckpoints / TimeBetweenEpochs ), 1)

For the default values of these configuration parameters (2000 and 100 milliseconds, respectively), this gives a value of 5 bits, so the default value (6) should be sufficient, unless other values are used for TimeBetweenGlobalCheckpoints, TimeBetweenEpochs, or both. A value that is too small can result in false positives, while one that is too large could lead to excessive wasted space in the database.

Both NDB$EPOCH() and NDB$EPOCH\_TRANS() insert entries for conflicting rows into the relevant exceptions tables, provided that these tables have been defined according to the same exceptions table schema rules as described elsewhere in this section (see [NDB$OLD()](#_bookmark45)). You must create any exceptions table before creating the data table with which it is to be used.

As with the other conflict detection functions discussed in this section, NDB$EPOCH() and NDB $EPOCH\_TRANS() are activated by including relevant entries in the mysql.ndb\_replication table (see [ndb\_replication Table](#_bookmark41)). The roles of the primary and secondary NDB Clusters in this scenario are fully determined by mysql.ndb\_replication table entries.

Because the conflict detection algorithms employed by NDB$EPOCH() and NDB$EPOCH\_TRANS() are asymmetric, you must use different values for the server\_id entries of the primary and secondary replicas.

A conflict between DELETE operations alone is not sufficient to trigger a conflict using NDB$EPOCH() or NDB$EPOCH\_TRANS(), and the relative placement within epochs does not matter.

**Limitations** **on** **NDB$EPOCH()**

The following limitations currently apply when using NDB$EPOCH() to perform conflict detection:

• Conflicts are detected using NDB Cluster epoch boundaries, with granularity proportional to TimeBetweenEpochs (default: 100 milliseconds). The minimum conflict window is the minimum

time during which concurrent updates to the same data on both clusters always report a conflict. This is always a nonzero length of time, and is roughly proportional to 2 \* (latency + queueing + TimeBetweenEpochs). This implies that—assuming the default for TimeBetweenEpochs and ignoring any latency between clusters (as well as any queuing delays)—the minimum conflict window size is approximately 200 milliseconds. This minimum window should be considered when looking at expected application “race” patterns.

• Additional storage is required for tables using the NDB$EPOCH() and NDB$EPOCH\_TRANS() functions; from 1 to 32 bits extra space per row is required, depending on the value passed to the function.

• Conflicts between delete operations may result in divergence between the primary and secondary. When a row is deleted on both clusters concurrently, the conflict can be detected, but is not recorded, since the row is deleted. This means that further conflicts during the propagation of any subsequent realignment operations are not detected, which can lead to divergence.

Deletes should be externally serialized, or routed to one cluster only. Alternatively, a separate row should be updated transactionally with such deletes and any inserts that follow them, so that conflicts can be tracked across row deletes. This may require changes in applications.

• Only two NDB Clusters in a bidirectional “active-active” configuration are currently supported when using NDB$EPOCH() or NDB$EPOCH\_TRANS() for conflict detection.

• Tables having BLOB or TEXT columns are not currently supported with NDB$EPOCH() or NDB $EPOCH\_TRANS().

**NDB$EPOCH\_TRANS()**

NDB$EPOCH\_TRANS() extends the NDB$EPOCH() function. Conflicts are detected and handled in the same way using the “primary wins all” rule (see [NDB$EPOCH()](#_bookmark48)) but with the extra condition that any other rows updated in the same transaction in which the conflict occurred are also regarded as being in conflict. In other words, where NDB$EPOCH() realigns individual conflicting rows on the secondary, NDB$EPOCH\_TRANS() realigns conflicting transactions.

In addition, any transactions which are detectably dependent on a conflicting transaction are also regarded as being in conflict, these dependencies being determined by the contents of the secondary cluster's binary log. Since the binary log contains only data modification operations (inserts, updates, and deletes), only overlapping data modifications are used to determine dependencies between transactions.

NDB$EPOCH\_TRANS() is subject to the same conditions and limitations as NDB$EPOCH(), and in addition requires that all transaction IDs are recorded in the secondary's binary log, using --ndb-log- transaction-id set to ON. This adds a variable amount of overhead (up to 13 bytes per row).

The deprecated log\_bin\_use\_v1\_row\_events system variable, which defaults to OFF, must *not* be set to ON with NDB$EPOCH\_TRANS().

See [NDB$EPOCH()](#_bookmark48).

**NDB$EPOCH2()**

The NDB$EPOCH2() function is similar to NDB$EPOCH(), except that NDB$EPOCH2() provides for delete-delete handling with a bidirectional replication topology. In this scenario, primary and secondary roles are assigned to the two sources by setting the ndb\_slave\_conflict\_role system variable to the appropriate value on each source (usually one each of PRIMARY, SECONDARY). When this is done, modifications made by the secondary are reflected by the primary back to the secondary which then conditionally applies them.

**NDB$EPOCH2\_TRANS()**

NDB$EPOCH2\_TRANS() extends the NDB$EPOCH2() function. Conflicts are detected and handled in the same way, and assigning primary and secondary roles to the replicating clusters, but with the extra condition that any other rows updated in the same transaction in which the conflict occurred are also regarded as being in conflict. That is, NDB$EPOCH2() realigns individual conflicting rows on the secondary, while NDB$EPOCH\_TRANS() realigns conflicting transactions.

Where NDB$EPOCH() and NDB$EPOCH\_TRANS() use metadata that is specified per row, per last modified epoch, to determine on the primary whether an incoming replicated row change from the secondary is concurrent with a locally committed change; concurrent changes are regarded as conflicting, with subsequent exceptions table updates and realignment of the secondary. A problem arises when a row is deleted on the primary so there is no longer any last-modified epoch available to determine whether any replicated operations conflict, which means that conflicting delete operations are not detected. This can result in divergence, an example being a delete on one cluster which is concurrent with a delete and insert on the other; this why delete operations can be routed to only one cluster when using NDB$EPOCH() and NDB$EPOCH\_TRANS().

NDB$EPOCH2() bypasses the issue just described—storing information about deleted rows on the PRIMARY—by ignoring any delete-delete conflict, and by avoiding any potential resultant divergence as well. This is accomplished by reflecting any operation successfully applied on and replicated from the secondary back to the secondary. On its return to the secondary, it can be used to reapply an operation on the secondary which was deleted by an operation originating from the primary.

When using NDB$EPOCH2(), you should keep in mind that the secondary applies the delete from the primary, removing the new row until it is restored by a reflected operation. In theory, the subsequent

insert or update on the secondary conflicts with the delete from the primary, but in this case, we choose to ignore this and allow the secondary to “win” , in the interest of preventing divergence between the clusters. In other words, after a delete, the primary does not detect conflicts, and instead adopts the secondary's following changes immediately. Because of this, the secondary's state can revisit multiple previous committed states as it progresses to a final (stable) state, and some of these may be visible.

You should also be aware that reflecting all operations from the secondary back to the primary increases the size of the primary's logbinary log, as well as demands on bandwidth, CPU usage, and disk I/O.

Application of reflected operations on the secondary depends on the state of the target row on the secondary. Whether or not reflected changes are applied on the secondary can be tracked by checking the Ndb\_conflict\_reflected\_op\_prepare\_count and Ndb\_conflict\_reflected\_op\_discard\_count status variables. The number of changes applied is simply the difference between these two values (note that Ndb\_conflict\_reflected\_op\_prepare\_count is always greater than or equal to Ndb\_conflict\_reflected\_op\_discard\_count).

Events are applied if and only if both of the following conditions are true:

• The existence of the row—that is, whether or not it exists— is in accordance with the type of event. For delete and update operations, the row must already exist. For insert operations, the row must *not* exist.

• The row was last modified by the primary. It is possible that the modification was accomplished through the execution of a reflected operation.

If both of these conditions are not met, the reflected operation is discarded by the secondary.

**Conflict** **Resolution** **Exceptions** **Table**

To use the NDB$OLD() conflict resolution function, it is also necessary to create an exceptions table corresponding to each NDB table for which this type of conflict resolution is to be employed. This is also true when using NDB$EPOCH() or NDB$EPOCH\_TRANS(). The name of this table is that of the table for which conflict resolution is to be applied, with the string $EX appended. (For example, if the name of the original table is mytable, the name of the corresponding exceptions table name should be mytable$EX.) The syntax for creating the exceptions table is as shown here:

CREATE TABLE *original\_table*$EX (

[NDB$]server\_id INT UNSIGNED,

[NDB$]source\_server\_id INT UNSIGNED,

[NDB$]source\_epoch BIGINT UNSIGNED,

[NDB$]count INT UNSIGNED,

[NDB$OP\_TYPE ENUM('WRITE\_ROW','UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW', 'READ\_ROW') NOT NULL,]

[NDB$CFT\_CAUSE ENUM('ROW\_DOES\_NOT\_EXIST', 'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT', 'TRANS\_IN\_CONFLICT') NOT NULL,]

[NDB$ORIG\_TRANSID BIGINT UNSIGNED NOT NULL,]

*original\_table\_pk\_columns*,

[*orig\_table\_column* |*orig\_table\_column*$OLD |*orig\_table\_column*$NEW,]

[*additional\_columns*,]

PRIMARY KEY([NDB$]server\_id, [NDB$]source\_server\_id, [NDB$]source\_epoch, [NDB$]count)

) ENGINE=NDB;

The first four columns are required. The names of the first four columns and the columns matching the original table's primary key columns are not critical; however, we suggest for reasons of clarity and consistency, that you use the names shown here for the server\_id, source\_server\_id, source\_epoch, and count columns, and that you use the same names as in the original table for the columns matching those in the original table's primary key.

If the exceptions table uses one or more of the optional columns NDB$OP\_TYPE, NDB$CFT\_CAUSE, or NDB$ORIG\_TRANSID discussed later in this section, then each of the required columns must also be named using the prefix NDB$. If desired, you can use the NDB$ prefix to name the required columns even if you do not define any optional columns, but in this case, all four of the required columns must be named using the prefix.

Following these columns, the columns making up the original table's primary key should be copied in the order in which they are used to define the primary key of the original table. The data types for the columns duplicating the primary key columns of the original table should be the same as (or larger than) those of the original columns. A subset of the primary key columns may be used.

The exceptions table must use the NDB storage engine. (An example that uses NDB$OLD() with an exceptions table is shown later in this section.)

Additional columns may optionally be defined following the copied primary key columns, but not before any of them; any such extra columns cannot be NOT NULL. NDB Cluster supports three additional, predefined optional columns NDB$OP\_TYPE, NDB$CFT\_CAUSE, and NDB$ORIG\_TRANSID, which are described in the next few paragraphs.

NDB$OP\_TYPE: This column can be used to obtain the type of operation causing the conflict. If you use this column, define it as shown here:

NDB$OP\_TYPE ENUM('WRITE\_ROW', 'UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW', 'READ\_ROW') NOT NULL

The WRITE\_ROW, UPDATE\_ROW, and DELETE\_ROW operation types represent user-initiated operations. REFRESH\_ROW operations are operations generated by conflict resolution in compensating transactions sent back to the originating cluster from the cluster that detected the conflict. READ\_ROW operations are user-initiated read tracking operations defined with exclusive row locks.

NDB$CFT\_CAUSE: You can define an optional column NDB$CFT\_CAUSE which provides the cause of the registered conflict. This column, if used, is defined as shown here:

NDB$CFT\_CAUSE ENUM('ROW\_DOES\_NOT\_EXIST', 'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT', 'TRANS\_IN\_CONFLICT') NOT NULL

ROW\_DOES\_NOT\_EXIST can be reported as the cause for UPDATE\_ROW and WRITE\_ROW operations; ROW\_ALREADY\_EXISTS can be reported for WRITE\_ROW events. DATA\_IN\_CONFLICT is reported when a row-based conflict function detects a conflict; TRANS\_IN\_CONFLICT is reported when a transactional conflict function rejects all of the operations belonging to a complete transaction.

NDB$ORIG\_TRANSID: The NDB$ORIG\_TRANSID column, if used, contains the ID of the originating transaction. This column should be defined as follows:

NDB$ORIG\_TRANSID BIGINT UNSIGNED NOT NULL

NDB$ORIG\_TRANSID is a 64-bit value generated by NDB. This value can be used to correlate multiple exceptions table entries belonging to the same conflicting transaction from the same or different exceptions tables.

Additional reference columns which are not part of the original table's primary key can be named *colname*$OLD or *colname*$NEW. *colname*$OLD references old values in update and delete operations—that is, operations containing DELETE\_ROW events. *colname*$NEW can be used to reference new values in insert and update operations— in other words, operations using WRITE\_ROW events, UPDATE\_ROW events, or both types of events. Where a conflicting operation does not supply a value for a given reference column that is not a primary key, the exceptions table row contains either NULL, or a defined default value for that column.
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created.

**Conflict** **Detection** **Status** **Variables**

Several status variables can be used to monitor conflict detection. You can see how many rows have been found in conflict by NDB$EPOCH() since this replica was last restarted from the current value of the Ndb\_conflict\_fn\_epoch system status variable.

Ndb\_conflict\_fn\_epoch\_trans provides the number of rows that have been

found directly in conflict by NDB$EPOCH\_TRANS(). Ndb\_conflict\_fn\_epoch2 and Ndb\_conflict\_fn\_epoch2\_trans show the number of rows found in conflict by NDB$EPOCH2() and NDB$EPOCH2\_TRANS(), respectively. The number of rows actually realigned, including those affected due to their membership in or dependency on the same transactions as other conflicting rows, is given by Ndb\_conflict\_trans\_row\_reject\_count.

Another server status variable Ndb\_conflict\_fn\_max provides a count of the number of times that a row was not applied on the current SQL node due to “greatest timestamp wins” conflict resolution since the last time that mysqld was started. Ndb\_conflict\_fn\_max\_del\_win provides a count of the number of times that conflict resolution based on the outcome of NDB$MAX\_DELETE\_WIN() has been applied.

NDB 8.0.30 and later provides Ndb\_conflict\_fn\_max\_ins for tracking the number of

times that “greater timestamp wins” handling has been applied to write operations (using NDB $MAX\_INS()); a count of the number of times that “same timestamp wins” handling of writes has been applied (as implemented by NDB$MAX\_DEL\_WIN\_INS()), is provided by the status variable Ndb\_conflict\_fn\_max\_del\_win\_ins.

The number of times that a row was not applied as the result of “same timestamp wins” conflict resolution on a given mysqld since the last time it was restarted is given by the global status variable Ndb\_conflict\_fn\_old. In addition to incrementing Ndb\_conflict\_fn\_old, the primary key of the row that was not used is inserted into an *exceptions* *table*, as explained elsewhere in this section.

See also NDB Cluster Status Variables.

**Examples**

The following examples assume that you have already a working NDB Cluster replication setup, as described in [Section 23.7.5, “Preparing the NDB Cluster for Replication”](#_bookmark57) , and [Section 23.7.6, “Starting](#_bookmark33) [NDB Cluster Replication (Single Replication Channel)”](#_bookmark33) .

**NDB$MAX()** **example.** Suppose you wish to enable “greatest timestamp wins” conflict resolution on table test.t1, using column mycol as the “timestamp” . This can be done using the following steps:

1. Make sure that you have started the source mysqld with --ndb-log-update-as-write=OFF.

2. On the source, perform this INSERT statement:

INSERT INTO mysql.ndb\_replication

VALUES ('test', 't1', 0, NULL, 'NDB$MAX(mycol)');

**Note**

If the ndb\_replication table does not already exist, you must create it. See [ndb\_replication Table](#_bookmark41).

Inserting a 0 into the server\_id column indicates that all SQL nodes accessing this table should use conflict resolution. If you want to use conflict resolution on a specific mysqld only, use the actual server ID.

Inserting NULL into the binlog\_type column has the same effect as inserting 0 (NBT\_DEFAULT); the server default is used.
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3. Create the test.t1 table:

CREATE TABLE test.t1 (

*columns*

mycol INT UNSIGNED,

*columns*

) ENGINE=NDB;

Now, when updates are performed on this table, conflict resolution is applied, and the version of the row having the greatest value for mycol is written to the replica.

**Note**

Other binlog\_type options such as NBT\_UPDATED\_ONLY\_USE\_UPDATE ( 6) should be used to control logging on the source using the ndb\_replication table rather than by using command-line options.

**NDB$OLD()** **example.** Suppose an NDB table such as the one defined here is being replicated, and you wish to enable “same timestamp wins” conflict resolution for updates to this table:

CREATE TABLE test.t2 (

a INT UNSIGNED NOT NULL,

b CHAR(25) NOT NULL,

*columns*,

mycol INT UNSIGNED NOT NULL,

*columns*,

PRIMARY KEY pk (a, b)

) ENGINE=NDB;

The following steps are required, in the order shown:

1. First—and *prior* to creating test.t2—you must insert a row into the [mysql.ndb\_replication](#_bookmark41) table, as shown here:

INSERT INTO mysql.ndb\_replication

VALUES ('test', 't2', 0, 0, 'NDB$OLD(mycol)');

Possible values for the binlog\_type column are shown earlier in this section; in this case, we use 0 to specify that the server default logging behavior be used. The value 'NDB$OLD(mycol)' should be inserted into the conflict\_fn column.

2. Create an appropriate exceptions table for test.t2. The table creation statement shown here includes all required columns; any additional columns must be declared following these columns, and before the definition of the table's primary key.

CREATE TABLE test.t2$EX (

server\_id INT UNSIGNED,

source\_server\_id INT UNSIGNED,

source\_epoch BIGINT UNSIGNED,

count INT UNSIGNED,

INT UNSIGNED NOT NULL,

[*additional\_columns*,]

PRIMARY KEY(server\_id, source\_server\_id, source\_epoch, count)

) ENGINE=NDB;

CHAR(25) NOT NULL,

We can include additional columns for information about the type, cause, and originating transaction ID for a given conflict. We are also not required to supply matching columns for all primary key columns in the original table. This means you can create the exceptions table like this:

CREATE TABLE test.t2$EX (

NDB$server\_id INT UNSIGNED,

NDB$source\_server\_id INT UNSIGNED,

NDB$source\_epoch BIGINT UNSIGNED,

NDB$count INT UNSIGNED,
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a INT UNSIGNED NOT NULL,

NDB$OP\_TYPE ENUM('WRITE\_ROW','UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW', 'READ\_ROW') NOT NULL,

NDB$CFT\_CAUSE ENUM('ROW\_DOES\_NOT\_EXIST', 'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT', 'TRANS\_IN\_CONFLICT') NOT NULL,

NDB$ORIG\_TRANSID BIGINT UNSIGNED NOT NULL,

[*additional\_columns*,]

PRIMARY KEY(NDB$server\_id, NDB$source\_server\_id, NDB$source\_epoch, NDB$count)

) ENGINE=NDB;

**Note**

The NDB$ prefix is required for the four required columns since we included at least one of the columns NDB$OP\_TYPE, NDB$CFT\_CAUSE, or NDB $ORIG\_TRANSID in the table definition.

3. Create the table test.t2 as shown previously.

These steps must be followed for every table for which you wish to perform conflict resolution using NDB$OLD(). For each such table, there must be a corresponding row in mysql.ndb\_replication, and there must be an exceptions table in the same database as the table being replicated.

**Read** **conflict** **detection** **and** **resolution.** NDB Cluster also supports tracking of read operations, which makes it possible in circular replication setups to manage conflicts between reads of a given row in one cluster and updates or deletes of the same row in another. This example uses employee and department tables to model a scenario in which an employee is moved from one department to another on the source cluster (which we refer to hereafter as cluster *A*) while the replica cluster (hereafter *B*) updates the employee count of the employee's former department in an interleaved transaction.

The data tables have been created using the following SQL statements:

# Employee table

CREATE TABLE employee (

id INT PRIMARY KEY,

name VARCHAR(2000),

dept INT NOT NULL

) ENGINE=NDB;

# Department table

CREATE TABLE department (

id INT PRIMARY KEY,

name VARCHAR(2000),

members INT

) ENGINE=NDB;

The contents of the two tables include the rows shown in the (partial) output of the following SELECT statements:

mysql> **SELECT** **id,** **name,** **dept** **FROM** **employee;**

+---------------+------+

| id | name | dept |

+------+--------+------+

...

| 998 | Mike | 3 |

| 999 | Joe | 3 |

| 1000 | Mary | 3 |

...

+------+--------+------+

mysql> **SELECT** **id,** **name,** **members** **FROM** **department;**

+-----+-------------+---------+

| id | name | members |

+-----+-------------+---------+

...

| 3 | Old project | 24 |

...

+-----+-------------+---------+

We assume that we are already using an exceptions table that includes the four required columns (and these are used for this table's primary key), the optional columns for operation type and cause, and the original table's primary key column, created using the SQL statement shown here:

CREATE TABLE employee$EX (

NDB$server\_id INT UNSIGNED,

NDB$source\_server\_id INT UNSIGNED,

NDB$source\_epoch BIGINT UNSIGNED,

NDB$count INT UNSIGNED,

NDB$OP\_TYPE ENUM( 'WRITE\_ROW','UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW','READ\_ROW') NOT NULL,

NDB$CFT\_CAUSE ENUM( 'ROW\_DOES\_NOT\_EXIST',

'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT',

'TRANS\_IN\_CONFLICT') NOT NULL,

id INT NOT NULL,

PRIMARY KEY(NDB$server\_id, NDB$source\_server\_id, NDB$source\_epoch, NDB$count)

) ENGINE=NDB;

Suppose there occur the two simultaneous transactions on the two clusters. On cluster *A*, we create a new department, then move employee number 999 into that department, using the following SQL statements:

BEGIN;

INSERT INTO department VALUES (4, "New project", 1);

*UPDATE* *employee* *SET* *dept* *=* *4* *WHERE* *id* *=* *999;*

COMMIT;

At the same time, on cluster *B*, another transaction reads from employee, as shown here:

BEGIN;

*SELECT* *name* *FROM* *employee* *WHERE* *id* *=* *999;*

UPDATE department SET members = members - 1 WHERE id = 3;

commit;

The conflicting transactions are not normally detected by the conflict resolution mechanism, since the conflict is between a read (SELECT) and an update operation. You can circumvent this issue by executing SET ndb\_log\_exclusive\_reads = 1 on the replica cluster. Acquiring exclusive read locks in this way causes any rows read on the source to be flagged as needing conflict resolution on the replica cluster. If we enable exclusive reads in this way prior to the logging of these transactions, the read on cluster *B* is tracked and sent to cluster *A* for resolution; the conflict on the employee row is subsequently detected and the transaction on cluster *B* is aborted.

The conflict is registered in the exceptions table (on cluster *A*) as a READ\_ROW operation (see [Conflict](#_bookmark55) [Resolution Exceptions Table](#_bookmark55), for a description of operation types), as shown here:

mysql> **SELECT** **id,** **NDB$OP\_TYPE,** **NDB$CFT\_CAUSE** **FROM** **employee$EX;**

+-------+-------------+-------------------+

| id | NDB$OP\_TYPE | NDB$CFT\_CAUSE |

+-------+-------------+-------------------+

...

| 999 | READ\_ROW | TRANS\_IN\_CONFLICT |

+-------+-------------+-------------------+

Any existing rows found in the read operation are flagged. This means that multiple rows resulting from the same conflict may be logged in the exception table, as shown by examining the effects a conflict between an update on cluster *A* and a read of multiple rows on cluster *B* from the same table in simultaneous transactions. The transaction executed on cluster *A* is shown here:

BEGIN;

INSERT INTO department VALUES (4, "New project", 0);

*UPDATE* *employee* *SET* *dept* *=* *4* *WHERE* *dept* *=* *3;*

SELECT COUNT(\*) INTO @count FROM employee WHERE dept = 4;

UPDATE department SET members = @count WHERE id = 4;

COMMIT;

Concurrently a transaction containing the statements shown here runs on cluster *B*:

|  |  |
| --- | --- |
| SET ndb\_log\_exclusive\_reads = 1; # Must be set if not already  ...  BEGIN;  *SELECT* *COUNT(\*)* *INTO* *@count* *FROM* *employee* *WHERE* *dept* *=* *3* *FOR*  UPDATE department SET members = @count WHERE id = 3;  COMMIT; | enabled  *UPDATE;* |

In this case, all three rows matching the WHERE condition in the second transaction's SELECT are read, and are thus flagged in the exceptions table, as shown here:

mysql> **SELECT** **id,** **NDB$OP\_TYPE,** **NDB$CFT\_CAUSE** **FROM** **employee$EX;**

+-------+-------------+-------------------+

| id | NDB$OP\_TYPE | NDB$CFT\_CAUSE |

+-------+-------------+-------------------+

...

|

|

|

...

+-------+-------------+-------------------+

TRANS\_IN\_CONFLICT

TRANS\_IN\_CONFLICT

TRANS\_IN\_CONFLICT

READ\_ROW

READ\_ROW

READ\_ROW

| 998

| 999

| 1000

|

|

|

|

|

|

Read tracking is performed on the basis of existing rows only. A read based on a given condition track conflicts only of any rows that are *found* and not of any rows that are inserted in an interleaved transaction. This is similar to how exclusive row locking is performed in a single instance of NDB

Cluster.

**Insert** **conflict** **detection** **and** **resolution** **example** **(NDB** **8.0.30** **and** **later).** The following example illustrates the use of the insert conflict detection functions added in NDB 8.0.30. We assume that we are replicating two tables t1 and t2 in database test, and that we wish to use insert conflict detection with NDB$MAX\_INS() for t1 and NDB$MAX\_DEL\_WIN\_INS() for t2. The two data tables are not created until later in the setup process.

Setting up insert conflict resolution is similar to setting up other conflict detection and resolution algorithms as shown in the previous examples. If the mysql.ndb\_replication table used to configure binary logging and conflict resolution, does not already exist, it is first necessary to create it, as shown here:

CREATE TABLE mysql.ndb\_replication (

db VARBINARY(63),

table\_name VARBINARY(63),

server\_id INT UNSIGNED,

binlog\_type INT UNSIGNED,

conflict\_fn VARBINARY(128),

PRIMARY KEY USING HASH (db, table\_name, server\_id)

) ENGINE=NDB

PARTITION BY KEY(db,table\_name);

The ndb\_replication table acts on a per-table basis; that is, we need to insert a row containing table information, a binlog\_type value, the conflict resolution function to be employed, and the name of the timestamp column (X) for each table to be set up, like this:

INSERT INTO mysql.ndb\_replication VALUES ("test", "t1", 0, 7, "NDB$MAX\_INS(X)");

INSERT INTO mysql.ndb\_replication VALUES ("test", "t2", 0, 7, "NDB$MAX\_DEL\_WIN\_INS(X)");

Here we have set the binlog\_type as NBT\_FULL\_USE\_UPDATE (7) which means that full rows are always logged. See [ndb\_replication Table](#_bookmark41), for other possible values.

You can also create an exceptions table corresponding to each NDB table for which conflict resolution is to be employed. An exceptions table records all rows rejected by the conflict resolution function for

a given table. Exceptions tables for replication conflict detection for tables t1 and t2 can be created using the following two SQL statements:

CREATE TABLE `t1$EX` (

NDB$server\_id INT UNSIGNED,

NDB$master\_server\_id INT UNSIGNED,

NDB$master\_epoch BIGINT UNSIGNED,

NDB$count INT UNSIGNED,

NDB$OP\_TYPE ENUM('WRITE\_ROW', 'UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW', 'READ\_ROW') NOT NULL,

NDB$CFT\_CAUSE ENUM('ROW\_DOES\_NOT\_EXIST', 'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT', 'TRANS\_IN\_CONFLICT') NOT NULL,

a INT NOT NULL,

PRIMARY KEY(NDB$server\_id, NDB$master\_server\_id,

NDB$master\_epoch, NDB$count)

) ENGINE=NDB;

CREATE TABLE `t2$EX` (

NDB$server\_id INT UNSIGNED,

NDB$master\_server\_id INT UNSIGNED,

NDB$master\_epoch BIGINT UNSIGNED,

NDB$count INT UNSIGNED,

NDB$OP\_TYPE ENUM('WRITE\_ROW', 'UPDATE\_ROW', 'DELETE\_ROW',

'REFRESH\_ROW', 'READ\_ROW') NOT NULL,

NDB$CFT\_CAUSE ENUM( 'ROW\_DOES\_NOT\_EXIST', 'ROW\_ALREADY\_EXISTS',

'DATA\_IN\_CONFLICT', 'TRANS\_IN\_CONFLICT') NOT NULL,

a INT NOT NULL,

PRIMARY KEY(NDB$server\_id, NDB$master\_server\_id,

NDB$master\_epoch, NDB$count)

) ENGINE=NDB;

Finally, after creating the exception tables just shown, you can create the data tables to be replicated and subject to conflict resolution control, using the following two SQL statements:

CREATE TABLE t1 (

a INT PRIMARY KEY,

b VARCHAR(32),

X INT UNSIGNED

) ENGINE=NDB;

CREATE TABLE t2 (

a INT PRIMARY KEY,

b VARCHAR(32),

X INT UNSIGNED

) ENGINE=NDB;

For each table, the X column is used as the timestamp column.

Once created on the source, t1 and t2 are replicated and can be assumed to exist on both the source and the replica. In the remainder of this example, we use mysqlS> to indicate a mysql client connected to the source, and mysqlR> to indicate a mysql client running on the replica.

First we insert one row each into the tables on the source, like this:

mysqlS> **INSERT** **INTO** **t1** **VALUES** **(1,** **'Initial** **X=1',** **1);**

Query OK, 1 row affected (0.01 sec)

mysqlS> **INSERT** **INTO** **t2** **VALUES** **(1,** **'Initial** **X=1',** **1);**

Query OK, 1 row affected (0.01 sec)

We can be certain that these two rows are replicated without causing any conflicts, since the tables on the replica did not contain any rows prior to issuing the INSERT statements on the source. We can verify this by selecting from the tables on the replica as shown here:

mysqlR> **TABLE** **t1** **ORDER** **BY** **a;**

+---+-------------+------+

| a | b | X |

+---+-------------+------+

| 1 | Initial X=1 | 1 |

+---+-------------+------+

1 row in set (0.00 sec)

mysqlR> **TABLE** **t2** **ORDER** **BY** **a;**

+---+-------------+------+

| a | b | X |

+---+-------------+------+

| 1 | Initial X=1 | 1 |

+---+-------------+------+

1 row in set (0.00 sec)

Next, we insert new rows into the tables on the replica, like this:

mysqlR> **INSERT** **INTO** **t1** **VALUES** **(2,** **'Replica** **X=2',** **2);**

Query OK, 1 row affected (0.01 sec)

mysqlR> **INSERT** **INTO** **t2** **VALUES** **(2,** **'Replica** **X=2',** **2);**

Query OK, 1 row affected (0.01 sec)

Now we insert conflicting rows into the tables on the source having greater timestamp (X) column values, using the statements shown here:

mysqlS> **INSERT** **INTO** **t1** **VALUES** **(2,** **'Source** **X=20',** **20);**

Query OK, 1 row affected (0.01 sec)

mysqlS> **INSERT** **INTO** **t2** **VALUES** **(2,** **'Source** **X=20',** **20);**

Query OK, 1 row affected (0.01 sec)

Now we observe the results by selecting (again) from both tables on the replica, as shown here:

mysqlR> **TABLE** **t1** **ORDER** **BY** **a;**

+---+-------------+-------+

| a | b | X |

+---+-------------+-------+

| 1 | Initial X=1 | 1 |

+---+-------------+-------+

| 2 | Source X=20 | 20 |

+---+-------------+-------+

2 rows in set (0.00 sec)

mysqlR> **TABLE** **t2** **ORDER** **BY** **a;**

+---+-------------+-------+

| a | b | X |

+---+-------------+-------+

| 1 | Initial X=1 | 1 |

+---+-------------+-------+

| 1 | Source X=20 | 20 |

+---+-------------+-------+

2 rows in set (0.00 sec)

The rows inserted on the source, having greater timestamps than those in the conflicting rows on the replica, have replaced those rows. On the replica, we next insert two new rows which do not conflict with any existing rows in t1 or t2, like this:

mysqlR> **INSERT** **INTO** **t1** **VALUES** **(3,** **'Slave** **X=30',** **30);**

Query OK, 1 row affected (0.01 sec)

mysqlR> **INSERT** **INTO** **t2** **VALUES** **(3,** **'Slave** **X=30',** **30);**

Query OK, 1 row affected (0.01 sec)

Inserting more rows on the source with the same primary key value (3) brings about conflicts as before, but this time we use a value for the timestamp column less than that in same column in the conflicting rows on the replica.

mysqlS> **INSERT** **INTO** **t1** **VALUES** **(3,** **'Source** **X=3',** **3);**

Query OK, 1 row affected (0.01 sec)

mysqlS> **INSERT** **INTO** **t2** **VALUES** **(3,** **'Source** **X=3',** **3);**

Query OK, 1 row affected (0.01 sec)

We can see by querying the tables that both inserts from the source were rejected by the replica, and the rows inserted on the replica previously have not been overwritten, as shown here in the mysql client on the replica:

mysqlR> **TABLE** **t1** **ORDER** **BY** **a;**

+---+--------------+-------+

| a | b | X |

+---+--------------+-------+

| 1 | Initial X=1 | 1 |

+---+--------------+-------+

| 2 | Source X=20 | 20 |

+---+--------------+-------+

| 3 | Replica X=30 | 30 |

+---+--------------+-------+

3 rows in set (0.00 sec)

mysqlR> **TABLE** **t2** **ORDER** **BY** **a;**

+---+--------------+-------+

| a | b | X |

+---+--------------+-------+

| 1 | Initial X=1 | 1 |

+---+--------------+-------+

| 2 | Source X=20 | 20 |

+---+--------------+-------+

| 3 | Replica X=30 | 30 |

+---+--------------+-------+

3 rows in set (0.00 sec)

You can see information about the rows that were rejected in the exception tables, as shown here:

mysqlR> **SELECT** **NDB$server\_id,** **NDB$master\_server\_id,** **NDB$count,**

> **NDB$OP\_TYPE,** **NDB$CFT\_CAUSE,** **a**

> **FROM** **t1$EX**

> **ORDER** **BY** **NDB$count\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NDB$server\_id : 2

NDB$master\_server\_id: 1

NDB$count : 1

NDB$OP\_TYPE : WRITE\_ROW

NDB$CFT\_CAUSE : DATA\_IN\_CONFLICT

a : 3

1 row in set (0.00 sec)

mysqlR> **SELECT** **NDB$server\_id,** **NDB$master\_server\_id,** **NDB$count,**

> **NDB$OP\_TYPE,** **NDB$CFT\_CAUSE,** **a**

> **FROM** **t2$EX**

> **ORDER** **BY** **NDB$count\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

NDB$server\_id : 2

NDB$master\_server\_id: 1

NDB$count : 1

NDB$OP\_TYPE : WRITE\_ROW

NDB$CFT\_CAUSE : DATA\_IN\_CONFLICT

a : 3

1 row in set (0.00 sec)

As we saw earlier, no other rows inserted on the source were rejected by the replica, only those rows having a lesser timestamp value than the rows in conflict on the replica.

**23.8** **NDB** **Cluster** **Release** **Notes**

Changes in NDB Cluster releases are documented separately from this reference manual; you can find release notes for the changes in each NDB Cluster 8.0 release at [NDB 8.0 Release Notes](https://dev.mysql.com/doc/relnotes/mysql-cluster/8.0/en/).

You can obtain release notes for older versions of NDB Cluster from [NDB Cluster Release Notes](https://dev.mysql.com/doc/index-cluster.html#cluster-relnotes).
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This chapter discusses *user-defined* *partitioning*.

**Note**

Table partitioning differs from partitioning as used by window functions. For information about window functions, see Section 12.21, “Window Functions” .

In MySQL 8.0, partitioning support is provided by the InnoDB and NDB storage engines.

MySQL 8.0 does not currently support partitioning of tables using any storage engine other than InnoDB or NDB, such as MyISAM. An attempt to create a partitioned tables using a storage engine that does not supply native partitioning support fails with [ER\_CHECK\_NOT\_IMPLEMENTED](https://dev.mysql.com/doc/mysql-errors/8.0/en/server-error-reference.html#error_er_check_not_implemented).

MySQL 8.0 Community binaries provided by Oracle include partitioning support provided by the InnoDB and NDB storage engines. For information about partitioning support offered in MySQL Enterprise Edition binaries, see Chapter 30, *MySQL* *Enterprise* *Edition*.

If you are compiling MySQL 8.0 from source, configuring the build with InnoDB support is sufficient to produce binaries with partition support for InnoDB tables. For more information, see Section 2.8, “Installing MySQL from Source” .

Nothing further needs to be done to enable partitioning support by InnoDB (for example, no special entries are required in the my.cnf file).

It is not possible to disable partitioning support by the InnoDB storage engine.

See [Section 24.1, “Overview of Partitioning in MySQL”](#_bookmark70) , for an introduction to partitioning and partitioning concepts.

Several types of partitioning are supported, as well as subpartitioning; see [Section 24.2, “Partitioning](#_bookmark71) [Types”](#_bookmark71) , and [Section 24.2.6, “Subpartitioning”](#_bookmark76) .

[Section 24.3, “Partition Management”](#_bookmark78) , covers methods of adding, removing, and altering partitions in existing partitioned tables.

Section 24.3.4, “Maintenance of Partitions” , discusses table maintenance commands for use with partitioned tables.

The PARTITIONS table in the INFORMATION\_SCHEMA database provides information about partitions and partitioned tables. See Section 26.3.21, “The INFORMATION\_SCHEMA PARTITIONS Table” , for more information; for some examples of queries against this table, see [Section 24.2.7, “How MySQL](#_bookmark77) [Partitioning Handles NULL”](#_bookmark77) .

For known issues with partitioning in MySQL 8.0, see Section 24.6, “Restrictions and Limitations on Partitioning” .

You may also find the following resources to be useful when working with partitioned tables.

**Additional** **Resources.** Other sources of information about user-defined partitioning in MySQL

include the following:

• [MySQL Partitioning Forum](https://forums.mysql.com/list.php?106)

This is the official discussion forum for those interested in or experimenting with MySQL Partitioning technology. It features announcements and updates from MySQL developers and others. It is monitored by members of the Partitioning Development and Documentation Teams.

• [Mikael Ronström's Blog](http://mikaelronstrom.blogspot.com/)

MySQL Partitioning Architect and Lead Developer Mikael Ronström frequently posts articles here concerning his work with MySQL Partitioning and NDB Cluster.

• [PlanetMySQL](http://www.planetmysql.org/)

A MySQL news site featuring MySQL-related blogs, which should be of interest to anyone using my MySQL. We encourage you to check here for links to blogs kept by those working with MySQL Partitioning, or to have your own blog added to those covered.

**24.1** **Overview** **of** **Partitioning** **in** **MySQL**

This section provides a conceptual overview of partitioning in MySQL 8.0.

For information on partitioning restrictions and feature limitations, see Section 24.6, “Restrictions and Limitations on Partitioning” .

The SQL standard does not provide much in the way of guidance regarding the physical aspects of data storage. The SQL language itself is intended to work independently of any data structures or media underlying the schemas, tables, rows, or columns with which it works. Nonetheless, most advanced database management systems have evolved some means of determining the physical location to be used for storing specific pieces of data in terms of the file system, hardware or even both. In MySQL, the InnoDB storage engine has long supported the notion of a tablespace (see Section 15.6.3, “Tablespaces”), and the MySQL Server, even prior to the introduction of partitioning, could be configured to employ different physical directories for storing different databases (see Section 8.12.2, “Using Symbolic Links” , for an explanation of how this is done).

*Partitioning* takes this notion a step further, by enabling you to distribute portions of individual tables across a file system according to rules which you can set largely as needed. In effect, different portions of a table are stored as separate tables in different locations. The user-selected rule by which the division of data is accomplished is known as a *partitioning* *function*, which in MySQL can be the modulus, simple matching against a set of ranges or value lists, an internal hashing function, or a linear hashing function. The function is selected according to the partitioning type specified by the user, and takes as its parameter the value of a user-supplied expression. This expression can be a column value,

a function acting on one or more column values, or a set of one or more column values, depending on the type of partitioning that is used.

In the case of RANGE, LIST, and [LINEAR] HASH partitioning, the value of the partitioning column is passed to the partitioning function, which returns an integer value representing the number of the partition in which that particular record should be stored. This function must be nonconstant and nonrandom. It may not contain any queries, but may use an SQL expression that is valid in MySQL, as long as that expression returns either NULL or an integer *intval* such that

-MAXVALUE <= *intval* <= MAXVALUE

(MAXVALUE is used to represent the least upper bound for the type of integer in question. -MAXVALUE represents the greatest lower bound.)

For [LINEAR] KEY, RANGE COLUMNS, and LIST COLUMNS partitioning, the partitioning expression consists of a list of one or more columns.

For [LINEAR] KEY partitioning, the partitioning function is supplied by MySQL.

For more information about permitted partitioning column types and partitioning functions, see [Section 24.2, “Partitioning Types”](#_bookmark71) , as well as Section 13.1.20, “CREATE TABLE Statement” , which provides partitioning syntax descriptions and additional examples. For information about restrictions on partitioning functions, see Section 24.6.3, “Partitioning Limitations Relating to Functions” .

This is known as *horizontal* *partitioning*—that is, different rows of a table may be assigned to different physical partitions. MySQL 8.0 does not support *vertical* *partitioning*, in which different columns of a table are assigned to different physical partitions. There are no plans at this time to introduce vertical partitioning into MySQL.

For creating partitioned tables, you must use a storage engine that supports them. In MySQL 8.0, all partitions of the same partitioned table must use the same storage engine. However, there is nothing preventing you from using different storage engines for different partitioned tables on the same MySQL server or even in the same database.

In MySQL 8.0, the only storage engines that support partitioning are InnoDB and NDB. Partitioning cannot be used with storage engines that do not support it; these include the MyISAM, MERGE, CSV, and FEDERATED storage engines.

Partitioning by KEY or LINEAR KEY is possible with NDB, but other types of user-defined partitioning are not supported for tables using this storage engine. In addition, an NDB table that employs user- defined partitioning must have an explicit primary key, and any columns referenced in the table's partitioning expression must be part of the primary key. However, if no columns are listed in the PARTITION BY KEY or PARTITION BY LINEAR KEY clause of the CREATE TABLE or ALTER TABLE statement used to create or modify a user-partitioned NDB table, then the table is not required to have an explicit primary key. For more information, see Section 23.2.7.1, “Noncompliance with SQL Syntax in NDB Cluster” .

When creating a partitioned table, the default storage engine is used just as when creating any other table; to override this behavior, it is necessary only to use the [STORAGE] ENGINE option just as you would for a table that is not partitioned. The target storage engine must provide native partitioning support, or the statement fails. You should keep in mind that [STORAGE] ENGINE (and other table options) need to be listed *before* any partitioning options are used in a CREATE TABLE statement. This example shows how to create a table that is partitioned by hash into 6 partitions and which uses the InnoDB storage engine (regardless of the value of default\_storage\_engine):

CREATE TABLE ti (id INT, amount DECIMAL(7,2), tr\_date DATE)

ENGINE=INNODB

PARTITION BY HASH( MONTH(tr\_date) )

PARTITIONS 6;

Each PARTITION clause can include a [STORAGE] ENGINE option, but in MySQL 8.0 this has no effect.
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Unless otherwise specified, the remaining examples in this discussion assume that default\_storage\_engine is InnoDB.

**Important**

Partitioning applies to all data and indexes of a table; you cannot partition only the data and not the indexes, or vice versa, nor can you partition only a portion of the table.

Data and indexes for each partition can be assigned to a specific directory using the DATA DIRECTORY and INDEX DIRECTORY options for the PARTITION clause of the CREATE TABLE statement used to create the partitioned table.

Only the DATA DIRECTORY option is supported for individual partitions and subpartitions of InnoDB tables. As of MySQL 8.0.21, the directory specified in a DATA DIRECTORY clause must be known to InnoDB. For more information, see Using the DATA DIRECTORY Clause.

All columns used in the table's partitioning expression must be part of every unique key that the table may have, including any primary key. This means that a table such as this one, created by the following SQL statement, cannot be partitioned:

CREATE TABLE tnp (

id INT NOT NULL AUTO\_INCREMENT,

ref BIGINT NOT NULL,

name VARCHAR(255),

PRIMARY KEY pk (id),

UNIQUE KEY uk (name)

);

Because the keys pk and uk have no columns in common, there are no columns available for use in a partitioning expression. Possible workarounds in this situation include adding the name column to the table's primary key, adding the id column to uk, or simply removing the unique key altogether. See Section 24.6.1, “Partitioning Keys, Primary Keys, and Unique Keys” , for more information.

In addition, MAX\_ROWS and MIN\_ROWS can be used to determine the maximum and minimum numbers of rows, respectively, that can be stored in each partition. See [Section 24.3, “Partition Management”](#_bookmark78) , for more information on these options.

The MAX\_ROWS option can also be useful for creating NDB Cluster tables with extra partitions, thus allowing for greater storage of hash indexes. See the documentation for the DataMemory data node configuration parameter, as well as Section 23.2.2, “NDB Cluster Nodes, Node Groups, Fragment Replicas, and Partitions” , for more information.

Some advantages of partitioning are listed here:

• Partitioning makes it possible to store more data in one table than can be held on a single disk or file system partition.

• Data that loses its usefulness can often be easily removed from a partitioned table by dropping the partition (or partitions) containing only that data. Conversely, the process of adding new data can in some cases be greatly facilitated by adding one or more new partitions for storing specifically that data.

• Some queries can be greatly optimized in virtue of the fact that data satisfying a given WHERE clause can be stored only on one or more partitions, which automatically excludes any remaining partitions from the search. Because partitions can be altered after a partitioned table has been created, you can reorganize your data to enhance frequent queries that may not have been often used when the partitioning scheme was first set up. This ability to exclude non-matching partitions (and thus any rows they contain) is often referred to as *partition* *pruning*. For more information, see Section 24.4, “Partition Pruning” .

In addition, MySQL supports explicit partition selection for queries. For example, SELECT \* FROM t PARTITION (p0,p1) WHERE c < 5 selects only those rows in partitions p0 and p1 that

match the WHERE condition. In this case, MySQL does not check any other partitions of table t; this can greatly speed up queries when you already know which partition or partitions you wish to examine. Partition selection is also supported for the data modification statements DELETE, INSERT, REPLACE, UPDATE, and LOAD DATA, LOAD XML. See the descriptions of these statements for more information and examples.

**24.2** **Partitioning** **Types**

This section discusses the types of partitioning which are available in MySQL 8.0. These include the types listed here:

• **RANGE** **partitioning.** This type of partitioning assigns rows to partitions based on column values falling within a given range. See [Section 24.2.1, “RANGE Partitioning”](#_bookmark72) . For information about an extension to this type, RANGE COLUMNS, see [Section 24.2.3.1, “RANGE COLUMNS partitioning”](#_bookmark82) .

• **LIST** **partitioning.** Similar to partitioning by RANGE, except that the partition is selected based on columns matching one of a set of discrete values. See [Section 24.2.2, “LIST Partitioning”](#_bookmark73) . For information about an extension to this type, LIST COLUMNS, see [Section 24.2.3.2, “LIST COLUMNS](#_bookmark83) [partitioning”](#_bookmark83) .

• **HASH** **partitioning.** With this type of partitioning, a partition is selected based on the value returned by a user-defined expression that operates on column values in rows to be inserted into the table. The function may consist of any expression valid in MySQL that yields an integer value. See [Section 24.2.4, “HASH Partitioning”](#_bookmark75) .

An extension to this type, LINEAR HASH, is also available, see [Section 24.2.4.1, “LINEAR HASH](#_bookmark84) [Partitioning”](#_bookmark84) .

• **KEY** **partitioning.** This type of partitioning is similar to partitioning by HASH, except that only one or more columns to be evaluated are supplied, and the MySQL server provides its own hashing function. These columns can contain other than integer values, since the hashing function supplied by MySQL guarantees an integer result regardless of the column data type. An extension to this type, LINEAR KEY, is also available. See [Section 24.2.5, “KEY Partitioning”](#_bookmark37) .

A very common use of database partitioning is to segregate data by date. Some database systems support explicit date partitioning, which MySQL does not implement in 8.0. However, it is not difficult in MySQL to create partitioning schemes based on DATE, TIME, or DATETIME columns, or based on expressions making use of such columns.

When partitioning by KEY or LINEAR KEY, you can use a DATE, TIME, or DATETIME column as the partitioning column without performing any modification of the column value. For example, this table creation statement is perfectly valid in MySQL:

CREATE TABLE members (

firstname VARCHAR(25) NOT NULL,

lastname VARCHAR(25) NOT NULL,

username VARCHAR(16) NOT NULL,

email VARCHAR(35),

joined DATE NOT NULL

)

PARTITION BY KEY(joined)

PARTITIONS 6;

In MySQL 8.0, it is also possible to use a DATE or DATETIME column as the partitioning column using RANGE COLUMNS and LIST COLUMNS partitioning.

Other partitioning types require a partitioning expression that yields an integer value or NULL. If you wish to use date-based partitioning by RANGE, LIST, HASH, or LINEAR HASH, you can simply employ a function that operates on a DATE, TIME, or DATETIME column and returns such a value, as shown here:

CREATE TABLE members (

firstname VARCHAR(25) NOT NULL,

lastname VARCHAR(25) NOT NULL,

username VARCHAR(16) NOT NULL,

email VARCHAR(35),

joined DATE NOT NULL

)

PARTITION BY RANGE( YEAR(joined) ) (

PARTITION p0 VALUES LESS THAN (1960),

PARTITION p1 VALUES LESS THAN (1970),

PARTITION p2 VALUES LESS THAN (1980),

PARTITION p3 VALUES LESS THAN (1990),

PARTITION p4 VALUES LESS THAN MAXVALUE

);

Additional examples of partitioning using dates may be found in the following sections of this chapter:

• [Section 24.2.1, “RANGE Partitioning”](#_bookmark72)

• [Section 24.2.4, “HASH Partitioning”](#_bookmark75)

• [Section 24.2.4.1, “LINEAR HASH Partitioning”](#_bookmark84)

For more complex examples of date-based partitioning, see the following sections:

• Section 24.4, “Partition Pruning”

• [Section 24.2.6, “Subpartitioning”](#_bookmark76)

MySQL partitioning is optimized for use with the TO\_DAYS(), YEAR(), and TO\_SECONDS() functions. However, you can use other date and time functions that return an integer or NULL, such as WEEKDAY(), DAYOFYEAR(), or MONTH(). See Section 12.7, “Date and Time Functions” , for more information about such functions.

It is important to remember—regardless of the type of partitioning that you use—that partitions are always numbered automatically and in sequence when created, starting with 0. When a new row is inserted into a partitioned table, it is these partition numbers that are used in identifying the correct partition. For example, if your table uses 4 partitions, these partitions are numbered 0, 1, 2, and 3. For the RANGE and LIST partitioning types, it is necessary to ensure that there is a partition defined for each partition number. For HASH partitioning, the user-supplied expression must evaluate to an integer value. For KEY partitioning, this issue is taken care of automatically by the hashing function which the MySQL server employs internally.

Names of partitions generally follow the rules governing other MySQL identifiers, such as those for tables and databases. However, you should note that partition names are not case-sensitive. For example, the following CREATE TABLE statement fails as shown:

mysql> **CREATE** **TABLE** **t2** **(val** **INT)**

-> **PARTITION** **BY** **LIST(val)(**

|  |  |
| --- | --- |
| -> -> -> **);**  ERROR 1488 | **PARTITION** **mypart** **VALUES** **IN** **(1,3,5),**  **PARTITION** **MyPart** **VALUES** **IN** **(2,4,6)**  (HY000): Duplicate partition name mypart |

Failure occurs because MySQL sees no difference between the partition names mypart and MyPart.

When you specify the number of partitions for the table, this must be expressed as a positive, nonzero integer literal with no leading zeros, and may not be an expression such as 0.8E+01 or 6-2, even if it evaluates to an integer value. Decimal fractions are not permitted.

In the sections that follow, we do not necessarily provide all possible forms for the syntax that can be used for creating each partition type; for this information, see Section 13.1.20, “CREATE TABLE

Statement” .

**24.2.1** **RANGE** **Partitioning**
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A table that is partitioned by range is partitioned in such a way that each partition contains rows for which the partitioning expression value lies within a given range. Ranges should be contiguous but not overlapping, and are defined using the VALUES LESS THAN operator. For the next few examples, suppose that you are creating a table such as the following to hold personnel records for a chain of 20 video stores, numbered 1 through 20:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT NOT NULL,

store\_id INT NOT NULL

);

**Note**

The employees table used here has no primary or unique keys. While the examples work as shown for purposes of the present discussion, you should keep in mind that tables are extremely likely in practice to have primary keys, unique keys, or both, and that allowable choices for partitioning columns depend on the columns used for these keys, if any are present. For a discussion of these issues, see Section 24.6.1, “Partitioning Keys, Primary Keys, and Unique Keys” .

This table can be partitioned by range in a number of ways, depending on your needs. One way would be to use the store\_id column. For instance, you might decide to partition the table 4 ways by adding a PARTITION BY RANGE clause as shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT NOT NULL,

store\_id INT NOT NULL

)

PARTITION BY RANGE (store\_id) (

PARTITION p0 VALUES LESS THAN (6),

PARTITION p1 VALUES LESS THAN (11),

PARTITION p2 VALUES LESS THAN (16),

PARTITION p3 VALUES LESS THAN (21)

);

In this partitioning scheme, all rows corresponding to employees working at stores 1 through 5 are stored in partition p0, to those employed at stores 6 through 10 are stored in partition p1, and so on. Each partition is defined in order, from lowest to highest. This is a requirement of the PARTITION BY RANGE syntax; you can think of it as being analogous to a series of if ... elseif ... statements in C or Java in this regard.

It is easy to determine that a new row containing the data (72, 'Mitchell', 'Wilson',

'1998-06-25', DEFAULT, 7, 13) is inserted into partition p2, but what happens when your chain

adds a 21st store? Under this scheme, there is no rule that covers a row whose store\_id is greater

than 20, so an error results because the server does not know where to place it. You can keep this

from occurring by using a “catchall” VALUES LESS THAN clause in the CREATE TABLE statement that

provides for all values greater than the highest value explicitly named:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT NOT NULL,

store\_id INT NOT NULL

)

PARTITION BY RANGE (store\_id) (

PARTITION p0 VALUES LESS THAN (6),

PARTITION p1 VALUES LESS THAN (11),

PARTITION p2 VALUES LESS THAN (16),

*PARTITION* *p3* *VALUES* *LESS* *THAN* *MAXVALUE*

);

(As with the other examples in this chapter, we assume that the default storage engine is InnoDB.)

Another way to avoid an error when no matching value is found is to use the IGNORE keyword as part of the INSERT statement. For an example, see [Section 24.2.2, “LIST Partitioning”](#_bookmark73) .

MAXVALUE represents an integer value that is always greater than the largest possible integer value (in mathematical language, it serves as a *least* *upper* *bound*). Now, any rows whose store\_id column value is greater than or equal to 16 (the highest value defined) are stored in partition p3. At some point in the future—when the number of stores has increased to 25, 30, or more—you can use an ALTER TABLE statement to add new partitions for stores 21-25, 26-30, and so on (see [Section 24.3, “Partition](#_bookmark78) [Management”](#_bookmark78) , for details of how to do this).

In much the same fashion, you could partition the table based on employee job codes—that is, based on ranges of job\_code column values. For example—assuming that two-digit job codes are used for regular (in-store) workers, three-digit codes are used for office and support personnel, and four-digit codes are used for management positions—you could create the partitioned table using the following statement:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT NOT NULL,

store\_id INT NOT NULL

)

PARTITION BY RANGE (job\_code) (

PARTITION p0 VALUES LESS THAN (100),

PARTITION p1 VALUES LESS THAN (1000),

PARTITION p2 VALUES LESS THAN (10000)

);

In this instance, all rows relating to in-store workers would be stored in partition p0, those relating to office and support staff in p1, and those relating to managers in partition p2.

It is also possible to use an expression in VALUES LESS THAN clauses. However, MySQL must be able to evaluate the expression's return value as part of a LESS THAN (<) comparison.

Rather than splitting up the table data according to store number, you can use an expression based on one of the two DATE columns instead. For example, let us suppose that you wish to partition based on the year that each employee left the company; that is, the value of YEAR(separated). An example of a CREATE TABLE statement that implements such a partitioning scheme is shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

)

PARTITION BY RANGE ( YEAR(separated) ) (

PARTITION p0 VALUES LESS THAN (1991),

PARTITION p1 VALUES LESS THAN (1996),

PARTITION p2 VALUES LESS THAN (2001),

PARTITION p3 VALUES LESS THAN MAXVALUE

);

In this scheme, for all employees who left before 1991, the rows are stored in partition p0; for those who left in the years 1991 through 1995, in p1; for those who left in the years 1996 through 2000, in p2; and for any workers who left after the year 2000, in p3.

It is also possible to partition a table by RANGE, based on the value of a TIMESTAMP column, using the UNIX\_TIMESTAMP() function, as shown in this example:

CREATE TABLE quarterly\_report\_status (

report\_id INT NOT NULL,

report\_status VARCHAR(20) NOT NULL,

report\_updated TIMESTAMP NOT NULL DEFAULT CURRENT\_TIMESTAMP ON UPDATE CURRENT\_TIMESTAMP

)

PARTITION BY RANGE ( UNIX\_TIMESTAMP(report\_updated) ) (

PARTITION p0 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-01-01 00:00:00') ),

PARTITION p1 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-04-01 00:00:00') ),

PARTITION p2 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-07-01 00:00:00') ),

PARTITION p3 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-10-01 00:00:00') ),

PARTITION p4 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-01-01 00:00:00') ),

PARTITION p5 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-04-01 00:00:00') ),

PARTITION p6 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-07-01 00:00:00') ),

PARTITION p7 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-10-01 00:00:00') ),

PARTITION p8 VALUES LESS THAN ( UNIX\_TIMESTAMP('2010-01-01 00:00:00') ),

PARTITION p9 VALUES LESS THAN (MAXVALUE)

);

Any other expressions involving TIMESTAMP values are not permitted. (See Bug #42849.) Range partitioning is particularly useful when one or more of the following conditions is true:

• You want or need to delete “old” data. If you are using the partitioning scheme shown previously for the employees table, you can simply use ALTER TABLE employees DROP PARTITION p0; to delete all rows relating to employees who stopped working for the firm prior to 1991. (See Section 13.1.9, “ALTER TABLE Statement” , and [Section 24.3, “Partition Management”](#_bookmark78) , for more information.) For a table with a great many rows, this can be much more efficient than running a DELETE query such as DELETE FROM employees WHERE YEAR(separated) <= 1990;.

• You want to use a column containing date or time values, or containing values arising from some other series.

• You frequently run queries that depend directly on the column used for partitioning the table. For example, when executing a query such as EXPLAIN SELECT COUNT(\*) FROM employees WHERE separated BETWEEN '2000-01-01' AND '2000-12-31' GROUP BY store\_id;, MySQL can quickly determine that only partition p2 needs to be scanned because the remaining partitions cannot contain any records satisfying the WHERE clause. See Section 24.4, “Partition

Pruning” , for more information about how this is accomplished.

A variant on this type of partitioning is RANGE COLUMNS partitioning. Partitioning by RANGE COLUMNS makes it possible to employ multiple columns for defining partitioning ranges that apply both to placement of rows in partitions and for determining the inclusion or exclusion of specific partitions when performing partition pruning. See [Section 24.2.3.1, “RANGE COLUMNS partitioning”](#_bookmark82) , for more information.

**Partitioning** **schemes** **based** **on** **time** **intervals.** If you wish to implement a partitioning scheme based on ranges or intervals of time in MySQL 8.0, you have two options:

1. Partition the table by RANGE, and for the partitioning expression, employ a function operating on a DATE, TIME, or DATETIME column and returning an integer value, as shown here:

CREATE TABLE members (

firstname VARCHAR(25) NOT NULL,

lastname VARCHAR(25) NOT NULL,

username VARCHAR(16) NOT NULL,

email VARCHAR(35),

joined DATE NOT NULL

)

PARTITION BY RANGE( YEAR(joined) ) (
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PARTITION p0 VALUES LESS THAN (1960),

PARTITION p1 VALUES LESS THAN (1970),

PARTITION p2 VALUES LESS THAN (1980),

PARTITION p3 VALUES LESS THAN (1990),

PARTITION p4 VALUES LESS THAN MAXVALUE

);

In MySQL 8.0, it is also possible to partition a table by RANGE based on the value of a TIMESTAMP column, using the UNIX\_TIMESTAMP() function, as shown in this example:

CREATE TABLE quarterly\_report\_status (

report\_id INT NOT NULL,

report\_status VARCHAR(20) NOT NULL,

report\_updated TIMESTAMP NOT NULL DEFAULT CURRENT\_TIMESTAMP ON UPDATE CURRENT\_TIMESTAMP

)

PARTITION BY RANGE ( UNIX\_TIMESTAMP(report\_updated) ) (

PARTITION p0 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-01-01 00:00:00') ),

PARTITION p1 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-04-01 00:00:00') ),

PARTITION p2 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-07-01 00:00:00') ),

PARTITION p3 VALUES LESS THAN ( UNIX\_TIMESTAMP('2008-10-01 00:00:00') ),

PARTITION p4 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-01-01 00:00:00') ),

PARTITION p5 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-04-01 00:00:00') ),

PARTITION p6 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-07-01 00:00:00') ),

PARTITION p7 VALUES LESS THAN ( UNIX\_TIMESTAMP('2009-10-01 00:00:00') ),

PARTITION p8 VALUES LESS THAN ( UNIX\_TIMESTAMP('2010-01-01 00:00:00') ),

PARTITION p9 VALUES LESS THAN (MAXVALUE)

);

In MySQL 8.0, any other expressions involving TIMESTAMP values are not permitted. (See Bug #42849.)

**Note**

It is also possible in MySQL 8.0 to use UNIX\_TIMESTAMP(timestamp\_column) as a partitioning expression for tables that are partitioned by LIST. However, it is usually not practical to do so.

2. Partition the table by RANGE COLUMNS, using a DATE or DATETIME column as the partitioning column. For example, the members table could be defined using the joined column directly, as shown here:

CREATE TABLE members (

firstname VARCHAR(25) NOT NULL,

lastname VARCHAR(25) NOT NULL,

username VARCHAR(16) NOT NULL,

email VARCHAR(35),

joined DATE NOT NULL

)

PARTITION BY RANGE COLUMNS(joined) (

PARTITION p0 VALUES LESS THAN ('1960-01-01'),

PARTITION p1 VALUES LESS THAN ('1970-01-01'),

PARTITION p2 VALUES LESS THAN ('1980-01-01'),

PARTITION p3 VALUES LESS THAN ('1990-01-01'),

PARTITION p4 VALUES LESS THAN MAXVALUE

);

**Note**

The use of partitioning columns employing date or time types other than DATE or DATETIME is not supported with RANGE COLUMNS.

**24.2.2** **LIST** **Partitioning**

List partitioning in MySQL is similar to range partitioning in many ways. As in partitioning by RANGE, each partition must be explicitly defined. The chief difference between the two types of partitioning is that, in list partitioning, each partition is defined and selected based on the membership of a column
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value in one of a set of value lists, rather than in one of a set of contiguous ranges of values. This is done by using PARTITION BY LIST(*expr*) where *expr* is a column value or an expression based on a column value and returning an integer value, and then defining each partition by means of a VALUES IN (*value\_list*), where *value\_list* is a comma-separated list of integers.

**Note**

In MySQL 8.0, it is possible to match against only a list of integers (and possibly NULL—see [Section 24.2.7, “How MySQL Partitioning Handles NULL”](#_bookmark77)) when partitioning by LIST.

However, other column types may be used in value lists when employing LIST COLUMN partitioning, which is described later in this section.

Unlike the case with partitions defined by range, list partitions do not need to be declared in any particular order. For more detailed syntactical information, see Section 13.1.20, “CREATE TABLE

Statement” .

For the examples that follow, we assume that the basic definition of the table to be partitioned is provided by the CREATE TABLE statement shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

);

(This is the same table used as a basis for the examples in [Section 24.2.1, “RANGE Partitioning”](#_bookmark72) . As with the other partitioning examples, we assume that the default\_storage\_engine is InnoDB.)

Suppose that there are 20 video stores distributed among 4 franchises as shown in the following table.

|  |  |
| --- | --- |
| **Region** | **Store** **ID** **Numbers** |
| North | 3, 5, 6, 9, 17 |
| East | 1, 2, 10, 11, 19, 20 |
| West | 4, 12, 13, 14, 18 |
| Central | 7, 8, 15, 16 |

To partition this table in such a way that rows for stores belonging to the same region are stored in the same partition, you could use the CREATE TABLE statement shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

)

PARTITION BY LIST(store\_id) (

PARTITION pNorth VALUES IN (3,5,6,9,17),

PARTITION pEast VALUES IN (1,2,10,11,19,20),

PARTITION pWest VALUES IN (4,12,13,14,18),

PARTITION pCentral VALUES IN (7,8,15,16)

);

This makes it easy to add or drop employee records relating to specific regions to or from the table. For instance, suppose that all stores in the West region are sold to another company. In MySQL 8.0, all rows relating to employees working at stores in that region can be deleted with the query

ALTER TABLE employees TRUNCATE PARTITION pWest, which can be executed much more efficiently than the equivalent DELETE statement DELETE FROM employees WHERE store\_id IN

(4,12,13,14,18);. (Using ALTER TABLE employees DROP PARTITION pWest would also delete all of these rows, but would also remove the partition pWest from the definition of the table; you would need to use an ALTER TABLE ... ADD PARTITION statement to restore the table's original partitioning scheme.)

As with RANGE partitioning, it is possible to combine LIST partitioning with partitioning by hash or key to produce a composite partitioning (subpartitioning). See [Section 24.2.6, “Subpartitioning”](#_bookmark76) .

Unlike the case with RANGE partitioning, there is no “catch-all” such as MAXVALUE; all expected values for the partitioning expression should be covered in PARTITION ... VALUES IN (...) clauses. An INSERT statement containing an unmatched partitioning column value fails with an error, as shown in this example:

mysql> **CREATE** **TABLE** **h2** **(**

-> **c1** **INT,**

-> **c2** **INT**

-> **)**

-> **PARTITION** **BY** **LIST(c1)** **(**

-> **PARTITION** **p0** **VALUES** **IN** **(1,** **4,** **7),**

-> **PARTITION** **p1** **VALUES** **IN** **(2,** **5,** **8)**

-> **);**

Query OK, 0 rows affected (0.11 sec)

mysql> **INSERT** **INTO** **h2** **VALUES** **(3,** **5);**

ERROR 1525 (HY000): Table has no partition for value 3

When inserting multiple rows using a single INSERT statement into a single InnoDB table, InnoDB considers the statement a single transaction, so that the presence of any unmatched values causes the statement to fail completely, and so no rows are inserted.

You can cause this type of error to be ignored by using the IGNORE keyword, although a warning is issued for each row containing unmatched partitioning column values, as shown here.

mysql> **TRUNCATE** **h2;**

Query OK, 1 row affected (0.00 sec)

mysql> **TABLE** **h2;**

Empty set (0.00 sec)

mysql> **INSERT** **IGNORE** **INTO** **h2** **VALUES** **(2,** **5),** **(6,** **10),** **(7,** **5),** **(3,** **1),** **(1,** **9);**

Query OK, 3 rows affected, 2 warnings (0.01 sec)

Records: 5 Duplicates: 2 Warnings: [2](#_bookmark85)

mysql> **SHOW** **WARNINGS;**

+ +------+------------------------------------+

| Level | Code | Message |

+---------+------+------------------------------------+

| Warning | 1526 | Table has no partition for value 6 |

| Warning | 1526 | Table has no partition for value 3 |

+---------+------+------------------------------------+

2 rows in set (0.00 sec)

You can see in the output of the following TABLE statement that rows containing unmatched partitioning column values were silently rejected, while rows containing no unmatched values were inserted into the table:

mysql> **TABLE** **h2;**

+------+------+

| c1 | c2 |

+------+------+

|  |  |  |  |  |
| --- | --- | --- | --- | --- |
| |  |  | | 7  1  2 | |  |  | | 5  9  5 | |  |  | |

+------+------+

3 rows in set (0.00 sec)

MySQL also provides support for LIST COLUMNS partitioning, a variant of LIST partitioning

that enables you to use columns of types other than integer for partitioning columns, and to use multiple columns as partitioning keys. For more information, see [Section 24.2.3.2, “LIST COLUMNS](#_bookmark83) [partitioning”](#_bookmark83) .

**24.2.3** **COLUMNS** **Partitioning**

The next two sections discuss *COLUMNS* *deJ}!}!on!n6*, which are variants on RANGE and LIST partitioning. COLUMNS partitioning enables the use of multiple columns in partitioning keys. All of these columns are taken into account both for the purpose of placing rows in partitions and for the determination of which partitions are to be checked for matching rows in partition pruning.

In addition, both RANGE COLUMNS partitioning and LIST COLUMNS partitioning support the use of non- integer columns for defining value ranges or list members. The permitted data types are shown in the following list:

• All integer types: TINYINT, SMALLINT, MEDIUMINT, INT ( INTEGER), and BIGINT. (This is the same as with partitioning by RANGE and LIST.)

Other numeric data types (such as DECIMAL or FLOAT) are not supported as partitioning columns.

• DATE and DATETIME.

Columns using other data types relating to dates or times are not supported as partitioning columns. • The following string types: CHAR, VARCHAR, BINARY, and VARBINARY.

TEXT and BLOB columns are not supported as partitioning columns.

The discussions of RANGE COLUMNS and LIST COLUMNS partitioning in the next two sections assume that you are already familiar with partitioning based on ranges and lists as supported in MySQL 5.1 and later; for more information about these, see [Section 24.2.1, “RANGE Partitioning”](#_bookmark72) , and [Section 24.2.2,](#_bookmark73) [“LIST Partitioning”](#_bookmark73) , respectively.

**24.2.3.1** **RANGE** **COLUMNS** **partitioning**

Range columns partitioning is similar to range partitioning, but enables you to define partitions using ranges based on multiple column values. In addition, you can define the ranges using columns of types other than integer types.

RANGE COLUMNS partitioning differs significantly from RANGE partitioning in the following ways:

• RANGE COLUMNS does not accept expressions, only names of columns.

• RANGE COLUMNS accepts a list of one or more columns.

RANGE COLUMNS partitions are based on comparisons between *}nd/?s* (lists of column values) rather than comparisons between scalar values. Placement of rows in RANGE COLUMNS partitions is also based on comparisons between tuples; this is discussed further later in this section.

• RANGE COLUMNS partitioning columns are not restricted to integer columns; string, DATE and DATETIME columns can also be used as partitioning columns. (See [Section 24.2.3, “COLUMNS](#_bookmark74) [Partitioning”](#_bookmark74) , for details.)

The basic syntax for creating a table partitioned by RANGE COLUMNS is shown here:

CREATE TABLE *table\_name*

PARTITION BY RANGE COLUMNS(*column\_list*) (

PARTITION

PARTITION

...]

)

*column\_list*:

*partition\_name* VALUES LESS THAN (*value\_list*)[,

*partition\_name* VALUES LESS THAN (*value\_list*)][,
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*column\_name* [, *column\_name*][, . . .]

*value\_list*:

*value* [, *value*][, ...]

**Note**

Not all CREATE TABLE options that can be used when creating partitioned tables are shown here. For complete information, see Section 13.1.20,

“CREATE TABLE Statement” .

In the syntax just shown, *column\_list* is a list of one or more columns (sometimes called a *partitioning* *column* *list*), and *value\_list* is a list of values (that is, it is a *partition* *definition* *value* *list*). A *value\_list* must be supplied for each partition definition, and each *value\_list* must have the same number of values as the *column\_list* has columns. Generally speaking, if you use *N*columns in the COLUMNS clause, then each VALUES LESS THAN clause must also be supplied with a list of *N* values.

The elements in the partitioning column list and in the value list defining each partition must occur in the same order. In addition, each element in the value list must be of the same data type as the corresponding element in the column list. However, the order of the column names in the partitioning column list and the value lists does not have to be the same as the order of the table column definitions in the main part of the CREATE TABLE statement. As with table partitioned by RANGE, you can use MAXVALUE to represent a value such that any legal value inserted into a given column is always less than this value. Here is an example of a CREATE TABLE statement that helps to illustrate all of these points:

mysql> **CREATE** **TABLE** **rcx** **(**

-> **a** **INT,**

-> **b** **INT,**

-> **c** **CHAR(3),**

-> **d** **INT**

-> **)**

-> **PARTITION** **BY** **RANGE** **COLUMNS(a,d,c)** **(**

-> **PARTITION** **p0** **VALUES** **LESS** **THAN** **(5,10,'ggg'),**

-> **PARTITION** **p1** **VALUES** **LESS** **THAN** **(10,20,'mmm'),**

-> **PARTITION** **p2** **VALUES** **LESS** **THAN** **(15,30,'sss'),**

-> **PARTITION** **p3** **VALUES** **LESS** **THAN** **(MAXVALUE,MAXVALUE,MAXVALUE)**

-> **);**

Query OK, 0 rows affected (0.15 sec)

Table rcx contains the columns a, b, c, d. The partitioning column list supplied to the COLUMNS clause uses 3 of these columns, in the order a, d, c. Each value list used to define a partition contains 3 values in the same order; that is, each value list tuple has the form ( INT, INT, CHAR(3)), which corresponds to the data types used by columns a, d, and c (in that order).

Placement of rows into partitions is determined by comparing the tuple from a row to be inserted that matches the column list in the COLUMNS clause with the tuples used in the VALUES LESS THAN clauses to define partitions of the table. Because we are comparing tuples (that is, lists or sets of values) rather than scalar values, the semantics of VALUES LESS THAN as used with RANGE COLUMNS partitions differs somewhat from the case with simple RANGE partitions. In RANGE partitioning, a row generating an expression value that is equal to a limiting value in a VALUES LESS THAN is never placed in the corresponding partition; however, when using RANGE COLUMNS partitioning, it is sometimes possible for a row whose partitioning column list's first element is equal in value to the that

of the first element in a VALUES LESS THAN value list to be placed in the corresponding partition. Consider the RANGE partitioned table created by this statement:

|  |  |
| --- | --- |
| CREATE TABLE r1 (  a INT,  b INT  )  PARTITION BY RANGE (a) (  PARTITION p0 VALUES LESS  PARTITION p1 VALUES LESS | THAN (5),  THAN (MAXVALUE) |

);

If we insert 3 rows into this table such that the column value for a is 5 for each row, all 3 rows are stored in partition p1 because the a column value is in each case not less than 5, as we can see by executing the proper query against the Information Schema PARTITIONS table:

mysql> **INSERT** **INTO** **r1** **VALUES** **(5,10),** **(5,11),** **(5,12);**

Query OK, 3 rows affected (0.00 sec)

Records: 3 Duplicates: 0 Warnings: [0](#_bookmark86)

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

|  |  |
| --- | --- |
| ->  -> | **FROM** **INFORMATION\_SCHEMA.PARTITIONS**  **WHERE** **TABLE\_NAME** **=** **'r1';** |

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p1 | |  | | 0  3 | |  | |

+----------------+------------+

2 rows in set (0.00 sec)

Now consider a similar table rc1 that uses RANGE COLUMNS partitioning with both columns a and b referenced in the COLUMNS clause, created as shown here:

CREATE TABLE rc1 (

a INT,

b INT

)

PARTITION BY RANGE COLUMNS(a, b) (

PARTITION p0 VALUES LESS THAN (5, 12),

PARTITION p3 VALUES LESS THAN (MAXVALUE, MAXVALUE)

);

If we insert exactly the same rows into rc1 as we just inserted into r1, the distribution of the rows is quite different:

mysql> **INSERT** **INTO** **rc1** **VALUES** **(5,10),** **(5,11),** **(5,12);**

Query OK, 3 rows affected (0.00 sec)

Records: 3 Duplicates: 0 Warnings: [0](#_bookmark86)

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

|  |  |
| --- | --- |
| ->  -> | **FROM** **INFORMATION\_SCHEMA.PARTITIONS**  **WHERE** **TABLE\_NAME** **=** **'rc1';** |

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p3 | |  | | 2  1 | |  | |

+----------------+------------+

2 rows in set (0.00 sec)

This is because we are comparing rows rather than scalar values. We can compare the row values inserted with the limiting row value from the VALUES THAN LESS THAN clause used to define partition p0 in table rc1, like this:

mysql> **SELECT** **(5,10)** **<** **(5,12),** **(5,11)** **<** **(5,12),** **(5,12)** **<** **(5,12);**

+-----------------+-----------------+-----------------+

| (5,10) < (5,12) | (5,11) < (5,12) | (5,12) < (5,12) |

+-----------------+-----------------+-----------------+

| 1 | 1 | 0 |

+-----------------+-----------------+-----------------+

1 row in set (0.00 sec)

The 2 tuples (5,10) and (5,11) evaluate as less than (5,12), so they are stored in partition p0. Since 5 is not less than 5 and 12 is not less than 12, (5,12) is considered not less than (5,12), and is stored in partition p1.

The SELECT statement in the preceding example could also have been written using explicit row constructors, like this:

SELECT ROW(5,10) < ROW(5,12), ROW(5,11) < ROW(5,12), ROW(5,12) < ROW(5,12);

For more information about the use of row constructors in MySQL, see Section 13.2.15.5, “Row Subqueries” .

For a table partitioned by RANGE COLUMNS using only a single partitioning column, the storing of rows in partitions is the same as that of an equivalent table that is partitioned by RANGE. The following CREATE TABLE statement creates a table partitioned by RANGE COLUMNS using 1 partitioning column:

CREATE TABLE rx (

a INT,

b INT

)

PARTITION BY RANGE COLUMNS (a) (

PARTITION p0 VALUES LESS THAN (5),

PARTITION p1 VALUES LESS THAN (MAXVALUE)

);

If we insert the rows (5,10), (5,11), and (5,12) into this table, we can see that their placement is the same as it is for the table r we created and populated earlier:

mysql> **INSERT** **INTO** **rx** **VALUES** **(5,10),** **(5,11),** **(5,12);**

Query OK, 3 rows affected (0.00 sec)

Records: 3 Duplicates: 0 Warnings: [0](#_bookmark86)

mysql> **SELECT** **PARTITION\_NAME,TABLE\_ROWS**

|  |  |
| --- | --- |
| ->  -> | **FROM** **INFORMATION\_SCHEMA.PARTITIONS**  **WHERE** **TABLE\_NAME** **=** **'rx';** |

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p1 | |  | | 0  3 | |  | |

+----------------+------------+

2 rows in set (0.00 sec)

It is also possible to create tables partitioned by RANGE COLUMNS where limiting values for one or more columns are repeated in successive partition definitions. You can do this as long as the tuples of column values used to define the partitions are strictly increasing. For example, each of the following CREATE TABLE statements is valid:

CREATE TABLE rc2 (

a INT,

b INT

)

PARTITION BY RANGE COLUMNS(a,b) (

PARTITION p0 VALUES LESS THAN (0,10),

PARTITION p1 VALUES LESS THAN (10,20),

PARTITION p2 VALUES LESS THAN (10,30),

PARTITION p3 VALUES LESS THAN (MAXVALUE,MAXVALUE)

);

CREATE TABLE rc3 (

a INT,

b INT

)

PARTITION BY RANGE COLUMNS(a,b) (

PARTITION p0 VALUES LESS THAN (0,10),

PARTITION p1 VALUES LESS THAN (10,20),

PARTITION p2 VALUES LESS THAN (10,30),

PARTITION p3 VALUES LESS THAN (10,35),

PARTITION p4 VALUES LESS THAN (20,40),

PARTITION p5 VALUES LESS THAN (MAXVALUE,MAXVALUE)

);

The following statement also succeeds, even though it might appear at first glance that it would not, since the limiting value of column b is 25 for partition p0 and 20 for partition p1, and the limiting value of column c is 100 for partition p1 and 50 for partition p2:

CREATE TABLE rc4 (

a INT,

b INT,

c INT

)

PARTITION BY RANGE COLUMNS(a,b,c) (

PARTITION p0 VALUES LESS THAN (0,25,50),

PARTITION p1 VALUES LESS THAN (10,20,100),

PARTITION p2 VALUES LESS THAN (10,30,50),

PARTITION p3 VALUES LESS THAN (MAXVALUE,MAXVALUE,MAXVALUE)

);

When designing tables partitioned by RANGE COLUMNS, you can always test successive partition definitions by comparing the desired tuples using the mysql client, like this:

mysql> **SELECT** **(0,25,50)** **<** **(10,20,100),** **(10,20,100)** **<** **(10,30,50);**

+-------------------------+--------------------------+

| (0,25,50) < (10,20,100) | (10,20,100) < (10,30,50) |

+-------------------------+--------------------------+

| 1 | 1 |

+-------------------------+--------------------------+

1 row in set (0.00 sec)

If a CREATE TABLE statement contains partition definitions that are not in strictly increasing order, it fails with an error, as shown in this example:

|  |  |  |
| --- | --- | --- |
| mysql>  ->  ->  ->  ->  ->  ->  ->  ->  ->  ->  ERROR | **CREATE** **TABLE** **rcf** **(**  **a** **INT,**  **b** **INT,**  **c** **INT**  **)**  **PARTITION** **BY** **RANGE** **COLUMNS(a,b,c)** **(**  **PARTITION** **p0** **VALUES** **LESS** **THAN** **(0,25,50),**  **PARTITION** **p1** **VALUES** **LESS** **THAN** **(20,20,100),**  **PARTITION** **p2** **VALUES** **LESS** **THAN** **(10,30,50),**  **PARTITION** **p3** **VALUES** **LESS** **THAN** **(MAXVALUE,MAXVALUE,MAXVALUE)**  **);**  1493 (HY000): VALUES LESS THAN value must be strictly increasing for each | partition |

When you get such an error, you can deduce which partition definitions are invalid by making “less than” comparisons between their column lists. In this case, the problem is with the definition of partition p2 because the tuple used to define it is not less than the tuple used to define partition p3, as shown here:

mysql> **SELECT** **(0,25,50)** **<** **(20,20,100),** **(20,20,100)** **<** **(10,30,50);**

+-------------------------+--------------------------+

| (0,25,50) < (20,20,100) | (20,20,100) < (10,30,50) |

+-------------------------+--------------------------+

| 1 | 0 |

+-------------------------+--------------------------+

1 row in set (0.00 sec)

It is also possible for MAXVALUE to appear for the same column in more than one VALUES LESS THAN clause when using RANGE COLUMNS. However, the limiting values for individual columns in successive partition definitions should otherwise be increasing, there should be no more than one partition defined where MAXVALUE is used as the upper limit for all column values, and this partition definition should appear last in the list of PARTITION ... VALUES LESS THAN clauses. In addition, you cannot use MAXVALUE as the limiting value for the first column in more than one partition definition.

As stated previously, it is also possible with RANGE COLUMNS partitioning to use non-integer columns as partitioning columns. (See [Section 24.2.3, “COLUMNS Partitioning”](#_bookmark74) , for a complete listing of these.) Consider a table named employees (which is not partitioned), created using the following statement:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',
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job\_code INT NOT NULL,

store\_id INT NOT NULL

);

Using RANGE COLUMNS partitioning, you can create a version of this table that stores each row in one of four partitions based on the employee's last name, like this:

CREATE TABLE employees\_by\_lname (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT NOT NULL,

store\_id INT NOT NULL

)

PARTITION BY RANGE COLUMNS (lname) (

PARTITION p0 VALUES LESS THAN ('g'),

PARTITION p1 VALUES LESS THAN ('m'),

PARTITION p2 VALUES LESS THAN ('t'),

PARTITION p3 VALUES LESS THAN (MAXVALUE)

);

Alternatively, you could cause the employees table as created previously to be partitioned using this scheme by executing the following ALTER TABLE statement:

ALTER TABLE employees PARTITION BY RANGE COLUMNS (lname) (

PARTITION p0 VALUES LESS THAN ('g'),

PARTITION p1 VALUES LESS THAN ('m'),

PARTITION p2 VALUES LESS THAN ('t'),

PARTITION p3 VALUES LESS THAN (MAXVALUE)

);

**Note**

Because different character sets and collations have different sort orders, the character sets and collations in use may effect which partition of a table partitioned by RANGE COLUMNS a given row is stored in when using string columns as partitioning columns. In addition, changing the character set or collation for a given database, table, or column after such a table is created may cause changes in how rows are distributed. For example, when using a case- sensitive collation, 'and' sorts before 'Andersen', but when using a collation that is case-insensitive, the reverse is true.

For information about how MySQL handles character sets and collations, see Chapter 10, *Character* *Sets,* *Collations,* *Unicode*.

Similarly, you can cause the employees table to be partitioned in such a way that each row is stored in one of several partitions based on the decade in which the corresponding employee was hired using the ALTER TABLE statement shown here:

ALTER TABLE employees PARTITION BY RANGE COLUMNS (hired) (

PARTITION p0 VALUES LESS THAN ('1970-01-01'),

PARTITION p1 VALUES LESS THAN ('1980-01-01'),

PARTITION p2 VALUES LESS THAN ('1990-01-01'),

PARTITION p3 VALUES LESS THAN ('2000-01-01'),

PARTITION p4 VALUES LESS THAN ('2010-01-01'),

PARTITION p5 VALUES LESS THAN (MAXVALUE)

);

See Section 13.1.20, “CREATE TABLE Statement” , for additional information about PARTITION BY RANGE COLUMNS syntax.

**24.2.3.2** **LIST** **COLUMNS** **partitioning**

MySQL 8.0 provides support for LIST COLUMNS partitioning. This is a variant of LIST partitioning that enables the use of multiple columns as partition keys, and for columns of data types other than

integer types to be used as partitioning columns; you can use string types, DATE, and DATETIME columns. (For more information about permitted data types for COLUMNS partitioning columns, see [Section 24.2.3, “COLUMNS Partitioning”](#_bookmark74) .)

Suppose that you have a business that has customers in 12 cities which, for sales and marketing purposes, you organize into 4 regions of 3 cities each as shown in the following table:

|  |  |
| --- | --- |
| **Region** | **Cities** |
| 1 | Oskarshamn, Högsby, Mönsterås |
| 2 | Vimmerby, Hultsfred, Västervik |
| 3 | Nässjö, Eksjö, Vetlanda |
| 4 | Uppvidinge, Alvesta, Växjo |

With LIST COLUMNS partitioning, you can create a table for customer data that assigns a row to any of 4 partitions corresponding to these regions based on the name of the city where a customer resides, as shown here:

CREATE TABLE customers\_1 (

first\_name VARCHAR(25),

last\_name VARCHAR(25),

street\_1 VARCHAR(30),

street\_2 VARCHAR(30),

city VARCHAR(15),

renewal DATE

)

PARTITION BY LIST COLUMNS(city) (

PARTITION pRegion\_1 VALUES IN('Oskarshamn', 'Högsby', 'Mönsterås'),

PARTITION pRegion\_2 VALUES IN('Vimmerby', 'Hultsfred', 'Västervik'),

PARTITION pRegion\_3 VALUES IN('Nässjö', 'Eksjö', 'Vetlanda'),

PARTITION pRegion\_4 VALUES IN('Uppvidinge', 'Alvesta', 'Växjo')

);

As with partitioning by RANGE COLUMNS, you do not need to use expressions in the COLUMNS() clause to convert column values into integers. (In fact, the use of expressions other than column names is not permitted with COLUMNS().)

It is also possible to use DATE and DATETIME columns, as shown in the following example that uses the same name and columns as the customers\_1 table shown previously, but employs LIST COLUMNS partitioning based on the renewal column to store rows in one of 4 partitions depending on the week in February 2010 the customer's account is scheduled to renew:

CREATE TABLE customers\_2 (

first\_name VARCHAR(25),

last\_name VARCHAR(25),

street\_1 VARCHAR(30),

street\_2 VARCHAR(30),

city VARCHAR(15),

renewal DATE

)

PARTITION BY LIST COLUMNS(renewal) (

PARTITION pWeek\_1

'2010-02-04',

PARTITION pWeek\_2

'2010-02-11',

PARTITION pWeek\_3

'2010-02-18',

PARTITION pWeek\_4

'2010-02-25',

);

VALUES IN('2010-02-01', '2010-02-02', '2010-02-03',

'2010-02-05', '2010-02-06', '2010-02-07'),

VALUES IN('2010-02-08', '2010-02-09', '2010-02-10',

'2010-02-12', '2010-02-13', '2010-02-14'),

VALUES IN('2010-02-15', '2010-02-16', '2010-02-17',

'2010-02-19', '2010-02-20', '2010-02-21'),

VALUES IN('2010-02-22', '2010-02-23', '2010-02-24',

'2010-02-26', '2010-02-27', '2010-02-28')

This works, but becomes cumbersome to define and maintain if the number of dates involved grows very large; in such cases, it is usually more practical to employ RANGE or RANGE COLUMNS partitioning instead. In this case, since the column we wish to use as the partitioning key is a DATE column, we use RANGE COLUMNS partitioning, as shown here:
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CREATE TABLE customers\_3 (

first\_name VARCHAR(25),

last\_name VARCHAR(25),

street\_1 VARCHAR(30),

street\_2 VARCHAR(30),

city VARCHAR(15),

renewal DATE

)

PARTITION BY RANGE COLUMNS(renewal) (

PARTITION pWeek\_1 VALUES LESS THAN('2010-02-09'),

PARTITION pWeek\_2 VALUES LESS THAN('2010-02-15'),

PARTITION pWeek\_3 VALUES LESS THAN('2010-02-22'),

PARTITION pWeek\_4 VALUES LESS THAN('2010-03-01')

);

See [Section 24.2.3.1, “RANGE COLUMNS partitioning”](#_bookmark82) , for more information.

In addition (as with RANGE COLUMNS partitioning), you can use multiple columns in the COLUMNS() clause.

See Section 13.1.20, “CREATE TABLE Statement” , for additional information about PARTITION BY LIST COLUMNS() syntax.

**24.2.4** **HASH** **Partitioning**

Partitioning by HASH is used primarily to ensure an even distribution of data among a predetermined number of partitions. With range or list partitioning, you must specify explicitly which partition a given column value or set of column values should be stored in; with hash partitioning, this decision is taken care of for you, and you need only specify a column value or expression based on a column value to be hashed and the number of partitions into which the partitioned table is to be divided.

To partition a table using HASH partitioning, it is necessary to append to the CREATE TABLE statement a PARTITION BY HASH (*expr*) clause, where *expr* is an expression that returns an integer. This can simply be the name of a column whose type is one of MySQL's integer types. In addition, you most likely want to follow this with PARTITIONS *num*, where *num* is a positive integer representing the number of partitions into which the table is to be divided.

**Note**

For simplicity, the tables in the examples that follow do not use any keys. You should be aware that, if a table has any unique keys, every column used in the partitioning expression for this table must be part of every unique key, including the primary key. See Section 24.6.1, “Partitioning Keys, Primary Keys, and Unique Keys” , for more information.

The following statement creates a table that uses hashing on the store\_id column and is divided into 4 partitions:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

)

PARTITION BY HASH(store\_id)

PARTITIONS 4;

If you do not include a PARTITIONS clause, the number of partitions defaults to 1; using the PARTITIONS keyword without a number following it results in a syntax error.

You can also use an SQL expression that returns an integer for *expr*. For instance, you might want to partition based on the year in which an employee was hired. This can be done as shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

)

PARTITION BY HASH( YEAR(hired) )

PARTITIONS 4;

*expr* must return a nonconstant, nonrandom integer value (in other words, it should be varying but deterministic), and must not contain any prohibited constructs as described in Section 24.6, “Restrictions and Limitations on Partitioning” . You should also keep in mind that this expression is evaluated each time a row is inserted or updated (or possibly deleted); this means that very complex expressions may give rise to performance issues, particularly when performing operations (such as batch inserts) that affect a great many rows at one time.

The most efficient hashing function is one which operates upon a single table column and whose value increases or decreases consistently with the column value, as this allows for “pruning” on ranges of partitions. That is, the more closely that the expression varies with the value of the column on which it is based, the more efficiently MySQL can use the expression for hash partitioning.

For example, where date\_col is a column of type DATE, then the expression TO\_DAYS(date\_col) is said to vary directly with the value of date\_col, because for every change in the value of date\_col, the value of the expression changes in a consistent manner. The variance of the expression YEAR(date\_col) with respect to date\_col is not quite as direct as that of TO\_DAYS(date\_col), because not every possible change in date\_col produces an equivalent change in YEAR(date\_col). Even so, YEAR(date\_col) is a good candidate for a hashing function, because it varies directly with a portion of date\_col and there is no possible change in date\_col that produces a disproportionate change in YEAR(date\_col).

By way of contrast, suppose that you have a column named int\_col whose type is INT. Now consider the expression POW(5-int\_col,3) + 6. This would be a poor choice for a hashing function because a change in the value of int\_col is not guaranteed to produce a proportional change in the value of the expression. Changing the value of int\_col by a given amount can produce widely differing changes in the value of the expression. For example, changing int\_col from 5 to 6 produces a change of -1 in the value of the expression, but changing the value of int\_col from 6 to 7 produces a change of -7 in the expression value.

In other words, the more closely the graph of the column value versus the value of the expression follows a straight line as traced by the equation y=*c*x where *c* is some nonzero constant, the better the expression is suited to hashing. This has to do with the fact that the more nonlinear an expression is, the more uneven the distribution of data among the partitions it tends to produce.

In theory, pruning is also possible for expressions involving more than one column value, but determining which of such expressions are suitable can be quite difficult and time-consuming. For this reason, the use of hashing expressions involving multiple columns is not particularly recommended.

When PARTITION BY HASH is used, the storage engine determines which partition of *num* partitions to use based on the modulus of the result of the expression. In other words, for a given expression *expr*, the partition in which the record is stored is partition number *N*, where *N* = MOD(*expr*, *num*). Suppose that table t1 is defined as follows, so that it has 4 partitions:

|  |  |  |
| --- | --- | --- |
| CREATE TABLE t1 (col1 INT, col2 CHAR(5), col3 DATE)  PARTITION BY HASH( YEAR(col3) )  PARTITIONS 4; |  |  |
| If you insert a record into t1 whose col3 value is '2005- stored is determined as follows: | 09 | -15', then the partition in which it is |
| MOD(YEAR('2005-09-01'),4)  = MOD(2005,4) |  |  |

= 1

MySQL 8.0 also supports a variant of HASH partitioning known as *linear* *hashing* which employs a more complex algorithm for determining the placement of new rows inserted into the partitioned table. See [Section 24.2.4.1, “LINEAR HASH Partitioning”](#_bookmark84) , for a description of this algorithm.

The user-supplied expression is evaluated each time a record is inserted or updated. It may also— depending on the circumstances—be evaluated when records are deleted.

**24.2.4.1** **LINEAR** **HASH** **Partitioning**

MySQL also supports linear hashing, which differs from regular hashing in that linear hashing utilizes a linear powers-of-two algorithm whereas regular hashing employs the modulus of the hashing function's value.

Syntactically, the only difference between linear-hash partitioning and regular hashing is the addition of the LINEAR keyword in the PARTITION BY clause, as shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30),

hired DATE NOT NULL DEFAULT '1970-01-01',

separated DATE NOT NULL DEFAULT '9999-12-31',

job\_code INT,

store\_id INT

)

PARTITION BY LINEAR HASH( YEAR(hired) )

PARTITIONS 4;

Given an expression *expr*, the partition in which the record is stored when linear hashing is used is partition number *N*from among *num* partitions, where *N* is derived according to the following algorithm:

1. Find the next power of 2 greater than *num*. We call this value *V*; it can be calculated as:

*V* = POWER(2, CEILING(LOG(2, *num*)))

(Suppose that *num* is 13. Then LOG(2,13) is 3.7004397181411. CEILING(3.7004397181411) is 4, and *V*= POWER(2,4), which is 16.)

2. Set *N* = *F*(*column\_list*) & (*V*- 1).

3. While *N* >= *num*:

• Set *V*= *V*/ 2

• Set *N* = *N*& ( *V*- 1)

Suppose that the table t1, using linear hash partitioning and having 6 partitions, is created using this statement:

CREATE TABLE t1 (col1 INT, col2 CHAR(5), col3 DATE)

PARTITION BY LINEAR HASH( YEAR(col3) )

PARTITIONS 6;

Now assume that you want to insert two records into t1 having the col3 column values '2003-04-14' and '1998-10-19'. The partition number for the first of these is determined as follows:

*V* = POWER(2, CEILING( LOG(2,6) )) = 8

*N* = YEAR('2003-04-14') & (8 - 1)

= 2003 & 7

= 3

(*3* *>=* *6* *is* *FALSE:* *record* *stored* *in* *partition* *#3*)

The number of the partition where the second record is stored is calculated as shown here:

*V* = 8

*N* = YEAR('1998-10-19') & (8 - 1)

= 1998 & 7

= 6

(*6* *>=* *6* *is* *TRUE:* *additional* *step* *required*)

*N* = 6 & ((8 / 2) - 1)

= 6 & 3

= 2

(*2* *>=* *6* *is* *FALSE:* *record* *stored* *in* *partition* *#2*)

The advantage in partitioning by linear hash is that the adding, dropping, merging, and splitting of partitions is made much faster, which can be beneficial when dealing with tables containing extremely large amounts (terabytes) of data. The disadvantage is that data is less likely to be evenly distributed between partitions as compared with the distribution obtained using regular hash partitioning.

**24.2.5** **KEY** **Partitioning**

Partitioning by key is similar to partitioning by hash, except that where hash partitioning employs a user-defined expression, the hashing function for key partitioning is supplied by the MySQL server. NDB Cluster uses MD5() for this purpose; for tables using other storage engines, the server employs its own internal hashing function.

The syntax rules for CREATE TABLE ... PARTITION BY KEY are similar to those for creating a table that is partitioned by hash. The major differences are listed here:

• KEY is used rather than HASH.

• KEY takes only a list of zero or more column names. Any columns used as the partitioning key must comprise part or all of the table's primary key, if the table has one. Where no column name is specified as the partitioning key, the table's primary key is used, if there is one. For example, the following CREATE TABLE statement is valid in MySQL 8.0:

CREATE TABLE k1 (

id INT NOT NULL PRIMARY KEY,

name VARCHAR(20)

)

PARTITION BY KEY()

PARTITIONS 2;

If there is no primary key but there is a unique key, then the unique key is used for the partitioning key:

CREATE TABLE k1 (

id INT NOT NULL,

name VARCHAR(20),

UNIQUE KEY (id)

)

PARTITION BY KEY()

PARTITIONS 2;

However, if the unique key column were not defined as NOT NULL, then the previous statement would fail.

In both of these cases, the partitioning key is the id column, even though it is not shown in the output of SHOW CREATE TABLE or in the PARTITION\_EXPRESSION column of the Information Schema PARTITIONS table.

Unlike the case with other partitioning types, columns used for partitioning by KEY are not restricted to integer or NULL values. For example, the following CREATE TABLE statement is valid:

CREATE TABLE tm1 (

s1 CHAR(32) PRIMARY KEY

)
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PARTITION BY KEY(s1)

PARTITIONS 10;

The preceding statement would *not* be valid, were a different partitioning type to be specified. (In this case, simply using PARTITION BY KEY() would also be valid and have the same effect as PARTITION BY KEY(s1), since s1 is the table's primary key.)

For additional information about this issue, see Section 24.6, “Restrictions and Limitations on Partitioning” .

Columns with index prefixes are not supported in partitioning keys. This means that CHAR, VARCHAR, BINARY, and VARBINARY columns can be used in a partitioning key, as long as they do not employ prefixes; because a prefix must be specified for BLOB and TEXT columns in index definitions, it is not possible to use columns of these two types in partitioning keys. Prior to MySQL 8.0.21, columns using prefixes were permitted when creating, altering, or upgrading a partitioned table, even though they were not included in the table's partitioning key; in MySQL 8.0.21 and later, this permissive behavior is deprecated, and the server displays appropriate warnings or errors when one or more such columns are used. See Column index prefixes not supported for key partitioning, for more information and examples.

**Note**

Tables using the NDB storage engine are implicitly partitioned by KEY, using the table's primary key as the partitioning key (as with other MySQL storage engines). In the event that the NDB Cluster table has no explicit primary key, the “hidden” primary key generated by the NDB storage engine for each NDB Cluster table is used as the partitioning key.

If you define an explicit partitioning scheme for an NDB table, the table must have an explicit primary key, and any columns used in the partitioning expression must be part of this key. However, if the table uses an “empty” partitioning expression—that is, PARTITION BY KEY() with no column references—then no explicit primary key is required.

You can observe this partitioning using the ndb\_desc utility (with the -p option).

**Important**

For a key-partitioned table, you cannot execute an ALTER TABLE DROP PRIMARY KEY, as doing so generates the error ERROR 1466 (HY000): Field in list of fields for partition function not found in table. This is not an issue for NDB Cluster tables which are partitioned by KEY; in such cases, the table is reorganized using the “hidden” primary key as the table's new partitioning key. See Chapter 23, *MySQL* *NDB* *Cluster* *8.0*.

It is also possible to partition a table by linear key. Here is a simple example:

CREATE TABLE tk (

col1 INT NOT NULL,

col2 CHAR(5),

col3 DATE

)

PARTITION BY LINEAR KEY (col1)

PARTITIONS 3;

The LINEAR keyword has the same effect on KEY partitioning as it does on HASH partitioning, with the partition number being derived using a powers-of-two algorithm rather than modulo arithmetic. See [Section 24.2.4.1, “LINEAR HASH Partitioning”](#_bookmark84) , for a description of this algorithm and its implications.

**24.2.6** **Subpartitioning**
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Subpartitioning—also known as *composite* *partitioning*— is the further division of each partition in a partitioned table. Consider the following CREATE TABLE statement:

CREATE TABLE ts (id INT, purchased DATE)

PARTITION BY RANGE( YEAR(purchased) )

SUBPARTITION BY HASH( TO\_DAYS(purchased) )

SUBPARTITIONS 2 (

PARTITION p0 VALUES LESS THAN (1990),

PARTITION p1 VALUES LESS THAN (2000),

PARTITION p2 VALUES LESS THAN MAXVALUE

);

Table ts has 3 RANGE partitions. Each of these partitions—p0, p1, and p2— is further divided into 2 subpartitions. In effect, the entire table is divided into 3 \* 2 = 6 partitions. However, due to the action of the PARTITION BY RANGE clause, the first 2 of these store only those records with a value less than 1990 in the purchased column.

It is possible to subpartition tables that are partitioned by RANGE or LIST. Subpartitions may use either HASH or KEY partitioning. This is also known as *composite* *partitioning*.

**Note**

SUBPARTITION BY HASH and SUBPARTITION BY KEY generally follow the same syntax rules as PARTITION BY HASH and PARTITION BY KEY, respectively. An exception to this is that SUBPARTITION BY KEY (unlike PARTITION BY KEY) does not currently support a default column, so the column used for this purpose must be specified, even if the table has an explicit primary key. This is a known issue which we are working to address; see Issues with subpartitions, for more information and an example.

It is also possible to define subpartitions explicitly using SUBPARTITION clauses to specify options for individual subpartitions. For example, a more verbose fashion of creating the same table ts as shown in the previous example would be:

CREATE TABLE ts (id INT, purchased DATE)

PARTITION BY RANGE( YEAR(purchased) )

SUBPARTITION BY HASH( TO\_DAYS(purchased) ) (

PARTITION p0 VALUES LESS THAN (1990) (

SUBPARTITION s0,

SUBPARTITION s1

),

PARTITION p1 VALUES LESS THAN (2000) (

SUBPARTITION s2,

SUBPARTITION s3

),

PARTITION p2 VALUES LESS THAN MAXVALUE (

SUBPARTITION s4,

SUBPARTITION s5

)

);

Some syntactical items of note are listed here:

• Each partition must have the same number of subpartitions.

• If you explicitly define any subpartitions using SUBPARTITION on any partition of a partitioned table, you must define them all. In other words, the following statement fails:

CREATE TABLE ts (id INT, purchased DATE)

PARTITION BY RANGE( YEAR(purchased) )

SUBPARTITION BY HASH( TO\_DAYS(purchased) ) (

PARTITION p0 VALUES LESS THAN (1990) (

SUBPARTITION s0,

SUBPARTITION s1

),

PARTITION p1 VALUES LESS THAN (2000),

PARTITION p2 VALUES LESS THAN MAXVALUE (

SUBPARTITION s2,

SUBPARTITION s3

)

);

This statement would still fail even if it used SUBPARTITIONS 2.

• Each SUBPARTITION clause must include (at a minimum) a name for the subpartition. Otherwise, you may set any desired option for the subpartition or allow it to assume its default setting for that option.

• Subpartition names must be unique across the entire table. For example, the following CREATE TABLE statement is valid:

CREATE TABLE ts (id INT, purchased DATE)

PARTITION BY RANGE( YEAR(purchased) )

SUBPARTITION BY HASH( TO\_DAYS(purchased) ) (

PARTITION p0 VALUES LESS THAN (1990) (

SUBPARTITION s0,

SUBPARTITION s1

),

PARTITION p1 VALUES LESS THAN (2000) (

SUBPARTITION s2,

SUBPARTITION s3

),

PARTITION p2 VALUES LESS THAN MAXVALUE (

SUBPARTITION s4,

SUBPARTITION s5

)

);

**24.2.7** **How** **MySQL** **Partitioning** **Handles** **NULL**

Partitioning in MySQL does nothing to disallow NULL as the value of a partitioning expression, whether it is a column value or the value of a user-supplied expression. Even though it is permitted to use NULL as the value of an expression that must otherwise yield an integer, it is important to keep in mind that NULL is not a number. MySQL's partitioning implementation treats NULL as being less than any non-NULL value, just as ORDER BY does.

This means that treatment of NULL varies between partitioning of different types, and may produce behavior which you do not expect if you are not prepared for it. This being the case, we discuss in this section how each MySQL partitioning type handles NULL values when determining the partition in which a row should be stored, and provide examples for each.

**Handling** **of** **NULL** **with** **RANGE** **partitioning.** If you insert a row into a table partitioned by RANGE such that the column value used to determine the partition is NULL, the row is inserted into the lowest partition. Consider these two tables in a database named p, created as follows:

mysql> **CREATE** **TABLE** **t1** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **RANGE(c1)** **(**

-> **PARTITION** **p0** **VALUES** **LESS** **THAN** **(0),**

-> **PARTITION** **p1** **VALUES** **LESS** **THAN** **(10),**

-> **PARTITION** **p2** **VALUES** **LESS** **THAN** **MAXVALUE**

-> **);**

Query OK, 0 rows affected (0.09 sec)

mysql> **CREATE** **TABLE** **t2** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **RANGE(c1)** **(**

->

->

->

->

**PARTITION** **p0** **VALUES** **LESS** **THAN** **(-5),**

**PARTITION** **p1** **VALUES** **LESS** **THAN** **(0),**

**PARTITION** **p2** **VALUES** **LESS** **THAN** **(10),**

**PARTITION** **p3** **VALUES** **LESS** **THAN** **MAXVALUE**

-> **);**

Query OK, 0 rows affected (0.09 sec)

You can see the partitions created by these two CREATE TABLE statements using the following query against the PARTITIONS table in the INFORMATION\_SCHEMA database:

mysql> **SELECT** **TABLE\_NAME,** **PARTITION\_NAME,** **TABLE\_ROWS,** **AVG\_ROW\_LENGTH,** **DATA\_LENGTH**

> **FROM** **INFORMATION\_SCHEMA.PARTITIONS**

> **WHERE** **TABLE\_SCHEMA** **=** **'p'** **AND** **TABLE\_NAME** **LIKE** **'t\_';**

+------------+----------------+------------+----------------+-------------+

| TABLE\_NAME | PARTITION\_NAME | TABLE\_ROWS | AVG\_ROW\_LENGTH | DATA\_LENGTH |

+------------+----------------+------------+----------------+-------------+

|  |  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  |  |  |  |  |  | | t1  t1  t1  t2  t2  t2  t2 | |  |  |  |  |  |  | | p0  p1  p2  p0  p1  p2  p3 | |  |  |  |  |  |  | | 0  0  0  0  0  0  0 | |  |  |  |  |  |  | | 0  0  0  0  0  0  0 | |  |  |  |  |  |  | | 0  0  0  0  0  0  0 | |  |  |  |  |  |  | |

+------------+----------------+------------+----------------+-------------+

7 rows in set (0.00 sec)

(For more information about this table, see Section 26.3.21, “The INFORMATION\_SCHEMA PARTITIONS Table” .) Now let us populate each of these tables with a single row containing a NULL in the column used as the partitioning key, and verify that the rows were inserted using a pair of SELECT statements:

mysql> **INSERT** **INTO** **t1** **VALUES** **(NULL,** **'mothra');**

Query OK, 1 row affected (0.00 sec)

mysql> **INSERT** **INTO** **t2** **VALUES** **(NULL,** **'mothra');**

Query OK, 1 row affected (0.00 sec)

mysql> **SELECT** **\*** **FROM** **t1;**

+------+--------+

| id | name |

+------+--------+

| NULL | mothra |

+------+--------+

1 row in set (0.00 sec)

mysql> **SELECT** **\*** **FROM** **t2;**

+------+--------+

| id | name |

+------+--------+

| NULL | mothra |

+------+--------+

1 row in set (0.00 sec)

You can see which partitions are used to store the inserted rows by rerunning the previous query against INFORMATION\_SCHEMA.PARTITIONS and inspecting the output:

mysql> **SELECT** **TABLE\_NAME,** **PARTITION\_NAME,** **TABLE\_ROWS,** **AVG\_ROW\_LENGTH,** **DATA\_LENGTH**

> **FROM** **INFORMATION\_SCHEMA.PARTITIONS**

> **WHERE** **TABLE\_SCHEMA** **=** **'p'** **AND** **TABLE\_NAME** **LIKE** **'t\_';**

+------------+----------------+------------+----------------+-------------+

| TABLE\_NAME | PARTITION\_NAME | TABLE\_ROWS | AVG\_ROW\_LENGTH | DATA\_LENGTH |

+------------+----------------+------------+----------------+-------------+

*|*

|

|

*|*

|

|

|

+------------+----------------+------------+----------------+-------------+

7 rows in set (0.01 sec)
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You can also demonstrate that these rows were stored in the lowest-numbered partition of each table by dropping these partitions, and then re-running the SELECT statements:

|  |  |
| --- | --- |
| mysql> **ALTER** **TABLE** **t1** **DROP** **PARTITION**  Query OK, 0 rows affected (0.16 sec)  mysql> **ALTER** **TABLE** **t2** **DROP** **PARTITION**  Query OK, 0 rows affected (0.16 sec)  mysql> **SELECT** **\*** **FROM** **t1;**  Empty set (0.00 sec)  mysql> **SELECT** **\*** **FROM** **t2;**  Empty set (0.00 sec) | **p0;**  **p0;** |

(For more information on ALTER TABLE ... DROP PARTITION, see Section 13.1.9, “ALTER TABLE Statement” .)

NULL is also treated in this way for partitioning expressions that use SQL functions. Suppose that we define a table using a CREATE TABLE statement such as this one:

CREATE TABLE tndate (

id INT,

dt DATE

)

PARTITION BY RANGE( YEAR(dt)

PARTITION p0 VALUES LESS

PARTITION p1 VALUES LESS

PARTITION p2 VALUES LESS

);

As with other MySQL functions, YEAR(NULL) returns NULL. A row with a dt column value of NULL is treated as though the partitioning expression evaluated to a value less than any other value, and so is inserted into partition p0.

) (

THAN (1990),

THAN (2000),

THAN MAXVALUE

**Handling** **of** **NULL** **with** **LIST** **partitioning.** A table that is partitioned by LIST admits NULL values if and only if one of its partitions is defined using that value-list that contains NULL. The converse of this is that a table partitioned by LIST which does not explicitly use NULL in a value list rejects rows resulting in a NULL value for the partitioning expression, as shown in this example:

mysql> **CREATE** **TABLE** **ts1** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **LIST(c1)** **(**

-> **PARTITION** **p0** **VALUES** **IN** **(0,** **3,** **6),**

-> **PARTITION** **p1** **VALUES** **IN** **(1,** **4,** **7),**

-> **PARTITION** **p2** **VALUES** **IN** **(2,** **5,** **8)**

-> **);**

Query OK, 0 rows affected (0.01 sec)

mysql> **INSERT** **INTO** **ts1** **VALUES** **(9,** **'mothra');**

ERROR 1504 (HY000): Table has no partition for value 9

mysql> **INSERT** **INTO** **ts1** **VALUES** **(NULL,** **'mothra');**

ERROR 1504 (HY000): Table has no partition for value NULL

Only rows having a c1 value between 0 and 8 inclusive can be inserted into ts1. NULL falls outside this range, just like the number 9. We can create tables ts2 and ts3 having value lists containing NULL, as shown here:

mysql> **CREATE** **TABLE** **ts2** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **LIST(c1)** **(**

-> **PARTITION** **p0** **VALUES** **IN** **(0,** **3,** **6),**

-> **PARTITION** **p1** **VALUES** **IN** **(1,** **4,** **7),**

-> **PARTITION** **p2** **VALUES** **IN** **(2,** **5,** **8),**

-> **PARTITION** **p3** **VALUES** **IN** **(NULL)**

-> **);**

Query OK, 0 rows affected (0.01 sec)

mysql> **CREATE** **TABLE** **ts3** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **LIST(c1)** **(**

-> **PARTITION** **p0** **VALUES** **IN** **(0,** **3,** **6),**

-> **PARTITION** **p1** **VALUES** **IN** **(1,** **4,** **7,** **NULL),**

-> **PARTITION** **p2** **VALUES** **IN** **(2,** **5,** **8)**

-> **);**

Query OK, 0 rows affected (0.01 sec)

When defining value lists for partitioning, you can (and should) treat NULLjust as you would any other value. For example, both VALUES IN (NULL) and VALUES IN (1, 4, 7, NULL) are valid, as are VALUES IN (1, NULL, 4, 7), VALUES IN (NULL, 1, 4, 7), and so on. You can insert a row having NULL for column c1 into each of the tables ts2 and ts3:

mysql> **INSERT** **INTO** **ts2** **VALUES** **(NULL,** **'mothra');**

Query OK, 1 row affected (0.00 sec)

mysql> **INSERT** **INTO** **ts3** **VALUES** **(NULL,** **'mothra');**

Query OK, 1 row affected (0.00 sec)

By issuing the appropriate query against INFORMATION\_SCHEMA.PARTITIONS, you can determine which partitions were used to store the rows just inserted (we assume, as in the previous examples, that the partitioned tables were created in the p database):

mysql> **SELECT** **TABLE\_NAME,** **PARTITION\_NAME,** **TABLE\_ROWS,** **AVG\_ROW\_LENGTH,** **DATA\_LENGTH**

> **FROM** **INFORMATION\_SCHEMA.PARTITIONS**

> **WHERE** **TABLE\_SCHEMA** **=** **'p'** **AND** **TABLE\_NAME** **LIKE** **'ts\_';**

+------------+----------------+------------+----------------+-------------+

| TABLE\_NAME | PARTITION\_NAME | TABLE\_ROWS | AVG\_ROW\_LENGTH | DATA\_LENGTH |

+------------+----------------+------------+----------------+-------------+

|

|

|

*|*

|

*|*

|

+------------+----------------+------------+----------------+-------------+

7 rows in set (0.01 sec)
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As shown earlier in this section, you can also verify which partitions were used for storing the rows by deleting these partitions and then performing a SELECT.

**Handling** **of** **NULL** **with** **HASH** **and** **KEY** **partitioning.** NULL is handled somewhat differently for tables partitioned by HASH or KEY. In these cases, any partition expression that yields a NULL value is treated as though its return value were zero. We can verify this behavior by examining the effects on the file system of creating a table partitioned by HASH and populating it with a record containing appropriate values. Suppose that you have a table th (also in the p database) created using the following statement:

mysql> **CREATE** **TABLE** **th** **(**

-> **c1** **INT,**

-> **c2** **VARCHAR(20)**

-> **)**

-> **PARTITION** **BY** **HASH(c1)**

-> **PARTITIONS** **2;**

Query OK, 0 rows affected (0.00 sec)

The partitions belonging to this table can be viewed using the query shown here:

mysql> SELECT TABLE\_NAME,PARTITION\_NAME,TABLE\_ROWS,AVG\_ROW\_LENGTH,DATA\_LENGTH

> FROM INFORMATION\_SCHEMA .PARTITIONS

> WHERE TABLE\_SCHEMA = 'p' AND TABLE\_NAME ='th';

+------------+----------------+------------+----------------+-------------+

| TABLE\_NAME | PARTITION\_NAME | TABLE\_ROWS | AVG\_ROW\_LENGTH | DATA\_LENGTH |

+------------+----------------+------------+----------------+-------------+

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAACgAAAAsCAYAAAAXb/p7AAAEj0lEQVRYhcWY32tTZxjHP29rpYFWYn/YlgYpFNGKTayolx0YGaJl2g2vxOxuF8JSRq5GvRG8FLwV9w9MVtZAtYJNKq4gdJRC1AulUlzR0WncXNwIljTfXdhTz8mPJjlJui+ci/O8z3vO53zf933Oy2soIkleoKtYe42UBX4zxqyVlS2pTVJU0t/aPn2QtCDpW0kNW8F9IenfbQQrpF8k9dq5zAacD1gGmlwPVu0UAz43xgg+AS4CQwDZbJYrV65w69YtVlZW6krS2NjI8ePHCYfDnD171t70jTHmBzbgWu0eX7p0ScC2Xo2Njbp7964dI7aJKukzK5pOp+XxeLYdENCpU6fsgH9JMgA7AL8F+/TpU9LptB2+rKGqRsYYAJ48eWIPe4F2INnAxjzcLqBiKvBuA1C87pRQKpWqhqdsuQJcXV2lu7ub0dFR7ty5QyaTqTXXplwB3rx5k3Q6TTQaZWRkhL6+Pi5fvszy8nKt+UBS2Fo6i4uLjpVlVyaT0eTkpEKh0JarMRgMamJiouxfh9Wvt7c3t6mzIsBsNqu9e/c62j0ej8bHx7Vv3z5H/OLFi5qYmFAymawasOwhNsY4qr3H42FqaoqrV6/y7NkzpqamOHHiBAA9PT2cP3+eYDDI27dv3Q2tpXIdlKRYLLbZdv369YKOJBIJh6OBQGBLJ2vmIMDw8DBerxeARCJRMMfv99Pc3Lx5n0gkqnKyIsCmpibOnDkDwO3bt1lfXy+Y9+LFC8d9NZAVl5lz584BkEwmefjwYV772NgY79+/z4u7hqxkDkpSKpXSzp07BSgSiTjawuFwyU1B7pykxBzcUdnnQGtrKydPnmR6eprJyUl8Ph8vX77k0aNHzMzMlOxvORmPx2lvb6+9g5L04MEDRaNRnT592vX2ynKSEg66+tUNDw+zsLDA9PS0m+7AJydLyfVuJhKJcPToUbfdgeKlakNfQxWAXq+Xe/fuceTIEbePcKhAyfpOUotrQIDdu3czMzPD0NBQNY8BPpatnBL0pTHmn6oAAdra2ojFYhw+fLiq52Qymdw6uQxVDLFdFmQgEKjqOclkknfv3jmDbspMMb1580Z+v9916VlaWqpNmSmmjo4O4vE4g4ODrvrPzc3lB2vpoKXXr1/r0KFDFTtojNH8/Hz9HLTU2dlJPB7n4MGDFfWLRCIcO3bMGayHg5ZWV1c1MDBQlnstLS3KZrP27mNQJwctdXV1MTs7y4EDB0rm7tq1a/OUYUPfq9pCXY66u7uZnZ1l//79APh8PiKRSF5eDhxsFOqKt1tu1NPTw/379wmFQty4cYP+/n58Ph+vXr3i2rVrxbotAfWdg+XIetdWG9bfLeQ9e/Y4PqGA7XVTb6/j5FdACj4uknl7Ui1+/G40MjJiv/3DGPMBAElGtlP9lZWVvJOCel8XLlzQ2tqafXh/skitM+pR4GcrKInHjx/z/PnzGnqUr4aGBgKBAH19ffbplAZ8xpg/HcmSfqzzeihHWUlfFf0iSSFJ6f8JblnSQC5T3jKV5OHjuXUQ6Hc/gGVpHfgVmAOWjDHZ3IT/ALpjnl7kMQX7AAAAAElFTkSuQmCC)![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAAcAAAA9CAYAAABhs3MYAAAARklEQVQ4je3PMQ2AQBAAwXlysvCDOIILGkx8CTLAwF9CB8VtO9U2LMb1hjvBdUoAFH6EgT2xMzAneP1upbCwsPA1BrbEjgeiFAex237yQwAAAABJRU5ErkJggg==)

|  |  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- | --- |
| |  | | th  th | | p0  | p1 | |  | | 0  0 | |  | | 0  0 | |  | | 0  0 | |  | |

+------------+----------------+------------+----------------+-------------+

2 rows in set (0.00 sec)

TABLE\_ROWS for each partition is 0. Now insert two rows into th whose c1 column values are NULL and 0, and verify that these rows were inserted, as shown here:

mysql> **INSERT** **INTO** **th** **VALUES** **(NULL,** **'mothra'),** **(0,** **'gigan');**

Query OK, 1 row affected (0.00 sec)

mysql> **SELECT** **\*** **FROM** **th;**

+------+---------+

| c1 | c2 |

+------+---------+

| NULL | mothra |

+------+---------+

| 0 | gigan |

+------+---------+

2 rows in set (0.01 sec)

Recall that for any integer *N*, the value of NULL MOD *N* is always NULL. For tables that are partitioned by HASH or KEY, this result is treated for determining the correct partition as 0. Checking the Information Schema PARTITIONS table once again, we can see that both rows were inserted into partition p0:

mysql> **SELECT** **TABLE\_NAME,** **PARTITION\_NAME,** **TABLE\_ROWS,** **AVG\_ROW\_LENGTH,** **DATA\_LENGTH**

> **FROM** **INFORMATION\_SCHEMA.PARTITIONS**

> **WHERE** **TABLE\_SCHEMA** **=** **'p'** **AND** **TABLE\_NAME** **='th';**

+------------+----------------+------------+----------------+-------------+

| TABLE\_NAME | PARTITION\_NAME | TABLE\_ROWS | AVG\_ROW\_LENGTH | DATA\_LENGTH |

+------------+----------------+------------+----------------+-------------+

*|*

|

+------------+----------------+------------+----------------+-------------+

2 rows in set (0.00 sec)
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By repeating the last example using PARTITION BY KEY in place of PARTITION BY HASH in the definition of the table, you can verify that NULL is also treated like 0 for this type of partitioning.

**24.3** **Partition** **Management**

There are a number of ways using SQL statements to modify partitioned tables; it is possible to add, drop, redefine, merge, or split existing partitions using the partitioning extensions to the ALTER TABLE statement. There are also ways to obtain information about partitioned tables and partitions. We discuss these topics in the sections that follow.

• For information about partition management in tables partitioned by RANGE or LIST, see [Section 24.3.1, “Management of RANGE and LIST Partitions”](#_bookmark79) .

• For a discussion of managing HASH and KEY partitions, see [Section 24.3.2, “Management of HASH](#_bookmark80) [and KEY Partitions”](#_bookmark80) .

• See Section 24.3.5, “Obtaining Information About Partitions” , for a discussion of mechanisms provided in MySQL 8.0 for obtaining information about partitioned tables and partitions.

• For a discussion of performing maintenance operations on partitions, see Section 24.3.4, “Maintenance of Partitions” .

**Note**

All partitions of a partitioned table must have the same number of subpartitions; it is not possible to change the subpartitioning once the table has been created.

To change a table's partitioning scheme, it is necessary only to use the ALTER TABLE statement with a *partition\_options* option, which has the same syntax as that as used with CREATE TABLE
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for creating a partitioned table; this option (also) always begins with the keywords PARTITION BY. Suppose that the following CREATE TABLE statement was used to create a table that is partitioned by range:

CREATE TABLE trb3 (id INT, name VARCHAR(50), purchased DATE)

PARTITION BY RANGE( YEAR(purchased) ) (

PARTITION p0 VALUES LESS THAN (1990),

PARTITION p1 VALUES LESS THAN (1995),

PARTITION p2 VALUES LESS THAN (2000),

PARTITION p3 VALUES LESS THAN (2005)

);

To repartition this table so that it is partitioned by key into two partitions using the id column value as the basis for the key, you can use this statement:

ALTER TABLE trb3 PARTITION BY KEY(id) PARTITIONS 2;

This has the same effect on the structure of the table as dropping the table and re-creating it using

CREATE TABLE trb3 PARTITION BY KEY(id) PARTITIONS 2;.

ALTER TABLE ... ENGINE = ... changes only the storage engine used by the table, and leaves the table's partitioning scheme intact. The statement succeeds only if the target storage engine provides partitioning support. You can use ALTER TABLE ... REMOVE PARTITIONING to remove a table's partitioning; see Section 13.1.9, “ALTER TABLE Statement” .

**Important**

Only a single PARTITION BY, ADD PARTITION, DROP PARTITION, REORGANIZE PARTITION, or COALESCE PARTITION clause can be used in a given ALTER TABLE statement. If you (for example) wish to drop a partition and reorganize a table's remaining partitions, you must do so in two separate ALTER TABLE statements (one using DROP PARTITION and then a second one using REORGANIZE PARTITION).

You can delete all rows from one or more selected partitions using ALTER TABLE ... TRUNCATE

PARTITION.

**24.3.1** **Management** **of** **RANGE** **and** **LIST** **Partitions**

Adding and dropping of range and list partitions are handled in a similar fashion, so we discuss the management of both sorts of partitioning in this section. For information about working with tables that are partitioned by hash or key, see [Section 24.3.2, “Management of HASH and KEY Partitions”](#_bookmark80) .

Dropping a partition from a table that is partitioned by either RANGE or by LIST can be accomplished using the ALTER TABLE statement with the DROP PARTITION option. Suppose that you have created a table that is partitioned by range and then populated with 10 records using the following CREATE TABLE and INSERT statements:

mysql> **CREATE** **TABLE** **tr** **(id** **INT,** **name** **VARCHAR(50),** **purchased** **DATE)**

-> **PARTITION** **BY** **RANGE(** **YEAR(purchased)** **)** **(**

->

->

->

->

->

->

->

Query OK, 0 rows affected (0.28 sec)

mysql> **INSERT** **INTO** **tr** **VALUES**

|  |  |
| --- | --- |
| ->  ->  ->  ->  ->  -> | **(1,** **'desk** **organiser',** **'2003-10-15'),**  **(2,** **'alarm** **clock',** **'1997-11-05'),**  **(3,** **'chair',** **'2009-03-10'),**  **(4,** **'bookcase',** **'1989-01-10'),**  **(5,** **'exercise** **bike',** **'2014-05-09'),**  **(6,** **'sofa',** **'1987-06-05'),** |

**p0** **VALUES** **LESS** **THAN** **(1990),**

**p1** **VALUES** **LESS** **THAN** **(1995),**

**p2** **VALUES** **LESS** **THAN** **(2000),**

**p3** **VALUES** **LESS** **THAN** **(2005),**

**p4** **VALUES** **LESS** **THAN** **(2010),**

**p5** **VALUES** **LESS** **THAN** **(2015)**

**PARTITION**

**PARTITION**

**PARTITION**

**PARTITION**

**PARTITION**

**PARTITION**

**);**
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-> **(7,** **'espresso** **maker',** **'2011-11-22'),**

-> **(8,** **'aquarium',** **'1992-08-04'),**

-> **(9,** **'study** **desk',** **'2006-09-16'),**

-> **(10,** **'lava** **lamp',** **'1998-12-25');**

Query OK, 10 rows affected (0.05 sec)

Records: 10 Duplicates: 0 Warnings: [0](#_bookmark87)

You can see which items should have been inserted into partition p2 as shown here:

mysql> **SELECT** **\*** **FROM** **tr**

-> **WHERE** **purchased** **BETWEEN** **'1995-01-01'** **AND** **'1999-12-31';**

+------+-------------+------------+

| id | name | purchased |

+------+-------------+------------+

| 2 | alarm clock | 1997-11-05 |

| 10 | lava lamp | 1998-12-25 |

+------+-------------+------------+

2 rows in set (0.00 sec)

You can also get this information using partition selection, as shown here:

mysql> **SELECT** **\*** **FROM** **tr** **PARTITION** **(p2);**

+------+-------------+------------+

| id | name | purchased |

+------+-------------+------------+

| 2 | alarm clock | 1997-11-05 |

| 10 | lava lamp | 1998-12-25 |

+------+-------------+------------+

2 rows in set (0.00 sec)

See Section 24.5, “Partition Selection” , for more information.

To drop the partition named p2, execute the following command:

mysql> **ALTER** **TABLE** **tr** **DROP** **PARTITION** **p2;**

Query OK, 0 rows affected (0.03 sec)

**Note**

The NDBCLUSTER storage engine does not support ALTER TABLE ... DROP PARTITION. It does, however, support the other partitioning-related extensions to ALTER TABLE that are described in this chapter.

It is very important to remember that, *when* *you* *drop* *a* *partition,* *you* *also* *delete* *all* *the* *data* *that* *was* *stored* *in* *that* *partition*. You can see that this is the case by re-running the previous SELECT query:

mysql> **SELECT** **\*** **FROM** **tr** **WHERE** **purchased**

-> **BETWEEN** **'1995-01-01'** **AND** **'1999-12-31';**

Empty set (0.00 sec)

**Note**

DROP PARTITION is supported by native partitioning in-place APIs and may be used with ALGORITHM={COPY |INPLACE}. DROP PARTITION with ALGORITHM=INPLACE deletes data stored in the partition and drops the partition. However, DROP PARTITION with ALGORITHM=COPY or old\_alter\_table=ON rebuilds the partitioned table and attempts to move data from the dropped partition to another partition with a compatible PARTITION ... VALUES definition. Data that cannot be moved to another partition is deleted.

Because of this, you must have the DROP privilege for a table before you can execute ALTER TABLE ... DROP PARTITION on that table.

If you wish to drop all data from all partitions while preserving the table definition and its partitioning scheme, use the TRUNCATE TABLE statement. (See Section 13.1.37, “TRUNCATE TABLE Statement” .)

If you intend to change the partitioning of a table *without* losing data, use ALTER TABLE ... REORGANIZE PARTITION instead. See below or in Section 13.1.9, “ALTER TABLE Statement” , for information about REORGANIZE PARTITION.

If you now execute a SHOW CREATE TABLE statement, you can see how the partitioning makeup of the table has been changed:

mysql> **SHOW** **CREATE** **TABLE** **tr\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Table: tr

Create Table: CREATE TABLE `tr` (

`id` int(11) DEFAULT NULL,

`name` varchar(50) DEFAULT NULL,

`purchased` date DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=latin1

/\*!50100 PARTITION BY RANGE ( YEAR(purchased))

(PARTITION p0 VALUES LESS THAN (1990) ENGINE = InnoDB,

PARTITION p1 VALUES LESS THAN (1995) ENGINE = InnoDB,

PARTITION p3 VALUES LESS THAN (2005) ENGINE = InnoDB,

PARTITION p4 VALUES LESS THAN (2010) ENGINE = InnoDB,

PARTITION p5 VALUES LESS THAN (2015) ENGINE = InnoDB) \*/

1 row in set (0.00 sec)

When you insert new rows into the changed table with purchased column values between '1995-01-01' and '2004-12-31' inclusive, those rows are stored in partition p3. You can verify this as follows:

mysql> **INSERT** **INTO** **tr** **VALUES** **(11,** **'pencil** **holder',** **'1995-07-12');**

Query OK, 1 row affected (0.00 sec)

mysql> **SELECT** **\*** **FROM** **tr** **WHERE** **purchased**

-> **BETWEEN** **'1995-01-01'** **AND** **'2004-12-31';**

+------+----------------+------------+

| id | name | purchased |

+------+----------------+------------+

| 1 | desk organiser | 2003-10-15 |

| 11 | pencil holder | 1995-07-12 |

+------+----------------+------------+

2 rows in set (0.00 sec)

mysql> **ALTER** **TABLE** **tr** **DROP** **PARTITION** **p3;**

Query OK, 0 rows affected (0.03 sec)

mysql> **SELECT** **\*** **FROM** **tr** **WHERE** **purchased**

-> **BETWEEN** **'1995-01-01'** **AND** **'2004-12-31';**

Empty set (0.00 sec)

The number of rows dropped from the table as a result of ALTER TABLE ... DROP PARTITION is

not reported by the server as it would be by the equivalent DELETE query.

Dropping LIST partitions uses exactly the same ALTER TABLE ... DROP PARTITION syntax as used for dropping RANGE partitions. However, there is one important difference in the effect this has on your use of the table afterward: You can no longer insert into the table any rows having any of the values that were included in the value list defining the deleted partition. (See [Section 24.2.2, “LIST](#_bookmark73) [Partitioning”](#_bookmark73) , for an example.)

To add a new range or list partition to a previously partitioned table, use the ALTER TABLE ... ADD PARTITION statement. For tables which are partitioned by RANGE, this can be used to add a new range to the end of the list of existing partitions. Suppose that you have a partitioned table containing membership data for your organization, which is defined as follows:

CREATE TABLE members (

id INT,

fname VARCHAR(25),

lname VARCHAR(25),

dob DATE

)

PARTITION BY RANGE( YEAR(dob) ) (

PARTITION p0 VALUES LESS THAN (1980),

PARTITION p1 VALUES LESS THAN (1990),

PARTITION p2 VALUES LESS THAN (2000)

);

Suppose further that the minimum age for members is 16. As the calendar approaches the end of 2015, you realize that you must soon be prepared to admit members who were born in 2000 (and later). You can modify the members table to accommodate new members born in the years 2000 to 2010 as shown here:

ALTER TABLE members ADD PARTITION (PARTITION p3 VALUES LESS THAN (2010));

With tables that are partitioned by range, you can use ADD PARTITION to add new partitions to the high end of the partitions list only. Trying to add a new partition in this manner between or before existing partitions results in an error as shown here:

mysql> **ALTER** **TABLE** **members**

> **ADD** **PARTITION** **(**

> **PARTITION** **n** **VALUES** **LESS** **THAN** **(1970));**

ERROR 1463 (HY000): VALUES LESS THAN value must be strictly »

increasing for each partition

You can work around this problem by reorganizing the first partition into two new ones that split the range between them, like this:

ALTER TABLE members

REORGANIZE PARTITION p0 INTO (

PARTITION n0 VALUES LESS THAN (1970),

PARTITION n1 VALUES LESS THAN (1980)

);

Using SHOW CREATE TABLE you can see that the ALTER TABLE statement has had the desired effect:

mysql> **SHOW** **CREATE** **TABLE** **members\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Table: members

Create Table: CREATE TABLE `members` (

`id` int(11) DEFAULT NULL,

`fname` varchar(25) DEFAULT NULL,

`lname` varchar(25) DEFAULT NULL,

`dob` date DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=latin1

/\*!50100 PARTITION BY RANGE ( YEAR(dob))

(PARTITION n0 VALUES LESS THAN (1970) ENGINE = InnoDB,

PARTITION n1 VALUES LESS THAN (1980) ENGINE = InnoDB,

PARTITION p1 VALUES LESS THAN (1990) ENGINE = InnoDB,

PARTITION p2 VALUES LESS THAN (2000) ENGINE = InnoDB,

PARTITION p3 VALUES LESS THAN (2010) ENGINE = InnoDB) \*/

1 row in set (0.00 sec)

See also Section 13.1.9.1, “ALTER TABLE Partition Operations” .

You can also use ALTER TABLE ... ADD PARTITION to add new partitions to a table that is partitioned by LIST. Suppose a table tt is defined using the following CREATE TABLE statement:

|  |  |
| --- | --- |
| CREATE TABLE tt (  id INT,  data INT  )  PARTITION BY LIST(data)  PARTITION p0 VALUES  PARTITION p1 VALUES  ); | (  IN (5, 10, 15),  IN (6, 12, 18) |

You can add a new partition in which to store rows having the data column values 7, 14, and 21 as shown:

ALTER TABLE tt ADD PARTITION (PARTITION p2 VALUES IN (7, 14, 21));

Keep in mind that you *cannot* add a new LIST partition encompassing any values that are already included in the value list of an existing partition. If you attempt to do so, an error results:

mysql> **ALTER** **TABLE** **tt** **ADD** **PARTITION**

> **(PARTITION** **np** **VALUES** **IN** **(4,** **8,** **12));**

ERROR 1465 (HY000): Multiple definition of same constant »

in list partitioning

Because any rows with the data column value 12 have already been assigned to partition p1, you cannot create a new partition on table tt that includes 12 in its value list. To accomplish this, you could drop p1, and add np and then a new p1 with a modified definition. However, as discussed earlier, this would result in the loss of all data stored in p1—and it is often the case that this is not what you really want to do. Another solution might appear to be to make a copy of the table with the new partitioning and to copy the data into it using CREATE TABLE ... SELECT ..., then drop the old table and rename the new one, but this could be very time-consuming when dealing with a large amounts of data. This also might not be feasible in situations where high availability is a requirement.

You can add multiple partitions in a single ALTER TABLE ... ADD PARTITION statement as shown here:

CREATE TABLE employees (

id INT NOT NULL,

fname VARCHAR(50) NOT NULL,

lname VARCHAR(50) NOT NULL,

hired DATE NOT NULL

)

PARTITION BY RANGE( YEAR(hired) ) (

PARTITION p1 VALUES LESS THAN (1991),

PARTITION p2 VALUES LESS THAN (1996),

PARTITION p3 VALUES LESS THAN (2001),

PARTITION p4 VALUES LESS THAN (2005)

);

ALTER TABLE employees ADD PARTITION (

PARTITION p5 VALUES LESS THAN (2010),

PARTITION p6 VALUES LESS THAN MAXVALUE

);

Fortunately, MySQL's partitioning implementation provides ways to redefine partitions without losing data. Let us look first at a couple of simple examples involving RANGE partitioning. Recall the members table which is now defined as shown here:

mysql> **SHOW** **CREATE** **TABLE** **members\G**

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\* 1. row \*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

Table: members

Create Table: CREATE TABLE `members` (

`id` int(11) DEFAULT NULL,

`fname` varchar(25) DEFAULT NULL,

`lname` varchar(25) DEFAULT NULL,

`dob` date DEFAULT NULL

) ENGINE=InnoDB DEFAULT CHARSET=latin1

/\*!50100 PARTITION BY RANGE ( YEAR(dob))

(PARTITION n0 VALUES LESS THAN (1970) ENGINE = InnoDB,

PARTITION n1 VALUES LESS THAN (1980) ENGINE = InnoDB,

PARTITION p1 VALUES LESS THAN (1990) ENGINE = InnoDB,

PARTITION p2 VALUES LESS THAN (2000) ENGINE = InnoDB,

PARTITION p3 VALUES LESS THAN (2010) ENGINE = InnoDB) \*/

1 row in set (0.00 sec)

Suppose that you would like to move all rows representing members born before 1960 into a separate partition. As we have already seen, this cannot be done using ALTER TABLE ... ADD PARTITION. However, you can use another partition-related extension to ALTER TABLE to accomplish this:

ALTER TABLE members REORGANIZE PARTITION n0 INTO (

PARTITION s0 VALUES LESS THAN (1960),

PARTITION s1 VALUES LESS THAN (1970)

);

In effect, this command splits partition p0 into two new partitions s0 and s1. It also moves the data that was stored in p0 into the new partitions according to the rules embodied in the two PARTITION ... VALUES ... clauses, so that s0 contains only those records for which YEAR(dob) is less than 1960 and s1 contains those rows in which YEAR(dob) is greater than or equal to 1960 but less than 1970.

A REORGANIZE PARTITION clause may also be used for merging adjacent partitions. You can reverse the effect of the previous statement on the members table as shown here:

ALTER TABLE members REORGANIZE PARTITION s0,s1 INTO (

PARTITION p0 VALUES LESS THAN (1970)

);

No data is lost in splitting or merging partitions using REORGANIZE PARTITION. In executing the above statement, MySQL moves all of the records that were stored in partitions s0 and s1 into partition

p0.

The general syntax for REORGANIZE PARTITION is shown here:

ALTER TABLE *tbl\_name*

REORGANIZE PARTITION *partition\_list*

INTO (*partition\_definitions*);

Here, *tbl\_name* is the name of the partitioned table, and *partition\_list* is a comma-separated list of names of one or more existing partitions to be changed. *partition\_definitions*

is a comma-separated list of new partition definitions, which follow the same rules as for the *partition\_definitions* list used in CREATE TABLE. You are not limited to merging several partitions into one, or to splitting one partition into many, when using REORGANIZE PARTITION. For example, you can reorganize all four partitions of the members table into two, like this:

ALTER TABLE members REORGANIZE PARTITION p0,p1,p2,p3 INTO (

PARTITION m0 VALUES LESS THAN (1980),

PARTITION m1 VALUES LESS THAN (2000)

);

You can also use REORGANIZE PARTITION with tables that are partitioned by LIST. Let us return to the problem of adding a new partition to the list-partitioned tt table and failing because the new partition had a value that was already present in the value-list of one of the existing partitions. We can handle this by adding a partition that contains only nonconflicting values, and then reorganizing the new partition and the existing one so that the value which was stored in the existing one is now moved to the new one:

ALTER TABLE tt ADD PARTITION (PARTITION np VALUES IN (4, 8));

ALTER TABLE tt REORGANIZE PARTITION p1,np INTO (

PARTITION p1 VALUES IN (6, 18),

PARTITION np VALUES in (4, 8, [12)](#_bookmark88)

);

Here are some key points to keep in mind when using ALTER TABLE ... REORGANIZE PARTITION to repartition tables that are partitioned by RANGE or LIST:

• The PARTITION options used to determine the new partitioning scheme are subject to the same rules as those used with a CREATE TABLE statement.

A new RANGE partitioning scheme cannot have any overlapping ranges; a new LIST partitioning scheme cannot have any overlapping sets of values.

• The combination of partitions in the *partition\_definitions* list should account for the same range or set of values overall as the combined partitions named in the *partition\_list*.

For example, partitions p1 and p2 together cover the years 1980 through 1999 in the members table used as an example in this section. Any reorganization of these two partitions should cover the same range of years overall.

• For tables partitioned by RANGE, you can reorganize only adjacent partitions; you cannot skip range partitions.

For instance, you could not reorganize the example members table using a statement beginning with ALTER TABLE members REORGANIZE PARTITION p0,p2 INTO ... because p0 covers the years prior to 1970 and p2 the years from 1990 through 1999 inclusive, so these are not adjacent partitions. (You cannot skip partition p1 in this case.)

• You cannot use REORGANIZE PARTITION to change the type of partitioning used by the table (for example, you cannot change RANGE partitions to HASH partitions or the reverse). You also cannot use this statement to change the partitioning expression or column. To accomplish either of these tasks without dropping and re-creating the table, you can use ALTER TABLE ... PARTITION BY ..., as shown here:

ALTER TABLE members

PARTITION BY HASH( YEAR(dob) )

PARTITIONS 8;

**24.3.2** **Management** **of** **HASH** **and** **KEY** **Partitions**

Tables which are partitioned by hash or by key are very similar to one another with regard to making changes in a partitioning setup, and both differ in a number of ways from tables which have been partitioned by range or list. For that reason, this section addresses the modification of tables partitioned by hash or by key only. For a discussion of adding and dropping of partitions of tables that are partitioned by range or list, see [Section 24.3.1, “Management of RANGE and LIST Partitions”](#_bookmark79) .

You cannot drop partitions from tables that are partitioned by HASH or KEY in the same way that you can from tables that are partitioned by RANGE or LIST. However, you can merge HASH or KEY partitions using ALTER TABLE ... COALESCE PARTITION. Suppose that a clients table containing data about clients is divided into 12 partitions, created as shown here:

CREATE TABLE clients (

id INT,

fname VARCHAR(30),

lname VARCHAR(30),

signed DATE

)

PARTITION BY HASH( MONTH(signed) )

PARTITIONS 12;

To reduce the number of partitions from 12 to 8, execute the following ALTER TABLE statement:

mysql> **ALTER** **TABLE** **clients** **COALESCE** **PARTITION** **4;**

Query OK, 0 rows affected (0.02 sec)

COALESCE works equally well with tables that are partitioned by HASH, KEY, LINEAR HASH, or LINEAR KEY. Here is an example similar to the previous one, differing only in that the table is partitioned by LINEAR KEY:

mysql> **CREATE** **TABLE** **clients\_lk** **(**

-> **id** **INT,**

-> **fname** **VARCHAR(30),**

-> **lname** **VARCHAR(30),**

-> **signed** **DATE**

-> **)**

-> **PARTITION** **BY** **LINEAR** **KEY(signed)**

-> **PARTITIONS** **12;**

Query OK, 0 rows affected (0.03 sec)

mysql> **ALTER** **TABLE** **clients\_lk** **COALESCE** **PARTITION** **4;**

Query OK, 0 rows affected (0.06 sec)

Records: 0 Duplicates: 0 Warnings: [0](#_bookmark89)

The number following COALESCE PARTITION is the number of partitions to merge into the remainder — in other words, it is the number of partitions to remove from the table.

Attempting to remove more partitions than are in the table results in an error like this one:

mysql> **ALTER** **TABLE** **clients** **COALESCE** **PARTITION** **18;**

ERROR 1478 (HY000): Cannot remove all partitions, use DROP TABLE instead

To increase the number of partitions for the clients table from 12 to 18, use ALTER TABLE ... ADD PARTITION as shown here:

ALTER TABLE clients ADD PARTITION PARTITIONS 6;

**24.3.3** **Exchanging** **Partitions** **and** **Subpartitions** **with** **Tables**

In MySQL 8.0, it is possible to exchange a table partition or subpartition with a table using ALTER TABLE *pt* EXCHANGE PARTITION *p* WITH TABLE *nt*, where *pt* is the partitioned table and *p* is the partition or subpartition of *pt* to be exchanged with unpartitioned table *nt*, provided that the following statements are true:

1. Table *nt* is not itself partitioned.

2. Table *nt* is not a temporary table.

3. The structures of tables *pt* and *nt* are otherwise identical.

4. Table nt contains no foreign key references, and no other table has any foreign keys that refer to nt.

5. There are no rows in *nt* that lie outside the boundaries of the partition definition for *p*. This condition does not apply if WITHOUT VALIDATION is used.

6. Both tables must use the same character set and collation.

7. For InnoDB tables, both tables must use the same row format. To determine the row format of an InnoDB table, query INFORMATION\_SCHEMA.INNODB\_TABLES.

8. Any partition-level MAX\_ROWS setting for p must be the same as the table-level MAX\_ROWS value set for nt. The setting for any partition-level MIN\_ROWS setting for p must also be the same any table- level MIN\_ROWS value set for nt.

This is true in either case whether not pt has an explicit table-level MAX\_ROWS or MIN\_ROWS option in effect.

9. The AVG\_ROW\_LENGTH cannot differ between the two tables pt and nt.

10. pt does not have any partitions that use the DATA DIRECTORY option. This restriction is lifted for InnoDB tables in MySQL 8.0.14 and later.

11. INDEX DIRECTORY cannot differ between the table and the partition to be exchanged with it.

12. No table or partition TABLESPACE options can be used in either of the tables.

In addition to the ALTER, INSERT, and CREATE privileges usually required for ALTER TABLE statements, you must have the DROP privilege to perform ALTER TABLE ... EXCHANGE

PARTITION.

You should also be aware of the following effects of ALTER TABLE ... EXCHANGE PARTITION:

• Executing ALTER TABLE ... EXCHANGE PARTITION does not invoke any triggers on either the partitioned table or the table to be exchanged.

• Any AUTO\_INCREMENT columns in the exchanged table are reset.

• The IGNORE keyword has no effect when used with ALTER TABLE ... EXCHANGE PARTITION.

The syntax for ALTER TABLE ... EXCHANGE PARTITION is shown here, where *pt* is the partitioned table, *p* is the partition (or subpartition) to be exchanged, and *nt* is the nonpartitioned table to be exchanged with *p*:

ALTER TABLE *pt*

EXCHANGE PARTITION *p*

WITH TABLE *nt*;

Optionally, you can append WITH VALIDATION or WITHOUT VALIDATION. When WITHOUT VALIDATION is specified, the ALTER TABLE ... EXCHANGE PARTITION operation does not perform any row-by-row validation when exchanging a partition a nonpartitioned table, allowing database administrators to assume responsibility for ensuring that rows are within the boundaries of the partition definition. WITH VALIDATION is the default.

One and only one partition or subpartition may be exchanged with one and only one nonpartitioned table in a single ALTER TABLE EXCHANGE PARTITION statement. To exchange multiple partitions or subpartitions, use multiple ALTER TABLE EXCHANGE PARTITION statements. EXCHANGE PARTITION may not be combined with other ALTER TABLE options. The partitioning and (if applicable) subpartitioning used by the partitioned table may be of any type or types supported in MySQL 8.0.

**Exchanging** **a** **Partition** **with** **a** **Nonpartitioned** **Table**

Suppose that a partitioned table e has been created and populated using the following SQL statements:

CREATE TABLE e (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30)

)

PARTITION BY RANGE (id) (

PARTITION p0 VALUES LESS THAN (50),

PARTITION p1 VALUES LESS THAN (100),

PARTITION p2 VALUES LESS THAN (150),

PARTITION p3 VALUES LESS THAN (MAXVALUE)

);

INSERT INTO e VALUES

(1669, "Jim", "Smith"),

(337, "Mary", "Jones"),

(16, "Frank", "White"),

(2005, "Linda", "Black");

Now we create a nonpartitioned copy of e named e2. This can be done using the mysql client as shown here:

mysql> **CREATE** **TABLE** **e2** **LIKE** **e;**

Query OK, 0 rows affected (0.04 sec)

mysql> **ALTER** **TABLE** **e2** **REMOVE** **PARTITIONING;**

Query OK, 0 rows affected (0.07 sec)

Records: 0 Duplicates: 0 Warnings: [0](#_bookmark90)

You can see which partitions in table e contain rows by querying the Information Schema PARTITIONS table, like this:

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

**FROM** **INFORMATION\_SCHEMA.PARTITIONS**

**WHERE** **TABLE\_NAME** **=** **'e';**

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p1  | p2  | p3 | |  |  |  | | 1  0  0  3 | |  |  |  | |
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+----------------+------------+

2 rows in set (0.00 sec)

**Note**

For partitioned InnoDB tables, the row count given in the TABLE\_ROWS column of the Information Schema PARTITIONS table is only an estimated value used in SQL optimization, and is not always exact.

To exchange partition p0 in table e with table e2, you can use ALTER TABLE, as shown here:

mysql> **ALTER** **TABLE** **e** **EXCHANGE** **PARTITION** **p0** **WITH** **TABLE** **e2;**

Query OK, 0 rows affected (0.04 sec)

More precisely, the statement just issued causes any rows found in the partition to be swapped with those found in the table. You can observe how this has happened by querying the Information Schema PARTITIONS table, as before. The table row that was previously found in partition p0 is no longer present:

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

**FROM** **INFORMATION\_SCHEMA.PARTITIONS**

**WHERE** **TABLE\_NAME** **=** **'e';**

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p1  | p2  | p3 | |  |  |  | | 0  0  0  3 | |  |  |  | |

+----------------+------------+

4 rows in set (0.00 sec)

If you query table e2, you can see that the “missing” row can now be found there:

mysql> **SELECT** **\*** **FROM** **e2;**

+----+-------+-------+

| id | fname | lname |

+----+-------+-------+

| 16 | Frank | White |

+----+-------+-------+

1 row in set (0.00 sec)

The table to be exchanged with the partition does not necessarily have to be empty. To demonstrate this, we first insert a new row into table e, making sure that this row is stored in partition p0 by choosing an id column value that is less than 50, and verifying this afterward by querying the PARTITIONS table:

mysql> **INSERT** **INTO** **e** **VALUES** **(41,** **"Michael",** **"Green");**

Query OK, 1 row affected (0.05 sec)

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

**FROM** **INFORMATION\_SCHEMA.PARTITIONS**

**WHERE** **TABLE\_NAME** **=** **'e';**

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

|  |  |  |  |
| --- | --- | --- | --- |
| | p0  | p1  | p2  | p3 | |  |  |  | | 1  0  0  3 | |  |  |  | |

+----------------+------------+

4 rows in set (0.00 sec)

Now we once again exchange partition p0 with table e2 using the same ALTER TABLE statement as previously:

mysql> **ALTER** **TABLE** **e** **EXCHANGE** **PARTITION** **p0** **WITH** **TABLE** **e2;**

Query OK, 0 rows affected (0.28 sec)

**WHERE** **TABLE\_NAME** **=** **'e';**

+----------------+------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+------------+

| p0

| p1

| p2

| p3

|

|

|

|

|

|

|

|

1

0

0

3

+----------------+------------+

4 rows in set (0.00 sec)

mysql> **SELECT** **\*** **FROM** **e2;**

+----+---------+-------+

| id | fname | lname |

+----+---------+-------+

| 41 | Michael | Green |

+----+---------+-------+

1 row in set (0.00 sec)

The output of the following queries shows that the table row that was stored in partition p0 and the table row that was stored in table e2, prior to issuing the ALTER TABLE statement, have now switched places:

mysql> **SELECT** **\*** **FROM** **e;**

+------+-------+-------+

| id | fname | lname |

+------+-------+-------+

|

|

|

|

+------+-------+-------+

4 rows in set (0.00 sec)

mysql> **SELECT** **PARTITION\_NAME,** **TABLE\_ROWS**

**FROM** **INFORMATION\_SCHEMA.PARTITIONS**

White

Smith

Jones

Black

Frank

Jim

Mary

Linda

16

1669

337

2005

|

|

|

|

|

|

|

|

|

|

|

|

**Nonmatching** **Rows**

You should keep in mind that any rows found in the nonpartitioned table prior to issuing the ALTER TABLE ... EXCHANGE PARTITION statement must meet the conditions required for them to be stored in the target partition; otherwise, the statement fails. To see how this occurs, first insert a row into e2 that is outside the boundaries of the partition definition for partition p0 of table e. For example, insert a row with an id column value that is too large; then, try to exchange the table with the partition again:

mysql> **INSERT** **INTO** **e2** **VALUES** **(51,** **"Ellen",** **"McDonald");**

Query OK, 1 row affected (0.08 sec)

mysql> **ALTER** **TABLE** **e** **EXCHANGE** **PARTITION** **p0** **WITH** **TABLE** **e2;**

ERROR 1707 (HY000): Found row that does not match the partition

Only the WITHOUT VALIDATION option would permit this operation to succeed:

mysql> **ALTER** **TABLE** **e** **EXCHANGE** **PARTITION** **p0** **WITH** **TABLE** **e2** **WITHOUT** **VALIDATION;**

Query OK, 0 rows affected (0.02 sec)

When a partition is exchanged with a table that contains rows that do not match the partition definition, it is the responsibility of the database administrator to fix the non-matching rows, which can be performed using REPAIR TABLE or ALTER TABLE ... REPAIR PARTITION.

**Exchanging** **Partitions** **Without** **Row-By-Row** **Validation**

To avoid time consuming validation when exchanging a partition with a table that has many rows, it is possible to skip the row-by-row validation step by appending WITHOUT VALIDATION to the ALTER TABLE ... EXCHANGE PARTITION statement.

The following example compares the difference between execution times when exchanging a partition with a nonpartitioned table, with and without validation. The partitioned table (table e) contains two

partitions of 1 million rows each. The rows in p0 of table e are removed and p0 is exchanged with a nonpartitioned table of 1 million rows. The WITH VALIDATION operation takes 0.74 seconds. By comparison, the WITHOUT VALIDATION operation takes 0.01 seconds.

# Create a partitioned table with 1 million rows in each partition

CREATE TABLE e (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30)

)

PARTITION BY RANGE (id) (

PARTITION p0 VALUES LESS THAN (1000001),

PARTITION p1 VALUES LESS THAN (2000001),

);

mysql> SELECT COUNT(\*) FROM e;

| COUNT(\*) |

+----------+

| 2000000 |

+----------+

1 row in set (0.27 sec)

# View the rows in each partition

SELECT PARTITION\_NAME, TABLE\_ROWS FROM INFORMATION\_SCHEMA.PARTITIONS WHERE TABLE\_NAME = 'e';

+----------------+-------------+

| PARTITION\_NAME | TABLE\_ROWS |

+----------------+-------------+

| p0 | 1000000 |

| p1 | 1000000 |

+----------------+-------------+

2 rows in set (0.00 sec)

# Create a nonpartitioned table of the same structure and populate it with 1 million rows

CREATE TABLE e2 (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30)

);

mysql> SELECT COUNT(\*) FROM e2;

+ +

| COUNT(\*) |

+----------+

| 1000000 |

+----------+

1 row in set (0.24 sec)

# Create another nonpartitioned table of the same structure and populate it with 1 million rows

CREATE TABLE e3 (

id INT NOT NULL,

fname VARCHAR(30),

lname VARCHAR(30)

);

mysql> SELECT COUNT(\*) FROM e3;

+ +

| COUNT(\*) |

+----------+

| 1000000 |

+----------+

1 row in set (0.25 sec)

# Drop the rows from p0 of table e

mysql> DELETE FROM e WHERE id < 1000001;

Query OK, 1000000 rows affected (5.55 sec)

# Confirm that there are no rows in partition p0