**Mongo DB**

* MongoDB is an open-source document database and leading NoSQL database(written in C++). There is no concept of relationship.
* MongoDB is a cross-platform, document oriented database and works on concept of collection and document.
* Database is a physical container for collections. Each database gets its own set of files on the file system. MongoDB is a document database in which one collection holds different documents
* Collection is a group of MongoDB documents which is equivalent to RDBMS table. Collections do not enforce a schema. Documents within a collection can have different fields. Typically, all documents in a collection are of similar or related purpose.
* A document is a set of key-value pairs. Documents have dynamic schema documents in the same collection do not need to have the same set of fields or structure, and common fields in a collection's documents may hold different types of data.

|  |  |
| --- | --- |
| **RDBMS** | **MongoDB** |
| Database | Database |
| Table | Collection |
| Tuple/Row | Document |
| Column | Field |
| Table Join | Embedded Documents |
| Primary Key | Primary Key (Default key \_id provided by mongodb itself) |

* Advantages of MongoDB over RDBMS
  + Schema less
  + Conversion/mapping of application objects to database objects not needed.
  + Structure of a single object is clear
  + No complex joins
  + MongoDB supports dynamic queries on documents using a document-based query language
  + Uses internal memory for storing the (windowed) working set, enabling faster access of data
  + Tuning

## Why Use MongoDB?

* + **Document Oriented Storage** − Data is stored in the form of JSON style documents.
  + Index on any attribute
  + Replication and high availability
  + Auto-sharding
  + Rich queries
  + Fast in-place updates
  + Professional support by MongoDB

## MongoDB supports [multiple storage engines](https://docs.mongodb.com/manual/core/storage-engines/):

* + [**WiredTiger** Storage Engine](https://docs.mongodb.com/manual/core/wiredtiger/) (including support for [Encryption at Rest](https://docs.mongodb.com/manual/core/security-encryption-at-rest/))
  + [**In-Memory** Storage Engine](https://docs.mongodb.com/manual/core/inmemory/)
  + [**MMAPv1** Storage Engine](https://docs.mongodb.com/manual/core/mmapv1/) (Deprecated in MongoDB 4.0)

In addition, MongoDB provides pluggable storage engine API that allows third parties to develop storage engines for MongoDB.

* **Starting mongo DB**

D:\set up\mongodb\bin>mongod.exe --dbpath "d:\set up\mongodb\data"

D:\set up\mongodb\bin>mongo.exe

Few startup statements:

MongoDB starting : pid=528 port=27017 dbpath=E:\data\db 64-bit host=INFANTA

MongoDB shell version v4.0.3

connecting to: mongodb://127.0.0.1:27017

the active storage engine to 'wiredTiger'.

[WiredTiger](https://docs.mongodb.com/manual/core/wiredtiger/) is the default storage engine starting in MongoDB 3.2. WiredTiger provides a document-level concurrency model, checkpointing, and compression, among other features

wiredtiger\_open config: create,cache\_size=3524M,session\_max=20000,eviction=(threads\_min=4,threads\_max=4),config\_base=false,statistics=(fast),

log=(enabled=true,archive=true,path=journal,compressor=snappy),file\_manager=(close\_idle\_time=100000),

statistics\_log=(wait=0),verbose=(recovery\_progress)

\*\* WARNING: Access control is not enabled for the database. Read and write access to data and configuration is unrestricted.

## Some considerations while designing Schema in MongoDB

* + Design your schema according to user requirements.
  + Combine objects into one document if you will use them together. Otherwise separate them (but make sure there should not be need of joins).
  + Duplicate the data (but limited) because disk space is cheap as compare to compute time.
  + Do joins while write, not on read.
  + Optimize your schema for most frequent use cases.
  + Do complex aggregation in the schema.

RDBMS

![RDBMS Schema Design](data:image/png;base64,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)

MongoDB

{

\_id: POST\_ID

title: TITLE\_OF\_POST,

description: POST\_DESCRIPTION,

by: POST\_BY,

url: URL\_OF\_POST,

tags: [TAG1, TAG2, TAG3],

likes: TOTAL\_LIKES,

comments: [

{

user:'COMMENT\_BY',

message: TEXT,

dateCreated: DATE\_TIME,

like: LIKES

},

{

user:'COMMENT\_BY',

message: TEXT,

dateCreated: DATE\_TIME,

like: LIKES

}

]

}

**Basic Commands**

* **Create Database** - The command will create a new database if it doesn't exist, otherwise it will return the existing database.

**use DATABASE\_NAME**

>use mydb

switched to db mydb

In MongoDB default database is test. If you didn't create any database, then collections will be stored in test database.

* **Check currently selected database** - To display database, you need to insert at least one document into it.

>db

mydb

* **check databases list**

>show dbs

local 0.78125GB

test 0.23012GB

* **drop a existing database** - This will delete the selected database. If you have not selected any database, then it will delete default 'test' database.

>use mydb

switched to db mydb

>db.dropDatabase()

>{ "dropped" : "mydb", "ok" : 1 }

>

* **create collection** – db.createCollection(name, options)

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Type** | **Description** |
| Name | String | Name of the collection to be created |
| Options | Document | (Optional) Specify options about memory size and indexing |

>use test

switched to db test

>db.createCollection("mycollection")

{ "ok" : 1 }

>

createCollection() method with few important options –

>db.createCollection("mycol", { capped : true, autoIndexId : true, size :

6142800, max : 10000 } )

{ "ok" : 1 }

>

In MongoDB, you don't need to create collection. MongoDB creates collection automatically, when you insert some document.

>db.tutorialspoint.insert({"name" : "tutorialspoint"})

>show collections

mycol

mycollection

system.indexes

tutorialspoint

>

* **show collections**

>show collections

mycollection

system.indexes

* **drop a collection** - db.COLLECTION\_NAME.drop()

>use mydb

switched to db mydb

>show collections

mycol

mycollection

system.indexes

tutorialspoint

>

>db.mycollection.drop()

true

* **MongoDB Datatypes**
  + String
  + Integer
  + Boolean
  + Double
  + Min / Max keys - This type is used to compare a value against the lowest and highest BSON(BinaryJSON) elements
  + Arrays
  + Timestamp
  + Object - This datatype is used for embedded documents
  + Null
  + Symbol - it's generally reserved for languages that use a specific symbol type
  + Date
  + Object ID - This datatype is used to store the document’s ID
  + Binary Data
  + Code - This datatype is used to store JavaScript code into the document
  + Regular Expression
* **insert data into MongoDB collection** - db.COLLECTION\_NAME.insert(document)
  + If the collection doesn't exist in the database, then MongoDB will create this collection and then insert a document into it.
  + In the inserted document, if we don't specify the \_id parameter, then MongoDB assigns a unique ObjectId for this document.

>db.mycol.insert({

\_id: ObjectId(7df78ad8902c),

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100

})

* + To insert multiple documents in a single query, you can pass an array of documents in insert() command.

>db.post.insert([

{

title: 'MongoDB Overview',

description: 'MongoDB is no sql database',

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 100

},

{

title: 'NoSQL Database',

description: "NoSQL database doesn't have tables",

by: 'tutorials point',

url: 'http://www.tutorialspoint.com',

tags: ['mongodb', 'database', 'NoSQL'],

likes: 20

}

])

* + [**db.collection.insertMany()**](https://docs.mongodb.com/manual/reference/method/db.collection.insertMany/#db.collection.insertMany) can also insert multiple [documents](https://docs.mongodb.com/manual/core/document/) into a [collection](https://docs.mongodb.com/manual/core/databases-and-collections/). [insertMany()](https://docs.mongodb.com/manual/reference/method/db.collection.insertMany/#db.collection.insertMany) returns a document that includes the newly inserted documents \_id field values.
  + Use [**db.collection.insertOne()**](https://docs.mongodb.com/manual/reference/method/db.collection.insertOne/#db.collection.insertOne) to insert a single document.
* **query data from MongoDB collection** - db.COLLECTION\_NAME.find()
  + find() method will display all the documents in a non-structured way
  + To display the results in a formatted way, you can use pretty() method.
  + findOne() method, that returns only one document.

>db.mycol.find().pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

* + To select all documents in the collection, pass an empty document as the [query filter document](https://docs.mongodb.com/manual/core/document/#document-query-filter) to the[db.collection.find()](https://docs.mongodb.com/manual/reference/method/db.collection.find/#db.collection.find) method

>db.mycol.find( {} )

* **RDBMS Where Clause Equivalents in MongoDB**

|  |  |  |  |
| --- | --- | --- | --- |
| **Operation** | **Syntax** | **Example** | **RDBMS Equivalent** |
| Equality | {<key>:<value>} | db.mycol.find({"by":"tutorials point"}).pretty() | where by = 'tutorials point' |
| Less Than | {<key>:{$lt:<value>}} | db.mycol.find({"likes":{$lt:50}}).pretty() | where likes < 50 |
| Less Than Equals | {<key>:{$lte:<value>}} | db.mycol.find({"likes":{$lte:50}}).pretty() | where likes <= 50 |
| Greater Than | {<key>:{$gt:<value>}} | db.mycol.find({"likes":{$gt:50}}).pretty() | where likes > 50 |
| Greater Than Equals | {<key>:{$gte:<value>}} | db.mycol.find({"likes":{$gte:50}}).pretty() | where likes >= 50 |
| Not Equals | {<key>:{$ne:<value>}} | db.mycol.find({"likes":{$ne:50}}).pretty() | where likes != 50 |

## AND in MongoDB - if you pass multiple keys by separating them by ',' then MongoDB treats it as AND condition

>db.mycol.find(

{

$and: [

{key1: value1}, {key2:value2}

]

}

).pretty()

## Example

>db.mycol.find({$and:[{"by":"tutorials point"},{"title": "MongoDB Overview"}]}).pretty() {

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

## OR in MongoDB

>db.mycol.find(

{

$or: [

{key1: value1}, {key2:value2}

]

}

).pretty()

## Example

>db.mycol.find({$or:[{"by":"tutorials point"},{"title": "MongoDB Overview"}]}).pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

## AND and OR together

>db.mycol.find({"likes": {$gt:10}, $or: [{"by": "tutorials point"},

{"title": "MongoDB Overview"}]}).pretty()

{

"\_id": ObjectId(7df78ad8902c),

"title": "MongoDB Overview",

"description": "MongoDB is no sql database",

"by": "tutorials point",

"url": "http://www.tutorialspoint.com",

"tags": ["mongodb", "database", "NoSQL"],

"likes": "100"

}

>

## Update document into a collection - update() and save()

## The update() method updates the values in the existing document while the save() method replaces the existing document with the document passed in save() method

>db.COLLECTION\_NAME.update(SELECTION\_CRITERIA, UPDATED\_DATA)

>db.COLLECTION\_NAME.save({\_id:ObjectId(),NEW\_DATA})

## Example

>db.mycol.update({'title':'MongoDB Overview'},{$set:{'title':'New MongoDB Tutorial'}})

## By default, MongoDB will update only a single document. To update multiple documents, you need to set a parameter 'multi' to true

>db.mycol.update({'title':'MongoDB Overview'},

{$set:{'title':'New MongoDB Tutorial'}},{multi:true})

## remove a document from the collection - db.COLLECTION\_NAME.remove(DELLETION\_CRITTERIA, justOne)

>db.mycol.remove({'title':'MongoDB Overview'})

## Remove Only One - If there are multiple records and you want to delete only the first record, then set justOne parameter in remove() method

>db.COLLECTION\_NAME.remove(DELETION\_CRITERIA,1)

## Remove All Documents - If you don't specify deletion criteria, then MongoDB will delete whole documents from the collection. This is equivalent of SQL's truncate command.

>db.mycol.remove()

>db.mycol.find()

## Projection

## Projection means selecting only the necessary data rather than selecting whole of the data of a document

## When you execute find() method, then it displays all fields of a document. To limit this, you need to set a list of fields with value 1 or 0. 1 is used to show the field while 0 is used to hide the fields

>db.mycol.find({},{"title":1,\_id:0})

{"title":"MongoDB Overview"}

{"title":"NoSQL Overview"}

{"title":"Tutorials Point Overview"}

>

## Limit Records

## limit() method accepts one number type argument, which is the number of documents that you want to be displayed

>db.mycol.find({},{"title":1,\_id:0}).limit(2)

{"title":"MongoDB Overview"}

{"title":"NoSQL Overview"}

>

## Skip Records - skip the number of documents

## The default value in skip() method is 0.

>db.mycol.find({},{"title":1,\_id:0}).limit(1).skip(1)

{"title":"NoSQL Overview"}

>

## Sort

## sort() method accepts a document containing a list of fields along with their sorting order.

## 1 is used for ascending order while -1 is used for descending order.

## If you don't specify the sorting preference, then sort() method will display the documents in ascending order.

>db.mycol.find({},{"title":1,\_id:0}).sort({"title":-1})

{"title":"Tutorials Point Overview"}

{"title":"NoSQL Overview"}

{"title":"MongoDB Overview"}

>

## Indexing

## Indexes are special data structures that store a small portion of the data set in an easy-to-traverse form.

## The index stores the value of a specific field or set of fields, ordered by the value of the field as specified in the index

## To create an index you need to use ensureIndex() method

>db.mycol.ensureIndex({"title":1})

## ensureIndex() method you can pass multiple fields, to create index on multiple fields.

>db.mycol.ensureIndex({"title":1,"description":-1})

## Aggregation and Pipeline

## Aggregation operations group values from multiple documents together, and can perform a variety of operations on the grouped data to return a single result

## There is a set of possible stages and each of those is taken as a set of documents as an input and produces a resulting set of documents (or the final resulting JSON document at the end of the pipeline)

## Create Dump

>mongodump

## Restore backup

>mongorestore

## 

## Replication - MongoDB achieves replication by the use of replica set. A replica set is a group of mongod instances that host the same data set.

* + Replica set is a group of two or more nodes (generally minimum 3 nodes are required).
  + In a replica set, one node is primary node and remaining nodes are secondary.
  + All data replicates from primary to secondary node.
  + At the time of automatic failover or maintenance, election establishes for primary and a new primary node is elected.
  + After the recovery of failed node, it again join the replica set and works as a secondary node
* **Sharding**
  + Sharding is the process of storing data records across multiple machines and it is MongoDB's approach to meeting the demands of data growth.
  + As the size of the data increases, a single machine may not be sufficient to store the data nor provide an acceptable read and write throughput.