Белорусский государственный технологический университет

Кафедра Информационных Систем и Технологий

**Лабораторная работа №4**

**Динамическое программирование**

Выполнилстудент 2 курса 7 группы

Бобрович Глеб Сергеевич

Минск 2021

**ЦЕЛЬ РАБОТЫ:** освоить общие принципы решения задач методом динамического программирования, сравнить полученные решения задач с рекурсивным методом.

**Условие:**

**Задание 1.** На языке С++ сгенерировать случайным образом строку букв латинского алфавита ![](data:image/x-wmf;base64,183GmgAAAAAAAMABYAICCQAAAACzXQEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYALAARIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AAQAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3jQpmMgQAAAAtAQAACAAAADIKEAIQAQEAAAAxeRwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAeUied0CRoXeNCmYyBAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABQAABAAAAU3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQAyjQpmMgAACgA4AIoBAAAAAAAAAAAw8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==) длиной ![](data:image/x-wmf;base64,183GmgAAAAAAAAAD4AEBCQAAAADwXAEACQAAA54AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AEAAxIAAAAmBg8AGgD/////AAAQAAAAwP///9f////AAgAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3/AxmGQQAAAAtAQAACQAAADIKgAErAAMAAAAzMDBlCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AAPwMZhkAAAoAOACKAQAAAAD/////MPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=) символов и ![](data:image/x-wmf;base64,183GmgAAAAAAAAACYAIBCQAAAABwXgEACQAAA8kAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYAIAAhIAAAAmBg8AGgD/////AAAQAAAAwP///7f////AAQAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wLg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3gA1m/AQAAAAtAQAACAAAADIKEAIwAQEAAAAyeRwAAAD7AkD+AAAAAAAAkAEBAAAABAIAEFRpbWVzIE5ldyBSb21hbgAU8RIAeUied0CRoXeADWb8BAAAAC0BAQAEAAAA8AEAAAgAAAAyCqABQAABAAAAU3kKAAAAJgYPAAoA/////wEAAAAAABwAAAD7AhAABwAAAAAAvAIAAADMAQICIlN5c3RlbQD8gA1m/AAACgA4AIoBAAAAAAAAAAAw8xIABAAAAC0BAAAEAAAA8AEBAAMAAAAAAA==)длиной ![](data:image/x-wmf;base64,183GmgAAAAAAACAD4AECCQAAAADTXAEACQAAA54AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AEgAxIAAAAmBg8AGgD/////AAAQAAAAwP///9f////gAgAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3twpmwAQAAAAtAQAACQAAADIKgAE5AAMAAAAyNTBlCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AALcKZsAAAAoAOACKAQAAAAD/////MPMSAAQAAAAtAQEABAAAAPABAAADAAAAAAA=).

|  |
| --- |
| #include <stdio.h>  #include <stdlib.h>  #include <time.h>  int main()  {  printf("GENERATE 300 SYMBOLS\n\n");  int i;  srand(time(NULL));  unsigned char c;  for (i = 0; i <= 300; ++i)  {  c = (rand() % ('z' - 'a' + 1)) + 'a';  printf("%c", c);  }  printf("\n\nGENERATE 250 SYMBOLS\n\n");  srand(time(NULL));  unsigned char cC;  for (i = 0; i <= 300; ++i)  {  cC = (rand() % ('z' - 'a' + 1)) + 'a';  printf("%c", cC);  }  return 0;  } |
|  |

**Задание 2.** Вычислить двумя способами (рекурсивно и с помощью динамического программирования) ![](data:image/x-wmf;base64,183GmgAAAAAAAMAgYAIACQAAAACxfAEACQAAA9gBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYALAIBIAAAAmBg8AGgD/////AAAQAAAAwP///7f///+AIAAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3tQxmWQQAAAAtAQAACAAAADIKoAFLHwIAAAApKQgAAAAyCqAB+xwBAAAAKCkIAAAAMgqgAeQXAQAAACwpCAAAADIKoAGbFQEAAAAoKQkAAAAyCqABhA8DAAAAKSksZQgAAAAyCqABag0BAAAAKCkIAAAAMgqgAVMIAQAAACwpCAAAADIKoAFABgEAAAAoKQgAAAAyCqABSQEBAAAAKCkcAAAA+wLg/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3tQxmWQQAAAAtAQEABAAAAPABAAAIAAAAMgoQApAeAQAAADIpCAAAADIKEAIwFwEAAAAyKQgAAAAyChAC3w4BAAAAMSkIAAAAMgoQArUHAQAAADEpHAAAAPsCQP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SJ53QJGhd7UMZlkEAAAALQEAAAQAAADwAQEACAAAADIKoAGiHQEAAABTKQkAAAAyCqAB0hoDAAAAbGVuZQgAAAAyCqABgBgBAAAAa2UIAAAAMgqgAUIWAQAAAFNlCgAAADIKoAF8EQYAAABwcmVmaXgIAAAAMgqgAREOAQAAAFNyCQAAADIKoAFBCwMAAABsZW5mCAAAADIKoAHvCAEAAABrZQgAAAAyCqAB5wYBAAAAU2UKAAAAMgqgASECBgAAAHByZWZpeAgAAAAyCqABRwABAAAATHIcAAAA+wJA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAdygJCnwYMCgAFPESAHlInndAkaF3tQxmWQQAAAAtAQEABAAAAPABAAAIAAAAMgqgAaIZAQAAALRyCAAAADIKoAERCgEAAAC0cgoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAFm1DGZZAAAKADgAigEAAAAAAAAAADDzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) – дистанцию Левенштейна для k=0,04; 0,05; 0,07; 0,1; где ![](data:image/x-wmf;base64,183GmgAAAAAAAOAEQAIBCQAAAACwWAEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALgBBIAAAAmBg8AGgD/////AAAQAAAAwP///9f///+gBAAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3wwZmNAQAAAAtAQAACAAAADIKgAEGBAEAAAApeQgAAAAyCoABVAIBAAAAKHkcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3wwZmNAQAAAAtAQEABAAAAPABAAAIAAAAMgqAAfwCAQAAAFN5CQAAADIKgAErAAMAAABsZW5lCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0ANMMGZjQAAAoAOACKAQAAAAAAAAAAMPMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)- длина строки ![](data:image/x-wmf;base64,183GmgAAAAAAAOABYAIBCQAAAACQXQEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCYALgARIAAAAmBg8AGgD/////AAAQAAAAwP///9H///+gAQAAMQIAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wKg/QAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV32gZm6gQAAAAtAQAACAAAADIKAAJAAAEAAABTeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAADaBmbqAAAKACEAigEAAAAA/////7zzEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA), ![](data:image/x-wmf;base64,183GmgAAAAAAAKAIQAIACQAAAADxVAEACQAAA+sAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAKgCBIAAAAmBg8AGgD/////AAAQAAAAwP///9f///9gCAAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4AFPESAHlInndAkaF3tgpmOgQAAAAtAQAACAAAADIKgAHHBwEAAAApeQgAAAAyCoABPQYBAAAALHkIAAAAMgqAAZIEAQAAACh5HAAAAPsCQP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuABTxEgB5SJ53QJGhd7YKZjoEAAAALQEBAAQAAADwAQAACAAAADIKgAHZBgEAAABreQgAAAAyCoABOgUBAAAAU3kKAAAAMgqAAXEABgAAAHByZWZpeAoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtADq2CmY6AAAKADgAigEAAAAAAAAAADDzEgAEAAAALQEAAAQAAADwAQEAAwAAAAAA) - строка состоящая из первых ![](data:image/x-wmf;base64,183GmgAAAAAAAGAB4AEBCQAAAACQXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AFgARIAAAAmBg8AGgD/////AAAQAAAAwP///9f///8gAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/N8SAHlInndAkaF3IBBmRwQAAAAtAQAACAAAADIKgAE5AAEAAABreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAAAgEGZHAAAKADgAigEAAAAA/////xjiEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA) символов строки ![](data:image/x-wmf;base64,183GmgAAAAAAAIAB4AEBCQAAAABwXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AGAARIAAAAmBg8AGgD/////AAAQAAAAwP///9f///9AAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/N8SAHlInndAkaF3OwlmIgQAAAAtAQAACAAAADIKgAFAAAEAAABTeQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAAA7CWYiAAAKADgAigEAAAAA/////xjiEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA). (копии экрана и код вставить в отчет).

|  |
| --- |
| // - Levenshtein.h  // -- дистанции Левенштeйна (динамическое программирование)  int levenshtein(  int lx, // длина слова x  const char x[], // слово длиной lx  int ly, // длина слова y  const char y[] // слово y  );    // -- дистанции Левенштeйна (рекурсия)  int levenshtein\_r(  int lx, // длина строки x  const char x[], // строка длиной lx  int ly, // длина строки y  const char y[] // строка y  );  // - Levenshtein.cpp  #include "stdafx.h"  #include <iomanip>  #include <algorithm>  #include "Levenshtein.h"  #define DD(i,j) d[(i)\*(ly+1)+(j)]  int min3(int x1, int x2, int x3)  { return std::min(std::min(x1,x2),x3); }  int levenshtein(int lx, const char x[],int ly, const char y[])  {  int \*d = new int[(lx+1)\*(ly+1)];  for(int i = 0; i <= lx; i++) DD(i, 0) = i;  for(int j = 0; j <= ly; j++) DD(0, j) = j;  for (int i = 1; i <= lx; i++)  for (int j = 1; j <= ly; j++)  {  DD(i,j) = min3(DD(i-1, j) + 1, DD(i, j-1) + 1,  DD(i-1, j-1) + (x[i-1]==y[j-1]?0:1));  }  return DD(lx,ly);  }  int levenshtein\_r(  int lx, const char x[],  int ly, const char y[]  )  {  int rc = 0;  if (lx == 0) rc = ly;  else if (ly == 0) rc = lx;  else if (lx == 1 && ly == 1 && x[0] == y[0]) rc = 0;  else if (lx == 1 && ly == 1 && x[0] != y[0]) rc = 1;  else rc = min3(  levenshtein\_r(lx-1, x, ly, y)+1,  levenshtein\_r(lx, x, ly-1, y)+1,  levenshtein\_r(lx-1, x, ly-1, y)+(x[lx-1] == y[ly-1]?0:1)  );  return rc;  };  // --- main  // вычисление дистанции (расстояния) Левенштейна  #include "stdafx.h"  #include <algorithm>  #include <iostream>  #include <ctime>  #include <iomanip>  #include "Levenshtein.h"  int \_tmain(int argc, \_TCHAR\* argv[])  {  setlocale(LC\_ALL, "rus");  clock\_t t1 = 0, t2 = 0, t3, t4;  char x[] = "abcdefghklmnoxm", y[] = "xyabcdefghomnkm";  int lx = sizeof(x)-1, ly = sizeof(y)-1;  std::cout<<std::endl;  std::cout<<std::endl<< "-- расстояние Левенштейна -----"<< std::endl;  //std::cout << std::endl << x << "->" << y << " = " << levenshtein\_r(sizeof(x)-1, x, sizeof(y)-1, y) << std::endl;  std::cout<<std::endl<< "--длина --- рекурсия -- дин.програм. ---"<<std::endl;  for (int i = 8; i < std::min(lx,ly); i++)  {  t1 = clock();  levenshtein\_r(i,x,i-2, y);  t2 = clock();  t3 = clock();  levenshtein(i,x,i-2, y);  t4 = clock();  std::cout<<std::right<<std::setw(2)<<i-2<<"/"<<std::setw(2)<<i  << " "<<std::left<<std::setw(10)<<(t2-t1)  <<" "<<std::setw(10)<<(t4-t3)<<std::endl;  }  system("pause");  return 0;  } |
|  |

**Задание 3.** Выполнить сравнительный анализ времени затраченного на вычисление дистанции Левенштейна для двух методов решения. Построить графики зависимости времени вычисления от ![](data:image/x-wmf;base64,183GmgAAAAAAAGAB4AEBCQAAAACQXgEACQAAA50AAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwC4AFgARIAAAAmBg8AGgD/////AAAQAAAAwP///9f///8gAQAAtwEAAAsAAAAmBg8ADABNYXRoVHlwZQAAMAAcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/N8SAHlInndAkaF3BQJmVgQAAAAtAQAACAAAADIKgAE5AAEAAABreQoAAAAmBg8ACgD/////AQAAAAAAHAAAAPsCEAAHAAAAAAC8AgAAAMwBAgIiU3lzdGVtAAAFAmZWAAAKADgAigEAAAAA/////xjiEgAEAAAALQEBAAQAAADwAQAAAwAAAAAA). (копии экрана и график вставить в отчет).
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Как видно из задания номер 2 и графиков, при больших значениях k, а соответственно, при небольшой длине строк, метод динамического программирования является выигрышным вариантом по сравнению с методом рекурсии. Это происходит по той причине, что в методе ДП мы должны рассмотреть полиноминальное количество вариантов, пока не найдем решение, а в методе рекурсии перебор является экспоненциальным. При кол-ве букв 60 и 50 рекурсивный метод проработал всю ночь, но так и не выдал решения.

**Задание 4.**

Реализовать вручную пример вычисления дистанции Левенштейна при помощи рекурсивного алгоритма (в соответствии с вариантом) (каждый шаг алгоритма по примеру из лекции вставить в отчет).

1. **Вычисление дистанции Левенштейна**

![](data:image/x-wmf;base64,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)

![](data:image/x-wmf;base64,183GmgAAAAAAAEAFQAIBCQAAAAAQWQEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAJABRIAAAAmBg8AGgD/////AAAQAAAAwP///9f///8ABQAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3kwtmzAQAAAAtAQAACAAAADIKgAFzBAEAAAApeQgAAAAyCoABUwIBAAAAKHkcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3kwtmzAQAAAAtAQEABAAAAPABAAAIAAAAMgqAARYDAQAAAFh5CQAAADIKgAErAAMAAABsZW5lCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AzJMLZswAAAoAIQCKAQAAAAAAAAAAgOMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) – количество символов в заданной строке. Например, ![](data:image/x-wmf;base64,183GmgAAAAAAAIAJAAIACQAAAACRVQEACQAAA0MBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAKACRIAAAAmBg8AGgD/////AAAQAAAAwP///8b///9ACQAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/v///wQPCkoAAAoAAAAAAAQAAAAtAQAACAAAADIKYAHaCAEAAAA75QgAAAAyCmABMggBAAAAMw4IAAAAMgpgASIGAQAAACkNCAAAADIKYAFuBQEAAAAi8AgAAAAyCmABCAICAAAAKCIcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALVlqnWSJTmT/v///zwKChUAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgpgAQYHAQAAAD0AHAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuAP7///8EDwpLAAAKAAAAAAAEAAAALQEAAAQAAADwAQEACQAAADIKYAFAAwMAAADg6vBlHAAAAPsCgP4AAAAAAACQAQEAAAAEAgAQVGltZXMgTmV3IFJvbWFuAP7///88CgoWAAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKYAEuAAMAAABsZW4ACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AdS4AigEAAAoABgAAAC4AigEAAAAA+O8YAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

![](data:image/x-wmf;base64,183GmgAAAAAAAGAFQAIBCQAAAAAwWQEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQAJgBRIAAAAmBg8AGgD/////AAAQAAAAwP///9f///8gBQAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3fw9mEwQAAAAtAQAACAAAADIKgAGRBAEAAAApeQgAAAAyCoABcAIBAAAAKHkcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3fw9mEwQAAAAtAQEABAAAAPABAAAIAAAAMgqAATQDAQAAAFh5CQAAADIKgAEyAAMAAABjdXRlCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AE38PZhMAAAoAIQCKAQAAAAAAAAAAgOMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) – заданная строка без последнего символа. Например, ![](data:image/x-wmf;base64,183GmgAAAAAAAGAOAAIBCQAAAABwUgEACQAAA1UBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAJgDhIAAAAmBg8AGgD/////AAAQAAAAwP///8b///8gDgAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/v///+QQCqMAAAoAAAAAAAQAAAAtAQAACAAAADIKYAG6DQEAAAA7AAgAAAAyCmABEg0BAAAAInkIAAAAMgpgAVgJAQAAACJ5CAAAADIKYAGuBwEAAAAp8AgAAAAyCmAB+gYBAAAAIgkIAAAAMgpgASACAgAAACgiHAAAAPsCgP4AAAAAAACQAQEAAMwEAgAQVGltZXMgTmV3IFJvbWFuAP7///9WDwq3AAAKAAAAAAAEAAAALQEBAAQAAADwAQAACQAAADIKYAEwCgQAAAD/6u7wCgAAADIKYAF2AwUAAAD/6u7w/AAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/v///ysOChoAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgpgATQAAwAAAGN1dHAcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALVlqnWSJTmT/v///1YPCrgAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgpgAZIIAQAAAD0ACgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AdS4AigEAAAoABgAAAC4AigEAAAAA+O8YAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

![](data:image/x-wmf;base64,183GmgAAAAAAAMAFQAIBCQAAAACQWQEACQAAA9oAAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCQALABRIAAAAmBg8AGgD/////AAAQAAAAwP///9f///+ABQAAFwIAAAsAAAAmBg8ADABNYXRoVHlwZQAAYAAcAAAA+wJA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3dhFmJQQAAAAtAQAACAAAADIKgAH0BAEAAAApeQgAAAAyCoAB0gIBAAAAKHkcAAAA+wJA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A2J/zd+Gf83cgIPV3dhFmJQQAAAAtAQEABAAAAPABAAAIAAAAMgqAAZYDAQAAAFh5CQAAADIKgAErAAQAAABsYXN0CgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AJXYRZiUAAAoAIQCKAQAAAAAAAAAAgOMSAAQAAAAtAQAABAAAAPABAQADAAAAAAA=) – последний символ заданной строки. Например, ![](data:image/x-wmf;base64,183GmgAAAAAAACAMAAIBCQAAAAAwUAEACQAAA0wBAAACABwAAAAAAAUAAAAJAgAAAAAFAAAAAgEBAAAABQAAAAEC////AAUAAAAuARgAAAAFAAAACwIAAAAABQAAAAwCAAIgDBIAAAAmBg8AGgD/////AAAQAAAAwP///8b////gCwAAxgEAAAsAAAAmBg8ADABNYXRoVHlwZQAAUAAcAAAA+wKA/gAAAAAAAJABAAAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/v////QOCrMAAAoAAAAAAAQAAAAtAQAACAAAADIKYAH2CgIAAAAiLggAAAAyCmABrAkBAAAAInkIAAAAMgpgAQIIAQAAACkuCAAAADIKYAFOBwEAAAAi8AgAAAAyCmABdAICAAAAKCIcAAAA+wKA/gAAAAAAAJABAQAAzAQCABBUaW1lcyBOZXcgUm9tYW4A/v///4EHCmAAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgpgAVoKAQAAAPxhCgAAADIKYAHKAwUAAAD/6u7w/AAcAAAA+wKA/gAAAAAAAJABAQAAAAQCABBUaW1lcyBOZXcgUm9tYW4A/v////QOCrQAAAoAAAAAAAQAAAAtAQAABAAAAPABAQAJAAAAMgpgAS4ABAAAAGxhc3QcAAAA+wKA/gAAAAAAAJABAAAAAgQCABBTeW1ib2wAALVlqnWSJTmT/v///4EHCmEAAAoAAAAAAAQAAAAtAQEABAAAAPABAAAIAAAAMgpgAeYIAQAAAD0PCgAAACYGDwAKAP////8BAAAAAAAcAAAA+wIQAAcAAAAAALwCAAAAzAECAiJTeXN0ZW0AdS4AigEAAAoABgAAAC4AigEAAAAA+O8YAAQAAAAtAQAABAAAAPABAQADAAAAAAA=)

|  |  |
| --- | --- |
| эхо | Хорёк |

Пусть необходимо вычислить L (“эхо”, “хорёк”) Тогда имеем следующую последовательность шагов:

1. L (“эхо”, “хорёк”) =
2. L (“эх”, “хорёк”) =
3. L (“эхо”, “хорёк”) =
4. L (“эх”, “хорё”) =
5. L (“э”, “хорёк”) =

L (“”, “хорёк”)=5, L (“”, “хорё”)=4

1. L (“э”, “хорё”) =

L (“”, “хорё”)=4, L (“”, “хор”)=3

1. L (“эхо”, “хор”) =
2. L (“эх”, “хор”) =
3. L (“эхо”, “хо”) =
4. L (“эхо”, “х”) =

L (“эхо”, “”)=3, L (“эх”, “”)=2

1. L (“э”, “хор”) =

L (“”, “хор”)=3, L (“”, “хо”)=2

1. L (“эх”, “хо”) =

L (“э”, “х”)=1

1. L (“э”, “хо”) =

L (“”, “хо”)=2, L (“э”, “х”)=1, L (“”, “х”)=1

1. L (“эх”, “х”) =

L (“э”, “х”)=1, L (“эх”, “”)=2, L (“э”, “”)=1

1. L (“эх”, “х”)=min(2, 2, 1)=1
2. L (“э”, “хо”)=min(3, 2, 2 )=2
3. L (“эх”, “хо”)=min(3, 2, 2)=2
4. L (“э”, “хор”)=min(4, 3, 3)=3
5. L (“эхо”, “х”)=min(2, 4, 3)=2
6. L (“эхо”, “хо”)=min(3, 3, 2)=2
7. L (“эх”, “хор”)=min(4, 3, 3)=3
8. L (“эхо”, “хор”)=min(4, 2, 3)=2
9. L (“э”, “хорё”)=min(5, 4, 4)=4
10. L (“э”, “хорёк”)=min(6, 5, 5)=5
11. L (“эх”, “хорё”)=min(5, 4, 4)=4
12. L (“эхо”, “хорё”)=min(5, 3, 4)=3
13. L (“эх”, “хорёк”)=min(6, 5, 5)=5
14. L (“эхо”, “хорёк”)=min(6, 4, 5)=4

|  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- |
|  | \* | Х | хо | хор | хорё | хорёк |
| \* | 0 | 1 | 2 | 3 | 4 | 5 |
| Э | 1 | 1 | 2 | 3 | 4 | 5 |
| Эх | 2 | 1 | 2 | 3 | 4 | 4 |
| Эхо | 3 | 2 | 2 | 2 | 3 | 4 |

Таким образом дистанция Левенштейна для данных строк равна 4.

**Задание 5.**

**Четные варианты**. Выполнить сравнительный анализ времени затраченного на решение задачи об оптимальной расстановке скобок при умножении нескольких матриц для двух методов решения (рекурсивное решение, динамическое программирование). Размерность матриц взять в соответствии с вариантом. Объяснить в отчете принцип расставления скобок по итоговой матрице + код + копии экрана.

|  |  |  |
| --- | --- | --- |
| эхо | хорёк | 8\*11, 11\*19, 19\*22, 22\*29, 29\*39, 39\*50 |

|  |
| --- |
| #define OPTIMALM\_PARM(x) ((int\*)x) // для представления 2мерного массива  int OptimalM( // рекурсия  int i, // [in] номер первой матрицы  int j, // [in] номер последней матрицы  int n, // [in] количество матриц  const int c[], // [in] массив размерностей  int\* s // [out] результат: позиции скобок  );  int OptimalMD( // динамическое программирование  int n, // [in] количество матриц  const int c[], // [in] массив размерностей  int\* s // [out] результат: позиции скобок  );  // расстановка скобок (рекурсия)  #include"stdafx.h"  #include<memory.h>  #include"MultiMatrix.h"  #define INFINITY 0x7fffffff  #define NINFINITY 0x80000000  int OptimalM(int i, int j, int n, constint c[], int \*s)  {  #define OPTIMALM\_S(x1,x2) (s[(x1-1)\*n+x2-1])  int o =INFINITY, bo = INFINITY;  if (i<j)  {  for (int k = i; k<j;k++)  {  bo = OptimalM(i,k, n, c, s)+  OptimalM(k+1,j,n, c, s)+ c[i- 1]\*c[k]\*c[j];  if (bo < o)  {  o = bo;  OPTIMALM\_S(i,j) = k;  }  }  }  else o = 0;  return o;  #undef OPTIMALM\_S  };  // --- MultyMatrix.cpp (продолжение)  // расстановка скобок (динамическое программирование)  int OptimalMD(int n, const int c[], int\* s)  {  #define OPTIMALM\_S(x1,x2) (s[(x1-1)\*n+x2-1])  #define OPTIMALM\_M(x1,x2) (M[(x1-1)\*n+x2-1])  int \*M = new int[n\*n], j = 0, q = 0;  for (int i = 1; i <= n; i++) OPTIMALM\_M(i,i) = 0;  for (int l = 2; l <= n; l++)  {  for (int i = 1; i <= n-l+1; i++)  {  j = i+l-1;  OPTIMALM\_M(i,j) = INFINITY;  for (int k = i; k <= j-1; k++)  {  q = OPTIMALM\_M(i,k) + OPTIMALM\_M(k+1,j)+c[i-1]\*c[k]\*c[j];  if (q < OPTIMALM\_M(i,j))  {  OPTIMALM\_M(i,j) = q; OPTIMALM\_S(i,j)= k;  }  }  }  }  return OPTIMALM\_M(1,n);  #undef OPTIMALM\_M  #undef OPTIMALM\_S  };  // --- main  // расстановка скобок  #include"stdafx.h"  #include<cmath>  #include<memory.h>  #include<iostream>  #include"MultiMatrix.h"// умножение матриц  #define N 6  int main()  {  int Mc[N+1] = {8, 11, 19, 22, 29, 39, 50 }, Ms[N][N], r = 0, rd = 0;  memset(Ms,0,sizeof(int)\*N\*N);  r = OptimalM(1, N, N, Mc, OPTIMALM\_PARM(Ms));  setlocale(LC\_ALL, "rus");  std::cout<<std::endl;  std::cout<<std::endl<<"-- расстановка скобок (рекурсивное решение) "<< std::endl;  std::cout<<std::endl<<"размерности матриц: ";  for (int i = 1; i <= N; i++) std::cout<<"("<<Mc[i-1]<<","<<Mc[i]<<") ";  std::cout<<std::endl<<"минимальное количество операций умножения: "<< r;  std::cout<<std::endl<<std::endl<<"матрица S"<<std::endl;  for (int i = 0; i < N; i++)  {  std::cout<<std::endl;  for (int j = 0; j < N; j++) std::cout<<Ms[i][j]<<" " ;  }  std::cout<<std::endl;  memset(Ms,0,sizeof(int)\*N\*N);  rd = OptimalMD(N, Mc, OPTIMALM\_PARM(Ms));  std::cout<<std::endl  <<"-- расстановка скобок (динамичеое программирование) "<< std::endl;  std::cout<<std::endl<<"размерности матриц: ";  for (int i = 1; i <= N; i++)  std::cout<<"("<<Mc[i-1]<<","<<Mc[i]<<") ";  std::cout<<std::endl<<"минимальное количество операций умножения: "<< rd;  std::cout<<std::endl<<std::endl<<"матрица S"<<std::endl;  for (int i = 0; i < N; i++)  {  std::cout<<std::endl;  for (int j = 0; j < N; j++) std::cout<<Ms[i][j]<<" " ;  }  std::cout<<std::endl<<std::endl;  system("pause");  return 0;  } |
|  |

Принцип расстановки скобок по итоговой матрице:

Скобки расставляются по принципу «сначала внешние – затем внутренние». Имеется 6 матриц, вот их размерность:

А1=8,

А2=11,

А3=19,

А 4 =22,

А 5 =29,

А 6 =39,

Найдем элемент (1,6) в матрице S, он равен 5. Это означает, что точка разрыва между 1-ой и 6-ой матрицей находится после 5-ой матрицы. Что позволяет расставить скобки следующим образом:

(A1\*A2\*A3\*A4\*A5)\*A6

Точку разрыва между первой и пятой матрицей определяет элемент (1,5). Он равен 4. Следовательно разрыв будет после четвертой матрицы.

((A1\*A2\*A3\*A4)\*A5)\*A6

Далее берем элемент (1,4) и получаем, что он равен 3. Следовательно получаем:

(((A1\*A2\*A3)\*A4)\*A5)\*A6

И на последнем шаге мы возьмем элемент (1,3) и он равен 2:

(((A1\*A2)\*A3)\*A4)\*A5)\*A6

Это выражение и есть конечное.

Полученная расстановка скобок позволяет получить минимальное количество операций умножения, равное 34678.

**Вывод:** освоили общие принципы решения задач методом динамического программирования, сравнили полученные решения задач с рекурсивным методом. Мы выяснили, что метод динамического программирования справляется со строками длиной 300 и 250 символов за 97 единиц тактового времени, в то время как рекурсивный метод уже на 14 символах считает примерно 3 секунды (3367 единиц тактового времени). Таким образом для решения задачи о нахождении расстояния Левенштейна динамическое программирование будет более эффективным методом, чем рекурсивный метод.