04.02 notebook

In [2]:

1. import numpy as np
2. amat = np.array([[ 4, -1, 1],
3. [ -1, 4, -2],
4. [ 1, -2, 4]])
6. bvec = np.array([ 12, -1, 5])

In [29]:

1. *# Iteration methon*
3. xini = np.array([0,0,0])
4. x1 = xini[0]
5. x2 = xini[1]
6. x3 = xini[2]
8. x1new = ( x2 - x3 + 12)/4
9. x2new = ( x1 + 2\*x3 - 1)/4
10. x3new = ( -x1 + 2\*x2 + 5)/4
12. print('x1 x2 x3 ', x1new, x2new, x3new)

x1 x2 x3 3.0 -0.25 1.25

In [30]:

1. weight = 0.5
3. x1 = weight\*x1new
4. x2 = weight\*x2new
5. x3 = weight\*x3new
7. x1new = ( x2 - x3 + 12)/4
8. x2new = ( x1 + 2\*x3 - 1)/4
9. x3new = ( -x1 + 2\*x2 + 5)/4
11. print('x1 x2 x3 ', x1new, x2new, x3new)

x1 x2 x3 2.8125 0.4375 0.8125

Use weight to change less x value

In [31]:

1. for i in range(0,50):
3. weight = 0.1
5. x1p = weight\*x1new + (1 - weight)\*x1
6. x2p = weight\*x2new + (1 - weight)\*x2
7. x3p = weight\*x3new + (1 - weight)\*x3
9. x1 = x1new
10. x2 = x2new
11. x3 = x3new
13. x1new = ( x2p - x3p + 12)/4
14. x2new = ( x1p + 2\*x3p - 1)/4
15. x3new = ( -x1p + 2\*x2p + 5)/4
17. print('x1 x2 x3 ', x1new, x2new, x3new)

 x1 x2 x3 2.999999999682271 1.0000000004339076 0.9999999995658564

In [37]:

1. *# Try*
3. A = np.array([[ 2,-1, 0, 1],
4. [-1, 2,-1, 0],
5. [ 0,-1, 2,-1],
6. [ 1, 0,-1, 2]])
8. B = np.array([0,0,0,1])
10. np.linalg.solve(A,B)

Out [37]: array([-0.5, 0. , 0.5, 1. ])

In [41]:

1. *# initial*
3. xini = np.zeros(4)
5. x1 = xini[0]
6. x2 = xini[1]
7. x3 = xini[2]
8. x4 = xini[3]
10. x1new = ( x2 - x3 )/2
11. x2new = ( x1 + x3 )/2
12. x3new = ( x2 + x4 )/2
13. x4new = (-x1 + x3 +1)/2
15. print('x1 x2 x3 x4 ',x1new, x2new, x3new, x4new)

array([-0.5, 0. , 0.5, 1. ])

In [42]:

1. for i in range(0,300):
3. weight = 0.1
5. x1p = weight \* x1new + (1 - weight) \* x1
6. x2p = weight \* x2new + (1 - weight) \* x2
7. x3p = weight \* x3new + (1 - weight) \* x3
8. x4p = weight \* x4new + (1 - weight) \* x4
10. x1 = x1new
11. x2 = x2new
12. x3 = x3new
13. x4 = x4new
15. x1new = ( x2p - x4p )/2
16. x2new = ( x1p + x3p )/2
17. x3new = ( x2p + x4p )/2
18. x4new = (-x1p + x3p +1)/2

21. print('x1 x2 x3 x4 ',x1new, x2new, x3new, x4new)

 x1 x2 x3 x4 -0.5 0.0 0.5 1.0

04.03 notebook

In [1]:

1. import numpy as np
2. import matplotlib.pyplot as plt

In [2]:

1. *# Lagrange's Method*
3. *# Line (n = 2)*
5. *# x = 0 2*
6. *# y = 7 11*
8. x0 = 0
9. x1 = 2
11. y0 = 7
12. y1 = 11
14. x = 1
15. l0 = ((x - x1) / (x0 - x1))
16. l1 = ((x - x0) / (x1 - x0))
18. y = y0\*l0 + y1\*l1
20. y

Out [2]: 9.0

In [3]:

1. *# Parabolic (n = 3)*
3. *# x = 0 2 3*
4. *# y = 7 11 28*
6. xData = np.array([ 0., 2., 3.])
7. yData = np.array([ 7.,11.,28.])
9. n = 3
10. l = []
12. x = 1.
13. for i in range(0,n):
14. a = 1.
15. for j in range(0,n):
16. if (i != j):
17. a = a \* (x - xData[j])/(xData[i] - xData[j])
18. l.append(a)
20. y = 0
21. for i in range(0,n):
22. y += yData[i]\*l[i]
24. y

Out [3]: 4.0

In [4]:

1. *# Ploting graph*
3. x = np.linspace(0,3,20)
5. *# Linear*
6. l0 = ((x - x1) / (x0 - x1))
7. l1 = ((x - x0) / (x1 - x0))
9. *# Parabolic*
10. l = []
11. for i in range(0,n):
12. a = 1.
13. for j in range(0,n):
14. if (i != j):
15. a = a \* (x - xData[j])/(xData[i] - xData[j])
16. l.append(a)
18. fit1 = y0\*l0 + y1\*l1
19. fit2 = 0
20. for i in range(0,n):
21. fit2 += yData[i]\*l[i]
23. plt.plot(xData,yData,'o',x,fit1,'-',x,fit2,'--')
24. plt.legend(['Input','Linear','Parabola'])
25. plt.show()
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In [5]:

1. def lagrangePoly(x,xData,yDaya):
2. n = len(xData)
3. l = []
4. for i in range(0,n):
5. a = 1.
6. for j in range(0,n):
7. if (i != j):
8. a = a \* (x - xData[j])/(xData[i] - xData[j])
9. l.append(a)
11. p = 0
12. for i in range(0,n):
13. p += yData[i]\*l[i]
15. return p

In [6]:

1. xData = np.array([ 0., 2., 3.])
2. yData = np.array([ 7.,11.,28.])
3. x = np.linspace(0,3,20)
5. plt.plot(xData,yData,'o',x,lagrangePoly(x,xData,yData),'-')
6. plt.show()

![](data:image/png;base64,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)

In [8]:

1. *# Newton's Method*
3. *# x = 0 2 3*
4. *# y = 7 11 28*
6. xData = np.array([ 0., 2., 3.])
7. yData = np.array([ 7.,11.,28.])
9. x = np.linspace(0,3,20)
11. n = len(xData)
13. dy = np.zeros((n,n))
15. dy[0] = yData
17. for i in range(1,n):
18. for j in range(i,n):
19. dy[i][j] = (dy[i-1][j] - dy[i-1][i-1])/(xData[j] - xData[i-1])
21. a = []
22. for i in range(0,n):
23. a.append(dy[i][i])
25. p = a[n-1]
26. for i in range(1,n):
27. p = a[(n-1)-i] + (x - xData[(n-1)-i])\*p
29. plt.plot(xData,yData,'o',x,p,'-')
30. plt.show()
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In [9]:

1. def newtonPoly(x,xData,yData):
2. *# Initiating*
3. n = len(xData)
4. dy = np.zeros((n,n)) *# dy is matrix of divided differences*
6. *# Make divided differences*
7. dy[0] = yData
8. for i in range(1,n):
9. for j in range(i,n):
10. dy[i][j] = (dy[i-1][j] - dy[i-1][i-1])/(xData[j] - xData[i-1])
12. a = []
13. for i in range(0,n):
14. a.append(dy[i][i])
16. p = a[n-1]
17. for i in range(1,n):
18. p = a[(n-1)-i] + (x - xData[(n-1)-i])\*p
20. return p

In [10]:

1. xData = np.array([ 0., 2., 3.])
2. yData = np.array([ 7.,11.,28.])
3. x = np.linspace(0,3,20)
5. plt.plot(xData,yData,'o',x,newtonPoly(x,xData,yData),'-')
6. plt.show()
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In [11]:

1. *# x 0.15 2.30 3.15 4.85 6.25 7.95*
2. *# y 4.79867 4.49013 4.2243 3.47313 2.66674 1.51909*
4. xData = np.array([0.15,2.30,3.15,4.85,6.25,7.95])
5. yData = np.array([4.79867,4.49013,4.2243,3.47313,2.66674,1.51909])
6. x = np.linspace(0,8,80)
8. plt.plot(xData,yData,'o',x,newtonPoly(x,xData,yData),'-')
9. plt.show()
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In [45]:

1. import math
3. x = np.linspace(0,8,17)
4. y = 4.8\*np.cos(np.pi\*x/20)
6. xData = np.array([0.15,2.30,3.15,4.85,6.25,7.95])
7. yData = np.array([4.79867,4.49013,4.2243,3.47313,2.66674,1.51909])
9. error\_ = newtonPoly(x,xData,yData)-y
10. error = math.sqrt(np.dot(error\_,error\_))
12. print('',y,'\n\n',newtonPoly(x,xData,yData),'\n\n',error\_,'\n\nerror :',error)

 [4.8 4.7852032 4.74090403 4.66737562 4.56507128 4.43462176

4.27683132 4.09267279 3.88328157 3.64994863 3.39411255 3.11735063

2.82136921 2.50799311 2.1791544 1.83688048 1.48328157]

[4.80002509 4.78517849 4.74087697 4.6673607 4.56506686 4.43462106

4.27682865 4.09266615 3.88327258 3.64994085 3.39410914 3.11735225

2.82137301 2.50799358 2.17914691 1.83686805 1.48328554]

[ 2.50944796e-05 -2.47104204e-05 -2.70632809e-05 -1.49197831e-05

-4.41509820e-06 -6.97032760e-07 -2.66536185e-06 -6.64132739e-06

-8.99787160e-06 -7.78758468e-06 -3.41152443e-06 1.62202066e-06

3.79414278e-06 4.67344762e-07 -7.49187110e-06 -1.24292195e-05

3.96890594e-06]

error : 5.160820292041476e-05

In [46]:

1. x = np.linspace(0,8,85)
2. y = 4.8\*np.cos(np.pi\*x/20)
4. xData = np.array([0.15,2.30,3.15,4.85,6.25,7.95])
5. yData = np.array([4.79867,4.49013,4.2243,3.47313,2.66674,1.51909])
7. plt.subplots\_adjust(hspace = 0.5)
9. plt.subplot(2,1,1)
10. plt.title('Cosine')
11. plt.plot(x,y,'-')
13. plt.subplot(2,1,2)
14. plt.title('newton\'s method')
15. plt.plot(xData,yData,'o',x,newtonPoly(x,xData,yData),'-')
16. plt.show()
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1. Use the Gauss-Seidel method up to five iterative loops to solve the following problem starting with **x = 0**

a) Using a pedestrian implementation in a way you feel comfortable.

1. *## problem 1.a*
3. def gauss\_seidel( amat, bmat, x, weight = 1, tol = 1.0e-9 ):
4. n = len(x)
5. triger = True
6. i = 0
7. while triger:
8. x\_ = x.copy()
9. for i in range(0,n):
10. sum = 0
11. for j in range(0,n):
12. if (i!=j):
13. sum += amat[i][j]\*x\_[j]
14. x[i] = weight \* (bvec[i] - sum) / amat[i][i] + (1 - weight) \* x\_[i]
15. i += 1
16. triger = tol < (math.sqrt(np.dot(x-x\_,x-x\_)))
17. return x

20. amat = np.array([[ 3, 0,-1],
21. [ 0, 4,-2],
22. [-1,-2, 5]])
23. bvec = np.array([4,10,-10])
25. x = np.zeros(3)
26. gauss\_seidel( amat, bvec, x )

Out: array([ 1., 2., -1.])

b) Using the subroutines in piazza by modifying the segment between ‘… Modify below …’

and ‘… Up to here …’. (See piazza for sample code).

1. *## problem1.b*
3. import numpy as np
4. import math
6. def iterEqs(x,omega): *# Omega value supplied by gaussSeidel*
7. n = len(x)
8. *# ... Modify below ...*
9. x[0] = omega\*(4 + x[2])/3.0 + (1.0 - omega)\*x[0]
10. x[1] = omega\*(10 + 2.0\*x[2])/4.0 + (1.0 - omega)\*x[1]
11. x[2] = omega\*(-10 + x[0] + 2.0 \* x[1])/5.0 + (1.0 - omega)\*x[2]
12. *# ... Up to here ...*
13. return x
15. def gaussSeidel(iterEqs,x,tol = 1.0e-9):
16. omega = 1.0
17. k = 10
18. p=1
19. for i in range(1,501):
20. xOld = x.copy()
21. x = iterEqs(x,omega)
22. dx = math.sqrt(np.dot(x-xOld,x-xOld))
23. if dx < tol: return x,i,omega
24. *# Compute relaxation factor after k+p iterations*
25. if i == k: dx1 = dx
26. if i == k + p:
27. dx2 = dx
28. omega = 2.0/(1.0 + math.sqrt(1.0 \
29. - (dx2/dx1)\*\*(1.0/p)))
30. print('Gauss-Seidel failed to converge')
32. x = np.zeros(3)
33. x, numit, omega = gaussSeidel(iterEqs,x)
34. print("\nNumber of iterations =",numit)
35. print("\nRelaxation factor =",omega)
36. print("\nThe solution is:\n",x)

Out:

Number of iterations = 16

Relaxation factor = 1.0773837106701587

The solution is:

[ 1. 2. -1.]

2. Use the conjugate gradient method to solve the same linear system as in problem 1:

a) Using a pedestrian implementation in a way you feel comfortable.

1. *## problem2.a*
3. import numpy as np
4. import math
6. def conjGrad( A, B, x, tol = 1.0e-9 ):
7. r = B - np.matmul(A,x)
8. s = r.copy()
10. i = 0
11. while True:
12. i += 1
13. alpha = np.dot(s,r)/np.dot(s,(np.dot(A,s)))
14. x += alpha\*s
15. r = B - np.matmul(A,x)
16. if (math.sqrt(np.dot(r,r)) < tol):
17. return x, i
18. else:
19. beta = -1\*np.dot(r,np.dot(A,r))/np.dot(s,(np.dot(A,s)))
20. s = r + beta\*s
22. amat = np.array([[ 3, 0,-1],
23. [ 0, 4,-2],
24. [-1,-2, 5]])
25. bvec = np.array([4,10,-10])
27. x = np.zeros(3)
28. conjGrad( amat, bvec, x)

Out: (array([ 1., 2., -1.]), 23)

b) Write an interface to the code below (posted on piazza) to supply Av(x) = A\*x or by

modifying the segment between ‘… Modify below …’ and ‘… Up to here …’. (See piazza for

sample code)

1. *## problem2.b*
3. def Ax(v): *# User supplied function that calculates A\*v*
4. *# n = len(v)*
5. Ax = np.zeros(3)
6. *# ... Modify below ...*
7. Ax[0] = 3.0\*v[0] - v[2]
8. Ax[1] = 4.0\*v[1] - 2.0\*v[2]
9. Ax[2] = -v[0] - 2.0\*v[1] + 5.0\*v[2]
10. *# ... up to here ...*
11. return Ax
13. import numpy as np
14. import math
15. def conjGrad(Av,x,b,tol=1.0e-9):
16. n = len(b)
17. r = b - Av(x)
18. s = r.copy()
19. for i in range(n):
20. u = Av(s)
21. alpha = np.dot(s,r)/np.dot(s,u)
22. x = x + alpha\*s
23. r = b - Av(x)
24. if(math.sqrt(np.dot(r,r))) < tol:
25. break
26. else:
27. beta = -np.dot(r,u)/np.dot(s,u)
28. s = r + beta\*s
29. return x,i


33. *# ... Set problem dimension here ...*
34. n=3
35. b = np.array([4,10,-10])
36. x = np.zeros(n)
37. x,numIter = conjGrad(Ax,x,b)
38. print("\nThe solution is:\n",x)
39. print("\nNumber of iterations =",numIter)

Out:

The solution is:

[ 1. 2. -1.]

Number of iterations = 2