**Collections**

**Legacy Classes: Vector, Hashtable**
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**Collection Chart**

|  |  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- | --- |
|  | **Implements/**  **Extends** | **Order Maintain** | **Is Duplicate**  **Allow** | **Is Null**  **Allow?** | **Data**  **Structure** | **Synchronized** | **Methods** | **performance** |
| **List(I)** | Collection | Ordered Collection |  |  |  |  |  |  |
| **ArrayList** | List | Insertion | Yes |  | Dynamic Array | non synchronized. |  | Manipulation Slow  Because internally uses array.  ArrayList is initialized with a default capacity of 10.  an ArrayList is a resizable array |
| **LinkedList** | inherits the AbstractList class and implements List and Deque interfaces | Insertion order | Yes |  | Doubly linked list | non synchronized |  | Manipulation is fast Because internally uses a Doubly linked list |
| **Vector** | List | Insertion |  |  | Dynamic Array | Yes |  |  |
| **Stack** | Vector(Extends) | LIFO |  |  | LIFO |  | Push(),  peek() |  |
| **Queue(I)** |  | Ordered List |  | The NullPointerException is raised, if any null operation is done on the BlockingQueues. | FIFO |  |  | If it is required to have a thread safe implementation, PriorityBlockingQueue is an available option.  In Queue, insertion of elements occurs at the end of the list, and removal of elements occurs at the beginning of the list. |
| **Priority Queue** | Queue |  |  | No |  |  |  |  |
| **Deque(I)** | Queue |  |  |  |  |  |  | The Deque supports the addition as well as the removal of elements from both ends of the data structure. |
| **Array Deque** |  |  |  | Not Allow |  | Non Synchronized |  | Unlike Queue, we can add or remove elements from both sides.  ArrayDeque is faster than LinkedList and Stack. |
| **Set(I)** |  | Unordered Set | No,  Unique Only | Only One Null Value |  |  |  |  |
| **HashSet** | inherits the AbstractSet class and implements Set interface. | HashSet doesn't maintain the insertion order. Because inserted based on their hashcode. | No,  Unique Only | HashSet allows a null value. | HashTable(  the hashing mechanism used to store the elements.) | non-synchronized. |  | default capacity of HashSet is 16, and the load factor is 0.75.  the best approach for search operations.  HashSet implemented by hash table.  HashSet performs faster than TreeSet.  HashSet uses HashMap internally. |
| **LinkedHashSet** |  | Insertion Ordered | No,  unique elements only like HashSet. | doesn't allow null element. |  |  |  | Note: Keeping the insertion order in the LinkedHashset has some additional costs, both in terms of extra memory and extra CPU cycles. Therefore, if it is not required to maintain the insertion order, go for the lighter-weight HashMap or the HashSet instead. |
| **Sorted Set(I)/ Alternate of Set** | Set | Insertion Ordered |  |  |  |  |  |  |
| **TreeSet** | Sorted Set  (TreeSet class implements the NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.) | Ascending Order | TreeSet class contains unique elements only like HashSet. | doesn't allow null elements. |  | non-synchronized. |  | The TreeSet can only allow those generic types that are comparable. For example The Comparable interface is being implemented by the StringBuffer class.  Java TreeSet class access and retrieval times are quiet fast.  TreeSet class access and retrieval times are quite fast.  TreeSet implemented by a Tree structure.  TreeSet uses TreeMap internally in java. |

|  |  |
| --- | --- |
| List(I) | List interface is the child interface of Collection interface  we can store the ordered collection of objects.  It can have duplicate values.  List interface is implemented by the classes ArrayList, LinkedList, Vector, and Stack. |
| ArrayList | The ArrayList class implements the List interface.  It uses a dynamic array to store the duplicate element of different data types.  The ArrayList class maintains the insertion order and is non-synchronized.  The elements stored in the ArrayList class can be randomly accessed. |
| LinkedList | LinkedList implements the Collection interface.  It uses a doubly linked list internally to store the elements.  It can store the duplicate elements. It maintains the insertion order and is not synchronized.  In LinkedList, the manipulation is fast because no shifting is required. |
| Vector | Vector uses a dynamic array to store the data elements.  It is similar to ArrayList. However, It is synchronized and contains many methods that are not the part of Collection framework. |
| Stack | The stack is the subclass of Vector.  It implements the last-in-first-out data structure, i.e., Stack.  The stack contains all of the methods of Vector class and also provides its methods like boolean push(), boolean peek(), boolean push(object o), which defines its properties. |
| Queue Interface | Queue interface maintains the first-in-first-out order.  It can be defined as an ordered list that is used to hold the elements which are about to be processed.  There are various classes like PriorityQueue, Deque, and ArrayDeque which implements the Queue interface.  Queue interface can be instantiated as:  Queue<String> q1 = new PriorityQueue();  Queue<String> q2 = new ArrayDeque(); |
| PriorityQueue | The PriorityQueue class implements the Queue interface.  It holds the elements or objects which are to be processed by their priorities.  PriorityQueue doesn't allow null values to be stored in the queue. |
| Deque | Deque interface extends the Queue interface. In Deque, we can remove and add the elements from both the side. Deque stands for a double-ended queue which enables us to perform the operations at both the ends.  Deque can be instantiated as:  Deque d = new ArrayDeque(); |
| ArrayDeque | ArrayDeque class implements the Deque interface.  It facilitates us to use the Deque.  Unlike queue, we can add or delete the elements from both the ends.  ArrayDeque is faster than ArrayList and Stack and has no capacity restrictions. |
|  |  |
| Set Interface | Set Interface in Java is present in java.util package.  It extends the Collection interface.  It represents the unordered set of elements which doesn't allow us to store the duplicate items. We can store at most one null value in Set.  Set is implemented by HashSet, LinkedHashSet, and TreeSet. |
| HashSet | HashSet class implements Set Interface. It represents the collection that uses a hash table for storage. Hashing is used to store the elements in the HashSet. It contains unique items. |
| LinkedHashSet | LinkedHashSet class represents the LinkedList implementation of Set Interface. It extends the HashSet class and implements Set interface.  Like HashSet, It also contains unique elements. It maintains the insertion order and permits null elements. |
| SortedSet | SortedSet is the alternate of Set interface that provides a total ordering on its elements.  The elements of the SortedSet are arranged in the increasing (ascending) order. The SortedSet provides the additional methods that inhibit the natural ordering of the elements.  SortedSet<data-type> set = **new** TreeSet(); |

**Q1: How HashMap works in Java?**

If anybody asks me to describe “**How HashMap works?** “, I simply answer: “**On principle of Hashing** “. As simple as it is. Now before answering it, one must be very sure to know at least basics of Hashing.

**Q2. What is Hashing?**

[Hashing](https://en.wikipedia.org/wiki/Hash_function) in its simplest form, is a way to assigning a unique code for any variable/object after applying any formula/algorithm on its properties.

A true [hash function](https://howtodoinjava.com/security/how-to-generate-secure-password-hash-md5-sha-pbkdf2-bcrypt-examples/) must follow this rule –

“Hash function should **return the same hash code each and every time** when the function is applied on same or equal objects. In other words, two equal objects must produce the same hash code consistently.”

**Note:** All objects in Java inherit a default implementation of hashCode() function defined in Object class. This function produces hash code by typically converting the internal address of the object into an integer, thus producing different hash codes for all different objects.

## Entry class in HashMap

static class Entry<K ,V> implements Map.Entry<K, V>

{

    final K key;

    V value;

    Entry<K ,V> next;

    final int hash;

    ...//More code goes here

}

**Java Comparable interface**

Java Comparable interface is used to order the objects of the user-defined class.

This interface is found in java.lang package and contains only one method named compareTo(Object).

It provides a single sorting sequence only, i.e., you can sort the elements on the basis of single data member only.

For example, it may be rollno, name, age or anything else.

**compareTo(Object obj) method:**

**public int compareTo(Object obj):** It is used to compare the current object with the specified object. It returns

1. positive integer, if the current object is greater than the specified object.

2. negative integer, if the current object is less than the specified object.

3. zero, if the current object is equal to the specified object.

However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

**We can sort the elements of:**

String objects

Wrapper class objects

User-defined class objects

**Collections class**

**Collections** class provides static methods for sorting the elements of collections. If collection elements are of Set or Map, we can use TreeSet or TreeMap. However, we cannot sort the elements of List. Collections class provides methods for sorting the elements of List type elements.

Method of Collections class for sorting List elements

**public void sort(List list):** It is used to sort the elements of List. List elements must be of the Comparable type.

Note: String class and Wrapper classes implement the Comparable interface by default. So if you store the objects of string or wrapper classes in a list, set or map, it will be Comparable by default.

**Java Comparator interface**

**Java Comparator interface** is used to order the objects of a user-defined class.

This interface is found in java.util package and contains 2 methods compare(Object obj1,Object obj2) and equals(Object element).

It provides multiple sorting sequences, i.e., you can sort the elements on the basis of any data member, for example, rollno, name, age or anything else.

**Methods of Java Comparator Interface**

public int compare(Object obj1, Object obj2): It compares the first object with the second object.

public boolean equals(Object obj): It is used to compare the current object with the specified object.

**NOTE: Always keep some definition in mind**

**1) What is the Collection framework in Java?**

Collection Framework is a combination of classes and interface, which is used to store and manipulate the data in the form of objects. It provides various classes such as ArrayList, Vector,? Stack, and HashSet, etc. and interfaces such as List, Queue, Set, etc. for this purpose.

**2) What are the main differences between array and collection(ArrayList)?**

Array and Collection are somewhat similar regarding storing the references of objects and manipulating the data, but they differ in many ways.

The main differences between the array and Collection are defined below:

* Arrays are always of fixed size, i.e., a user can not increase or decrease the length of the array according to their requirement or at runtime, but In Collection, size can be changed dynamically as per need.
* Arrays can only store homogeneous or similar type objects, but in Collection, heterogeneous objects can be stored.
* Arrays cannot provide the ?ready-made? methods for user requirements as sorting, searching, etc. but Collection includes readymade methods to use.

**3) Explain various interfaces used in Collection framework?**

Collection framework implements various interfaces, Collection interface and Map interface (java.util.Map) are the mainly used interfaces of Java Collection Framework. List of interfaces of Collection Framework is given below:

**1. Collection interface:** Collection (java.util.Collection) is the primary interface, and every collection must implement this interface.

**Syntax: public** **interface** Collection<E>**extends** Iterable

Where <E> represents that this interface is of Generic type

**2. List interface:**List interface extends the Collection interface, and it is an ordered collection of objects. It contains duplicate elements. It also allows random access of elements.

**Syntax: public** **interface** List<E> **extends** Collection<E>

**3. Set interface:** Set (java.util.Set) interface is a collection which cannot contain duplicate elements. It can only include inherited methods of Collection interface

**Syntax:** **public** **interface** Set<E> **extends** Collection<E>

**4. Queue interface:**Queue (java.util.Queue) interface defines queue data structure, which stores the elements in the form FIFO (first in first out).

**Syntax: public** **interface** Queue<E> **extends** Collection<E>

**5. Dequeue interface:** it is a double-ended-queue. It allows the insertion and removal of elements from both ends. It implants the properties of both Stack and queue so it can perform LIFO (Last in first out) stack and FIFO (first in first out) queue, operations.

**Syntax:** **public** **interface** Dequeue<E> **extends** Queue<E>

**5. Map interface:**A Map (java.util.Map) represents a key, value pair storage of elements. Map interface does not implement the Collection interface. It can only contain a unique key but can have duplicate elements. There are two interfaces which implement Map in java that are HashMap interface and Sorted Map.

**4) What is the difference between ArrayList and Vector?**

|  |  |  |
| --- | --- | --- |
| No. | ArrayList | Vector |
| 1) | ArrayList is not synchronized. | Vector is synchronized. |
| 2) | ArrayList is not a legacy class. | Vector is a legacy class. |
| 3) | ArrayList increases its size by 50% of the array size. | Vector increases its size by doubling the array size. |
| 4) | ArrayList is not ?thread-safe? as it is not synchronized. | Vector list is ?thread-safe? as it?s every method is synchronized. |

**5) What is the difference between ArrayList and LinkedList?**

|  |  |  |
| --- | --- | --- |
| No. | ArrayList | LinkedList |
| 1) | ArrayList uses a dynamic array. | LinkedList uses a doubly linked list. |
| 2) | Manipulation with ArrayList is **slow** because it internally uses an array. If any element is removed from the array, all the bits are shifted in memory. | Manipulation with LinkedList is faster than ArrayList because it uses a doubly linked list, so no bit shifting is required in memory. |
| 3) | ArrayList is better to store and fetch data. | LinkedList is better to manipulate data. |
| 4) | ArrayList provides random access. | LinkedList does not provide random access. |
| 5) | ArrayList takes less memory overhead as it stores only object | LinkedList takes more memory overhead, as it stores the object as well as the address of that object. |
|  | An ArrayList class can **act as a list** only because it implements List only. | LinkedList class can **act as a list and queue** both because it implements List and Deque interfaces. |

**6) What is the difference between Iterator and List Iterator?**

Iterator traverses the elements in the forward direction only whereas ListIterator traverses the elements into forward and backward direction.

|  |  |  |
| --- | --- | --- |
| No. | Iterator | ListIterator |
| 1) | The Iterator traverses the elements in the forward direction only. | ListIterator traverses the elements in backward and forward directions both. |
| 2) | The Iterator can be used in List, Set, and Queue. | ListIterator can be used in List only. |
| 3) | The Iterator can only perform remove operation while traversing the collection. | ListIterator can perform ?add,? ?remove,? and ?set? operation while traversing the collection. |

**7) What is the difference between Iterator and Enumeration?**

|  |  |  |
| --- | --- | --- |
| No. | Iterator | Enumeration |
| 1) | The Iterator can traverse legacy and non-legacy elements. | Enumeration can traverse only legacy elements. |
| 2) | The Iterator is fail-fast. | Enumeration is not fail-fast. |
| 3) | The Iterator is slower than Enumeration. | Enumeration is faster than Iterator. |
| 4) | The Iterator can perform remove operation while traversing the collection. | The Enumeration can perform only traverse operation on the collection. |
|  |  |  |

**8) What is the difference between List and Set?**

The List and Set both extend the collection interface. However, there are some differences between the both which are listed below.

The List can contain duplicate elements whereas Set includes unique items.

The List is an ordered collection which maintains the insertion order whereas Set is an unordered collection which does not preserve the insertion order.

The List interface contains a single legacy class which is Vector class whereas Set interface does not have any legacy class.

The List interface can allow n number of null values whereas Set interface only allows a single null value.

**9) What is the difference between HashSet and TreeSet?**

The HashSet and TreeSet, both classes, implement Set interface. The differences between the both are listed below.

HashSet maintains no order whereas TreeSet maintains ascending order.

HashSet implemented by hash table whereas TreeSet implemented by a Tree structure.

HashSet performs faster than TreeSet.

HashSet uses HashMap internally whereas TreeSet uses TreeMap internally in java.

Note: why tree set does not contain null value;

**Adding null values to a tree set**

TreeSet adds elements to it according to their natural order. This internally compares the elements with each other using the compareTo (or compare) method.

If you try to compare any object with a null value using one of these methods, a NullPointerException will be thrown.

Therefore, if you try to add null values to a TreeSet it generates a NullPointerException at the run time.

**10) What is the difference between Set and Map?**

The differences between the Set and Map are given below.

Set contains values only whereas Map contains key and values both.

Set contains unique values whereas Map can contain unique Keys with duplicate values.

Set holds a single number of null value whereas Map can include a single null key with n number of null values.

**11) What is the difference between HashSet and HashMap?**

The differences between the HashSet and HashMap are listed below.

HashSet contains only values whereas HashMap includes the entry (key, value). HashSet can be iterated, but HashMap needs to convert into Set to be iterated.

HashSet implements Set interface whereas HashMap implements the Map interface

HashSet cannot have any duplicate value whereas HashMap can contain duplicate values with unique keys.

HashSet contains the only single number of null value whereas HashMap can hold a single null key with n number of null values.

**12) What is the difference between HashMap and TreeMap?**

The differences between the HashMap and TreeMap are given below.

HashMap maintains no order, but TreeMap maintains ascending order.

HashMap is implemented by hash table whereas TreeMap is implemented by a Tree structure.

HashMap can be sorted by Key or value whereas TreeMap can be sorted by Key.

HashMap may contain a null key with multiple null values whereas TreeMap cannot hold a null key but can have multiple null values.

**13) What is the difference between HashMap and Hashtable?**

HashMap and Hashtable both are used to store data in key and value form. Both are using hashing technique to store unique keys.

|  |  |
| --- | --- |
| HashMap | Hashtable |
| 1) HashMap is **non synchronized**. It is not-thread safe and can't be shared between many threads without proper synchronization code. | Hashtable is **synchronized**. It is thread-safe and can be shared with many threads. |
| 2) HashMap **allows one null key and multiple null values**. | Hashtable **doesn't allow any null key or value**. |
| 3) HashMap is a **new class introduced in JDK 1.2**. | Hashtable is a **legacy class**. |
| 4) HashMap is **fast**. | Hashtable is **slow**. |
| 5) We can make the HashMap as synchronized by calling this code Map m = Collections.synchronizedMap(hashMap); | Hashtable is internally synchronized and can't be unsynchronized. |
| 6) HashMap is **traversed by Iterator**. | Hashtable is **traversed by Enumerator and Iterator**. |
| 7) Iterator in HashMap is **fail-fast**. | Enumerator in Hashtable is **not fail-fast**. |
| 8) HashMap inherits **AbstractMap** class. | Hashtable inherits **Dictionary** class. |

**14) What is the difference between Collection and Collections?**

The differences between the Collection and Collections are given below.

The Collection is an interface whereas Collections is a class.

The Collection interface provides the standard functionality of data structure to List, Set, and Queue. However, Collections class is to sort and synchronize the collection elements.

The Collection interface provides the methods that can be used for data structure whereas Collections class provides the static methods which can be used for various operation on a collection.

**15) What is the difference between Comparable and Comparator?**

|  |  |  |
| --- | --- | --- |
| **No.** | **Comparable** | **Comparator** |
| 1) | Comparable provides only one sort of sequence. | The Comparator provides multiple sorts of sequences. |
| 2) | It provides one method named compareTo(). | It provides one method named compare(). |
| 3) | It is found in java.lang package. | It is located in java.util package. |
| 4) | If we implement the Comparable interface, The actual class is modified. | The actual class is not changed. |

**Q.Difference between Hashmap and Concurrent Hashmap?**

[HashMap](https://www.geeksforgeeks.org/java-util-hashmap-in-java/) is the Class which is under Traditional Collection and ConcurrentHashMap is a Class which is under Concurrent Collections, apart from this there are various differences between them which are:

* HashMap is non-Synchronized in nature i.e. HashMap is not Thread-safe whereas ConcurrentHashMap is Thread-safe in nature.
* HashMap performance is relatively high because it is non-synchronized in nature and any number of threads can perform simultaneously. But ConcurrentHashMap performance is low sometimes because sometimes Threads are required to wait on ConcurrentHashMap.
* While one thread is Iterating the HashMap object, if other thread try to add/modify the contents of Object then we will get Run-time exception saying **ConcurrentModificationException**.Whereas In ConcurrentHashMap we wont get any exception while performing any modification at the time of Iteration.

**16) What do you understand by BlockingQueue?**

BlockingQueue is an interface which extends the Queue interface.

It provides concurrency in the operations like retrieval, insertion, deletion.

While retrieval of any element, it waits for the queue to be non-empty. While storing the elements, it waits for the available space.

BlockingQueue cannot contain null elements, and implementation of BlockingQueue is thread-safe.

**Syntax: public** **interface** BlockingQueue<E> **extends** Queue <E>

Note: Java BlockingQueue interface is part of java collections framework and it’s primarily used for implementing producer consumer problem. We don’t need to worry about waiting for the space to be available for producer or object to be available for consumer in BlockingQueue because it’s handled by implementation classes of BlockingQueue.

Java provides several BlockingQueue implementations such as ArrayBlockingQueue, LinkedBlockingQueue, PriorityBlockingQueue, SynchronousQueue etc.

**17) What is the advantage of Properties file?**

If you change the value in the properties file, you don't need to recompile the java class. So, it makes the application easy to manage. It is used to store information which is to be changed frequently. Consider the following example.

**import** java.util.\*;  **import** java.io.\*;

**public** **class** Test {

**public** **static** **void** main(String[] args)**throws** Exception{

    FileReader reader=**new** FileReader("db.properties");

       Properties p=**new** Properties();

    p.load(reader);

       System.out.println(p.getProperty("user"));

    System.out.println(p.getProperty("password"));

}  }  **Output:** system oracle

**18) What does the hashCode() method?**

The hashCode() method returns a hash code value (an integer number).

The hashCode() method returns the same integer number if two keys (by calling equals() method) are identical.

However, it is possible that two hash code numbers can have different or the same keys.

If two objects do not produce an equal result by using the equals() method, then the hashcode() method will provide the different integer result for both the objects.

**19) Why we override equals() method?**

The equals method is used to check whether two objects are the same or not. It needs to be overridden if we want to check the objects based on the property.

For example, Employee is a class that has 3 data members: id, name, and salary. However, we want to check the equality of employee object by the salary. Then, we need to override the equals() method.

**20) How to synchronize List, Set and Map elements?**

Yes, Collections class provides methods to make List, Set or Map elements as synchronized:

|  |
| --- |
| public static List synchronizedList(List l){} |
| public static Set synchronizedSet(Set s){} |
| public static SortedSet synchronizedSortedSet(SortedSet s){} |
| public static Map synchronizedMap(Map m){} |
| public static SortedMap synchronizedSortedMap(SortedMap m){} |

**21) What is the advantage of the generic collection?**

There are three main advantages of using the generic collection.

If we use the generic class, we don't need typecasting.

It is type-safe and checked at compile time.

Generic confirms the stability of the code by making it bug detectable at compile time.

**22) What is hash-collision in Hashtable and how it is handled in Java?**

Two different keys with the same hash value are known as hash-collision. Two separate entries will be kept in a single hash bucket to avoid the collision. There are two ways to avoid hash-collision.

Separate Chaining

Open Addressing

**23) What is the Dictionary class?**

The Dictionary class provides the capability to store key-value pairs.

**24) What is the default size of load factor in hashing based collection?**

The default size of load factor is **0.75**. The default capacity is computed as initial capacity \* load factor. For example, 16 \* 0.75 = 12. So, 12 is the default capacity of Map.

**25) What do you understand by fail-fast?**

The Iterator in java which immediately throws ConcurrentmodificationException, if any structural modification occurs in, is called as a Fail-fast iterator. Fail-fats iterator does not require any extra space in memory.

**26)**[**What is the difference between Array and ArrayList?**](https://www.javatpoint.com/array-vs-arraylist-in-java)

The main differences between the Array and ArrayList are given below.

|  |  |  |
| --- | --- | --- |
| **SN** | **Array** | **ArrayList** |
| 1 | The Array is of fixed size, means we cannot resize the array as per need. | ArrayList is not of the fixed size we can change the size dynamically. |
| 2 | Arrays are of the static type. | ArrayList is of dynamic size. |
| 3 | Arrays can store primitive data types as well as objects. | ArrayList cannot store the primitive data types it can only store the objects. |

**27)**[**What is the difference between the length of an Array and size of ArrayList?**](https://www.javatpoint.com/difference-between-length-of-array-and-size-of-arraylist-in-java)

The length of an array can be obtained using the property of length whereas ArrayList does not support length property, but we can use size() method to get the number of objects in the list.

**Finding the length of the array**

Int [] array = **new** **int**[4];

System.out.println("The size of the array is " + array.length);

**Finding the size of the ArrayList**

ArrayList<String> list=**new** ArrayList<String>();

list.add("ankit");

list.add("nippun");

System.out.println(list.size());

**28)**[**How to convert ArrayList to Array and Array to ArrayList?**](https://www.javatpoint.com/how-to-convert-arraylist-to-array-and-array-to-arraylist-in-java)

We can convert an Array to ArrayList by using the asList() method of Arrays class. asList() method is the static method of Arrays class and accepts the List object. Consider the following syntax:

Arrays.asList(item)

We can convert an ArrayList to Array using toArray() method of the ArrayList class. Consider the following syntax to convert the ArrayList to the List object.

List\_object.toArray(**new** String[List\_object.size()])

**29)**[**How to make Java ArrayList Read-Only?**](https://www.javatpoint.com/how-to-make-java-arraylist-read-only)

We can obtain java ArrayList Read-only by calling the Collections.unmodifiableCollection() method. When we define an ArrayList as Read-only then we cannot perform any modification in the collection through  add(), remove() or set() method.

List<String>fruitList = new ArrayList<String>();

fruitList.add("Mango");

List<String>unmodifiableList= Collections.unmodifiableList(fruitList);

unmodifiableList.add("INDIA");

System.out.println(fruitList);

**30)**[**How to remove duplicates from ArrayList?**](https://www.javatpoint.com/how-to-remove-duplicates-from-arraylist-in-java)

There are two ways to remove duplicates from the ArrayList.

**Using HashSet:** By using HashSet we can remove the duplicate element from the ArrayList, but it will not then preserve the insertion order.

**Using LinkedHashSet:** We can also maintain the insertion order by using LinkedHashSet instead of HashSet.

The Process to remove duplicate elements from ArrayList using the LinkedHashSet:

Copy all the elements of ArrayList to LinkedHashSet.

Empty the ArrayList using clear() method, which will remove all the elements from the list.

Now copy all the elements of LinkedHashset to ArrayList.

**31)**[**How to reverse ArrayList?**](https://www.javatpoint.com/how-to-reverse-arraylist-in-java)

To reverse an ArrayList, we can use reverse() method of Collections class. Consider the following example.

**import** java.util.ArrayList;  **import** java.util.Collection;  **import** java.util.Collections;  **import** java.util.Iterator;

**import** java.util.List;

**public** **class** ReverseArrayList {

**public** **static** **void** main(String[] args) {

     List list = **new** ArrayList<>();

     list.add(10);       list.add(50);       list.add(30);

     Iterator i = list.iterator();       System.out.println("printing the list....");

**while**(i.hasNext())

     {           System.out.println(i.next());       }

     Iterator i2 = list.iterator();

     Collections.reverse(list);       System.out.println("printing list in reverse order....");

**while**(i2.hasNext())

     {

         System.out.println(i2.next());

     }

    }

}

**32)**[**How to sort ArrayList in descending order?**](https://www.javatpoint.com/how-to-sort-java-arraylist-in-descending-order)

To sort the ArrayList in descending order, we can use the reverseOrder method of Collections class. Consider the following example.

**import** java.util.ArrayList;

**import** java.util.Collection;

**import** java.util.Collections;

**import** java.util.Comparator;

**import** java.util.Iterator;

**import** java.util.List;

**public** **class** ReverseArrayList {

**public** **static** **void** main(String[] args) {

     List list = **new** ArrayList<>();

     list.add(10);       list.add(50);       list.add(30);       list.add(60);       list.add(20);       list.add(90);

     Iterator i = list.iterator();

     System.out.println("printing the list....");

**while**(i.hasNext())

     {

         System.out.println(i.next());

     }

    Comparator cmp = Collections.reverseOrder();

    Collections.sort(list,cmp);

     System.out.println("printing list in descending order....");

     Iterator i2 = list.iterator();

**while**(i2.hasNext())

     {

         System.out.println(i2.next());

     }

}

}

**33)**[**How to synchronize ArrayList?**](https://www.javatpoint.com/how-to-synchronize-arraylist-in-java)

We can synchronize ArrayList in two ways.

Using Collections.synchronizedList() method

Using CopyOnWriteArrayList<T>

**34)**[**When to use ArrayList and LinkedList?**](https://www.javatpoint.com/when-to-use-arraylist-and-linkedlist-in-java)

LinkedLists are better to use for the update operations whereas ArrayLists are better to use for the search operations.

========================================= After Print =================================================

**All In Details**

**LinkedList:**

Java LinkedList class uses a doubly linked list to store the elements. It provides a linked-list data structure. It inherits the AbstractList class and implements List and Deque interfaces.

The important points about Java LinkedList are:

* Java LinkedList class can contain duplicate elements.
* Java LinkedList class maintains insertion order.
* Java LinkedList class is non synchronized.
* In Java LinkedList class, manipulation is fast because no shifting needs to occur.
* Java LinkedList class can be used as a list, stack or queue.

### Hierarchy of LinkedList class

As shown in the above diagram, Java LinkedList class extends AbstractSequentialList class and implements List and Deque interfaces.

# Java TreeSet class

![TreeSet class hierarchy](data:image/png;base64,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)

Java TreeSet class implements the Set interface that uses a tree for storage. It inherits AbstractSet class and implements the NavigableSet interface. The objects of the TreeSet class are stored in ascending order.

The important points about Java TreeSet class are:

* Java TreeSet class contains unique elements only like HashSet.
* Java TreeSet class access and retrieval times are quiet fast.
* Java TreeSet class doesn't allow null element.
* Java TreeSet class is non synchronized.
* Java TreeSet class maintains ascending order.

### Hierarchy of TreeSet class

As shown in the above diagram, Java TreeSet class implements the NavigableSet interface. The NavigableSet interface extends SortedSet, Set, Collection and Iterable interfaces in hierarchical order.

TreeSet<Integer> set=**new** TreeSet<Integer>();

set.add("Ajay");

System.out.println("Traversing element through Iterator in descending order");

Iterator i=set.descendingIterator();

**while**(i.hasNext())

{

System.out.println(i.next());

}

System.out.println("Highest Value: "+set.pollFirst());

System.out.println("Lowest Value: "+set.pollLast());

**Note:** TreeSet example where we are adding books to set and printing all the books. The elements in TreeSet must be of a Comparable type. String and Wrapper classes are Comparable by default. To add user-defined objects in TreeSet, you need to implement the Comparable interface.

# Java EnumSet class

Java EnumSet class is the specialized Set implementation for use with enum types. It inherits AbstractSet class and implements the Set interface.

**EnumSet class hierarchy**

The hierarchy of EnumSet class is given in the figure given below.

**EnumSet class declaration**

Let's see the declaration for java.util.EnumSet class.

**public** **abstract** **class** EnumSet<E **extends** Enum<E>> **extends** AbstractSet<E> **implements** Cloneable, Serializable

**import** java.util.\*;

**enum** days {

  SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY

}

**public** **class** EnumSetExample {

**public** **static** **void** main(String[] args) {

    Set<days> set = EnumSet.of(days.TUESDAY, days.WEDNESDAY);

    // Traversing elements

    Iterator<days> iter = set.iterator();

**while** (iter.hasNext())

      System.out.println(iter.next());

Set<days> set1 = EnumSet.allOf(days.**class**);

      System.out.println("Week Days:"+set1);

      Set<days> set2 = EnumSet.noneOf(days.**class**);

      System.out.println("Week Days:"+set2);

  }

}

o/p:

TUESDAY

WEDNESDAY

Week Days:[SUNDAY, MONDAY, TUESDAY, WEDNESDAY, THURSDAY, FRIDAY, SATURDAY]

Week Days:[]

**Interview Question**

# ConcurrentHashMap in java:

# **Prerequisites:**Need of ConcurrentMap **ConcurrentHashMap** ConcurrentHashMap class is introduced in JDK 1.5, which implements ConcurrentMap as well as Serializable interface also. ConcureentHashMap is enhancement of HashMap as we know that while dealing with Threads in our application HashMap is not a good choice because performance wise HashMap is not upto the mark.

**Key points of ConcurrentHashMap:**

* The underlined data structure for ConcurrentHashMap is Hashtable.
* ConcurrentHashMap class is thread-safe i.e. multiple thread can operate on a single object without any complications.
* At a time any number of threads are applicable for read operation without locking the ConcurrentHashMap object which is not there in HashMap.
* In ConcurrentHashMap, the Object is divided into number of segments according to the concurrency level.
* Default concurrency-level of ConcurrentHashMap is 16.
* In ConcurrentHashMap, at a time any number of threads can perform retrieval operation but for updation in object, thread must lock the particular segment in which thread want to operate.This type of locking mechanism is known as **Segment locking or bucket locking**.Hence at a time 16 updation operations can be performed by threads.
* null insertion is not possible in ConcurrentHashMap as key or value.

**Constructors of ConcurrentHashMap:**

1. **ConcurrentHashMap m=new ConcurrentHashMap();**:Creates a new, empty map with a default initial capacity (16), load factor (0.75) and concurrencyLevel (16).
2. **ConcurrentHashMap m=new ConcurrentHashMap(int initialCapacity);**:Creates a new, empty map with the specified initial capacity, and with default load factor (0.75) and concurrencyLevel (16).
3. **ConcurrentHashMap m=new ConcurrentHashMap(int initialCapacity, float loadFactor);**:  
   Creates a new, empty map with the specified initial capacity and load factor and with the default concurrencyLevel (16).
4. **ConcurrentHashMap m=new ConcurrentHashMap(int initialCapacity, float loadFactor, int concurrencyLevel);**:Creates a new, empty map with the specified initial capacity, load factor and concurrency level.
5. **ConcurrentHashMap m=new ConcurrentHashMap(Map m);**:Creates a new map with the same mappings as the given map.

**// Java program to demonstrate working of ConcurrentHashMap**

**import java.util.concurrent.\*;**

**class ConcurrentHashMapDemo {**

**public static void main(String[] args)**

**{**

**ConcurrentHashMap m = new ConcurrentHashMap();**

**m.put(100, "Hello");**

**m.put(101, "Geeks");**

**m.put(102, "Geeks");**

**// Here we cant add Hello because 101 key**

**// is already present in ConcurrentHashMap object**

**m.putIfAbsent(101, "Hello");**

**// We can remove entry because 101 key**

**// is associated with For value**

**m.remove(101, "Geeks");**

**// Now we can add Hello**

**m.putIfAbsent(103, "Hello");**

**// We cant replace Hello with For**

**m.replace(101, "Hello", "For");**

**System.out.println(m);**

**}**

**}**

### Ways to iterate the elements of the collection in Java(https://www.javatpoint.com/java-arraylist)

There are various ways to traverse the collection elements:

1. By Iterator interface.
2. By for-each loop.
3. By ListIterator interface.
4. By for loop.
5. By forEach() method.
6. By forEachRemaining() method.

**import** java.util.\*;

**class** ArrayList4{

**public** **static** **void** main(String args[]){

    ArrayList<String> list=**new** ArrayList<String>();//Creating arraylist

           list.add("Ravi");//Adding object in arraylist

           list.add("Vijay");

           list.add("Ravi");

           list.add("Ajay");

           System.out.println("Traversing list through List Iterator:");

           //Here, element iterates in reverse order

              ListIterator<String> list1=list.listIterator(list.size());

**while**(list1.hasPrevious())

              {

                  String str=list1.previous();

                  System.out.println(str);

              }

        System.out.println("Traversing list through for loop:");

**for**(**int** i=0;i<list.size();i++)

           {

            System.out.println(list.get(i));

           }

        System.out.println("Traversing list through forEach() method:");

        //The forEach() method is a new feature, introduced in Java 8.

            list.forEach(a->{ //Here, we are using lambda expression

                System.out.println(a);

              });

            System.out.println("Traversing list through forEachRemaining() method:");

              Iterator<String> itr=list.iterator();

              itr.forEachRemaining(a-> //Here, we are using lambda expression

              {

            System.out.println(a);

              });

 }

}

**New**

**How to Compare Two ArrayList in Java**

**There are following ways to compare two ArrayList in Java:**

**(https://www.javatpoint.com/how-to-compare-two-arraylist-in-java)**

* Java equals() method
* Java removeAll() method
* Java retainAll() method
* Java ArrayList.contains() method
* Java contentEquals() method
* Java Stream interface

**Java retainAll() method (returns common elements in both lists)**

**Example:**

ArrayList<String> firstList=**new** ArrayList<String>(Arrays.asList("M", "W", "J", "K", "T"));

List<String> secondList=**new** ArrayList<String>(Arrays.asList("M", "W", "E", "K", "T"));

secondList.retainAll(firstList);

System.out.println(secondList);

Output: [M, W, K, T] // common elements

OR

ArrayList<String> firstList = new ArrayList<String>(Arrays.asList("Java", "Python", "Ruby", "Go"));

ArrayList<String> secondList = new ArrayList<String>(Arrays.asList("Java", "Python", "Ruby", "Go", "Perl"));

// Finds common elements

System.out.print("Common elements: " +firstList.stream().filter(secondList::contains).collect(Collectors.toList()));

Output: Common elements: [Java, Python, Ruby, Go]

**Q: How to remove duplicates from ArrayList in Java?**

public class RemoveDuplicateArrayList {

public static void main(String[] args) {

List<String> list = new ArrayList<String>();

l.add("Mango");

l.add("Banana");

l.add("Mango");

l.add("Apple");

System.out.println(l.toString());

Set<String> s = new LinkedHashSet<String>(list);

System.out.println(s);

}

}

# Java Map Interface

A map contains values on the basis of key, i.e. key and value pair. Each key and value pair is known as an entry. A Map contains unique keys.

A Map is useful if you have to search, update or delete elements on the basis of a key.

## Java Map Hierarchy

There are two interfaces for implementing Map in java: Map and SortedMap, and three classes: HashMap, LinkedHashMap, and TreeMap. The hierarchy of Java Map is given below:
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A Map doesn't allow duplicate keys, but you can have duplicate values. HashMap and LinkedHashMap allow null keys and values, but TreeMap doesn't allow any null key or value.

A Map can't be traversed, so you need to convert it into Set using keySet() or entrySet() method.

|  |  |
| --- | --- |
| HashMap | HashMap is the implementation of Map, but it doesn't maintain any order. |
| LinkedHashMap | LinkedHashMap is the implementation of Map. It inherits HashMap class. It maintains insertion order. |
| TreeMap | TreeMap is the implementation of Map and SortedMap. It maintains ascending order. |

Ques: How to Sort HashMap in Java.( <https://www.javatpoint.com/how-to-sort-hashmap-in-java>)

There are following ways to sort HashMap by keys:

* By using TreeMap
* By using LinkedHashMap

When we use LinkedHashMap, we should follow the process:

When we use LinkedHashMap, then we need to get Key set. Convert the Set into List, sort the list and then add the sorted list into LinkedHashMap in the same order. The same process we have done in the example Sort HashMap by Value.

**Q: Internal working of ArrayList or How add(Object) method works internally in ArrayList in Java.**

*ArrayList****internally uses  array******object****to add(or store) the elements. In other words, ArrayList is backed by Array data -structure.The array of ArrayList is****resizable (or dynamic).***

**Q: Internal working of Hashset?**

**Difference Between Concurrent Hashmap Vs Synchronized Hashmap**

[**https://www.naukri.com/code360/library/difference-between-concurrent-hashmap-vs-synchronized-hashmap**](https://www.naukri.com/code360/library/difference-between-concurrent-hashmap-vs-synchronized-hashmap)

**Introduction**

**This blog will discuss the differences between Concurrent Hashmap and Synchronized Hashmap or concurrent hashmap vs synchronized hashmap. But before we learn about these two hashmaps, let us understand the hashmap in general.**

**A Haspmap is one data structure that allows the programmer to store the data in a set of key and value pairs. Key value pairs mean we can access a particular value in a Hashmap with the help of its assigned key.**

**Example**

|  |  |
| --- | --- |
| **KEY** | **VALUE** |
| **12** | **“Car”** |
| **32** | **“Bike”** |
| **13** | **“Cycle”** |

**Hashmap**

This block is an example of a hashmap, and with the help of a key, you can access a particular value like key = 12 has value car mapped to it.

**ConcurrentHashMap**

ConcurrentHashMap is part of the Java Collections Framework introduced in Java 5. It provides thread-safe access to a hash map, allowing multiple threads to read and write concurrently without external synchronization. It achieves this concurrency by dividing the map into segments, and each segment is managed independently with its own lock. This means that multiple threads can access different segments of the map concurrently, improving concurrency and scalability.

**Synchronized HashMap**

A synchronized HashMap is a regular HashMap wrapped with synchronization mechanisms to make it thread-safe. This is typically achieved by using external synchronization, such as the synchronized keyword or using locks. Every method that modifies the map (e.g., put, remove, etc.) is synchronized, ensuring that only one thread can modify the map at a time.

**Need for Concurrent and Synchronized Hashmap**

Even though we have a hashmap, why do we still need a concurrent and synchronized hashmap?

Normal hashmap is ineffective when working in a concurrent multithreaded environment, and thread safety is a priority. Concurrency means running more than one program or application in parallel with the help of threads. Threads are a light weighted processes in a process.

The alternative to this problem was a concurrent and synchronized hashmap. We can work in a concurrent multithreading environment with the help of concurrent hashmap and synchronized hashmap.

Now let's talk about concurrent hashmap vs synchronized hashmap, which is our main focus for this blog. We will discuss some points to clarify the concurrent hashmap vs synchronized hashmap. Also, we implement both of the classes in a java program to have a proper understanding of concurrent hashmap vs synchronized hashmap.

**Concurrent Hashmap vs Synchronized Hashmap**

| **Concurrent Hashmap** | **Synchronized Hashmap** |
| --- | --- |
| **We need to include the java.util.concurrent to implement the concurrent hashmap interface.\* class in java.** | **To implement a synchronized hashmap, we need to include the method available in the collection class, java.util.Collections.synchronizedMap;** |
| **We cannot add null key-value pair in the concurrent hashmap.** | **We can add null key-value pair in the synchronized hashmap.** |
| **We can perform the read and write operation concurrently in a concurrent hashmap that performs better.** | **Concurrent behavior is not available in the synchronized hashmap completely.** |
| **Concurrent hashmap is scalable.** | **Synchronized hashmap is not scalable.** |
| **Thread safety in concurrent hashmap is not applied on the whole object, but at the bucket, a level called fragments.** | **Synchronized hashmap is thread-safe and is applied on a whole object.** |

The above points cover the concurrent hashmap vs synchronized hashmap. Now let's discuss the implementation of concurrent and synchronized hashmap so you can better understand the topic of concurrent hashmap vs synchronized hashmap.

**Implementation**

* **Java**

**import java.util.Collections;**

**import java.util.HashMap;**

**import java.util.Map;**

**import java.util.concurrent.ConcurrentHashMap;**

**public class Main**

**{**

**public static void main(String[] args) {**

**/\* Initializing a synchronized Hashmap interface\*/**

**Map<Integer,String> syncMap = Collections.synchronizedMap(new HashMap<Integer, String>());**

**/\*Try catch block demonstrate the synchronized hashmap \*/**

**try {**

**syncMap.put(null,null);**

**} catch(Exception e) {**

**System.out.println("error in syncMap");**

**}**

**/\* Initializing a concurrent Hashmap interface\*/**

**ConcurrentHashMap<Integer, String> concMap = new ConcurrentHashMap<>();**

**try {**

**concMap.put(null,null);**

**} catch(Exception e) {**

**System.out.println("null key-value pair is invalid in ConcurrentHashMap");**

**}**

**}**

**}**

[**Run Code**](https://www.naukri.com/code360/online-compiler/online-java-compiler)

**![output](data:image/png;base64,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)**

**The above programs show how we can implement both concurrent and synchronized hashmaps. As mentioned in the blog, to implement a synchronized hashmap, you need to import the collection class in java and the concurrent class to implement a concurrent hashmap.**

**This program shows that we can use null key-value pair in a synchronized hashmap but not in a concurrent hashmap which is one of the differences in concurrent hashmap vs synchronized hashmap.**

**With all the mentioned points and content, we hope you have understood the concurrent hashmap vs synchronized hashmap means the difference between them.**