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# Introduction

This lab is to introduces you to the Object-Oriented programming in python. You have learned structural/functional programming in the last 2 weeks. We will now look at classes and objects, functions and methods and the advantages of using them.

# Objectives of the lab

At the end of this lab you will have learnt the following:

* Classes and objects
* Functional programming
* Object oriented programming
* Classes and Functions
* Classes and Methods
* Difference between classes and methods
* Built-in methods
* Constructors, Inheritance and Encapsulation

# Classes and objects

## Getting started with Classes and Objects

**class:** A user-defined type. A class definition creates a new class object.

**class object:** An object that contains information about a user-defined type. The class object can be used to create instances of the type.

**instance:** An object that belongs to a class.

**attribute:** One of the named values associated with an object.

**embedded (object):** An object that is stored as an attribute of another object.

**shallow copy:** To copy the contents of an object, including any references to embedded objects; implemented by the copy function in the copy module.

**deep copy:** To copy the contents of an object as well as any embedded objects, and any objects embedded in them, and so on; implemented by the deepcopy function in the copy module.

**object diagram:** A diagram that shows objects, their attributes, and the values of the attributes.

class Point(object): #creates a new class

"""Represents a point in 2-D space."""

>>> print Point

<class '\_\_main\_\_.Point'>

>>> blank = Point() # creating an instance of a “Point” object

>>> print blank

<\_\_main\_\_.Point instance at 0xb7e9d3ac>

>>> blank.x = 3.0

>>> blank.y = 4.0

**Object Diagram**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAIcAAAA/CAQAAAEXcCMPAAAABGdBTUEAALGPC/xhBQAAAAFzUkdCAK7OHOkAAAAgY0hSTQAAeiYAAICEAAD6AAAAgOgAAHUwAADqYAAAOpgAABdwnLpRPAAAAAJiS0dEAP+Hj8y/AAAACXBIWXMAAA9hAAAPYQGoP6dpAAAD/UlEQVR42u1bPY7iMBQ2i7Q0KTZouilGGikXgAukSD0SBTeIuMEIcQOXabkCKfYAOQAU0e4JqLfjCl772TGGOMH5IQngZ8EASZzPX56fv2d7EKplyY3jB3Jd+FUBIvSFafmbHYjpy5GnGNRS9xR2I692LW1Y/jbunv3OGEHACj6QmTzoK6cY1FL1FL+FWrSucaINOUKT7m+JOdfF7PNXQSXOxSUxvHvCkYw4MUdyo5KQRDkkh6pI/KZIPr5vl7cv1I0xJ9sit5mzbdGa+hFGvZqJl/CwdAYaNKmE9ZyjrATL8o+fpLqap3x+FwHqfFO3uDmTgkomZGESZc2b86CVZJw4WmJLKpk+C7Em0eTju/kocURzQ+ly53iFRQ9mHTC56M292LzkWwcWtFbmHUTfKiP5DhHhbEwOzekgk0CoxQV+sawPxBGdPrzQKhmQVDgbhs8cQgCjniGQjYwwnqb8IkiOFSEZy4jkVRKNLT+aUAF/6BNITY311ED8EmdtDGRk6KyhdNE7OWtcgxnrrHcEYu3KCMii60xi1T0Mfns+TPKBkn3rHAambcfAQCBH6qQPNvhD2PYJQy8IP1+yn8xbVKn1zd23F0kHByPQTOt0DCOFDsdufYLOd4RZpVVhHufWhTGTwifT7ZdscDdxIQzxBDGVMLCm/EbE+ZNVsriaG1BnCRY5FRaKv54GBpbBJ4OBCx+Lho2RVOI6HfaD/FSAbXIqLIPxKQOPa955VBihkgqUscFvHwIUp8+estFIwQF2WAvDwugZhl8aRRvB8GA61iRuZNG2KIo2ghGTbDXwVhSdanPZ1h7KpOAR5NnwAOydoui4UULdEozIdlgL48LevswWMbpY6LD2bHM0mcLeGSxyvQAdLDta0oyIpScpzQpcyI4CWFw5wXTFTmRLyet4B/cQ3uwl5LGJyNqQzNpejA7mFwn1hRQyxzwdp+4nOq1ZG4S5+5AMr/S2vNOmjHyC1a7h06FugCsb1oI2NtcMn44TTJPu0FrQEcCWD77ZQxVFAWiEVL9fr2T1Y02vTmBjiNsVHSGZ0EQ7ohn/Rs6FsM8RGWkT8Lx3nMf8OexFXgk6zioggF9OFen4pDVtKSGldEwoVKdg5rl4qmJGpvQqNqcSaynx6NFY2dxwvRFZT0dKy1kGIWgy2w6UCp14pgODbDo2WaXS0xEpuzJMS0R88g7zWnk6Nrld2OZ09B5KOcQNdee4pc7CusmUlgnUiMQu3SkUO7LYgdbSYemwdFg6LB2tDLaqljFXpb3T4cOKZlS4lldHlXr0qCq5HkiGsTXTRWURVqZKHUqtQ2scP6IqZa6Mbv5vYPWSNf3BVGkoV9RtKLUji6XD0mFn0h/c/gPUcmeuNt5c+wAAACV0RVh0ZGF0ZTpjcmVhdGUAMjAxNS0xMC0yNlQxNDowODowNy0wNDowMAHH67oAAAAldEVYdGRhdGU6bW9kaWZ5ADIwMTUtMTAtMjZUMTQ6MDg6MDctMDQ6MDBwmlMGAAAAHXRFWHRTb2Z0d2FyZQBHUEwgR2hvc3RzY3JpcHQgOS4wNx2hPKMAAAAASUVORK5CYII=)**

## Task 1

*Create a new class called Point. This class will have a “x” and “y” attribute.*

*write a function called* distance\_between\_points *that takes two Points as arguments and returns the distance between them.*

*Test you function by instantiating two instances and assigning them x and y attributes of type Int*

## Task 2

*Create a new class called Rectangle, this class will have width, height and corner attributes. The corner attribute is an instance of the Point class created in Q1.*

*The object diagram of an instance of the class is below:*
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* *Write a function called “find\_center” that takes a Rectangle has an argument and returns a Point that returns a Point that contains the coordinates of the center of the Rectangle. (Assuming the corner of the rectangle is on the origin)*
* *Write a function named move\_rectangle that takes a Rectangle and two numbers named dx and dy. It should change the location of the rectangle by adding dx to the x coordinate of corner and adding dy to the y coordinate of corner.*
* *Write a version of move\_rectangle that creates and returns a new Rectangle instead of modifying the old one.*

# Classes and Functions

## Important concepts

**prototype and patch:** A development plan that involves writing a rough draft of a program, testing, and correcting errors as they are found.

**planned development:** A development plan that involves high-level insight into the problem and more planning than incremental development or prototype development.

**pure function:** A function that does not modify any of the objects it receives as arguments. Most pure functions are fruitful.

**modifier:** A function that changes one or more of the objects it receives as arguments. Most modifiers are fruitless.

**functional programming style:** A style of program design in which most of functions are pure.

**invariant:** A condition that should always be true during the execution of a program.

## Task 3

*Write a function called print\_time that takes a Time object and prints it in the form hour:minute:second. Hint: the format sequence '%.2d'prints an integer using at least two digits, including a leading zero if necessary. Bonus: Try to use the “format” method of String objects*

## Task 4

*Write a boolean function called is\_after that takes two Time objects, t1 and t2, and returns True if t1 follows t2 chronologically and False otherwise. Challenge: don’t use an if statement.*

*(finish task 6, before you look at the code that follows!)*

# Classes and Methords

## Important concepts

**object-oriented language:** A language that provides features, such as user-defined classes and method syntax, that facilitate object-oriented programming.

**object-oriented programming:** A style of programming in which data and the operations that manipulate it are organized into classes and methods.

**method:** A function that is defined inside a class definition and is invoked on instances of that class.

**subject**: The object a method is invoked on.

**operator overloading:** Changing the behavior of an operator like + so it works with a user-defined type.

**type-based dispatch:** A programming pattern that checks the type of an operand and invokes different functions for different types.

**polymorphic:** Pertaining to a function that can work with more than one type.

**information hiding:** The principle that the interface provided by an object should not depend on its implementation, the representation of its attributes

## REFERENCE: BASIC OBJECT CUSTOMIZATIONS

*This list is not exhaustive, visit the python documentation for more:*

object.**\_\_new\_\_**(cls[, ...])

Called to create a new instance of class cls. [\_\_new\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__new__) is a static method (special-cased so you need not declare it as such) that takes the class of which an instance was requested as its first argument. The remaining arguments are those passed to the object constructor expression (the call to the class). The return value of [\_\_new\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__new__) should be the new object instance (usually an instance of cls).

object.**\_\_init\_\_**(self[, ...])

Called after the instance has been created (by [\_\_new\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__new__)), but before it is returned to the caller. The arguments are those passed to the class constructor expression. If a base class has an [\_\_init\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__init__) method, the derived class’s [\_\_init\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__init__) method, if any, must explicitly call it to ensure proper initialization of the base class part of the instance; for example: BaseClass.\_\_init\_\_(self,[args...]).

Because [\_\_new\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__new__) and [\_\_init\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__init__) work together in constructing objects ([\_\_new\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__new__) to create it, and [\_\_init\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__init__) to customise it), no non-None value may be returned by [\_\_init\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__init__); doing so will cause a [TypeError](https://docs.python.org/2/library/exceptions.html" \l "exceptions.TypeError" \o "exceptions.TypeError) to be raised at runtime.

object.**\_\_del\_\_**(self)

Called when the instance is about to be destroyed. This is also called a destructor. If a base class has a [\_\_del\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__del__) method, the derived class’s [\_\_del\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__del__) method, if any, must explicitly call it to ensure proper deletion of the base class part of the instance. Note that it is possible (though not recommended!) for the [\_\_del\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__del__) method to postpone destruction of the instance by creating a new reference to it. It may then be called at a later time when this new reference is deleted. It is not guaranteed that [\_\_del\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__del__) methods are called for objects that still exist when the interpreter exits.

object.**\_\_repr\_\_**(self)

Called by the [repr()](https://docs.python.org/2/library/functions.html" \l "repr" \o "repr) built-in function and by string conversions (reverse quotes) to compute the “official” string representation of an object. If at all possible, this should look like a valid Python expression that could be used to recreate an object with the same value (given an appropriate environment). If this is not possible, a string of the form <...some useful description...> should be returned. The return value must be a string object. If a class defines [\_\_repr\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__repr__) but not [\_\_str\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__str__), then [\_\_repr\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__repr__) is also used when an “informal” string representation of instances of that class is required.

This is typically used for debugging, so it is important that the representation is information-rich and unambiguous.

object.**\_\_str\_\_**(self)

Called by the [str()](https://docs.python.org/2/library/functions.html" \l "str" \o "str) built-in function and by the [print](https://docs.python.org/2/reference/simple_stmts.html#print) statement to compute the “informal” string representation of an object. This differs from [\_\_repr\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__repr__) in that it does not have to be a valid Python expression: a more convenient or concise representation may be used instead. The return value must be a string object.

object.**\_\_lt\_\_**(self, other) , object.**\_\_le\_\_**(self, other), object.**\_\_eq\_\_**(self, other), object.**\_\_ne\_\_**(self, other), object.**\_\_gt\_\_**(self, other), object.**\_\_ge\_\_**(self, other)

These are the so-called “rich comparison” methods, and are called for comparison operators in preference to [\_\_cmp\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__cmp__) below. The correspondence between operator symbols and method names is as follows:

 x<y calls x.\_\_lt\_\_(y),

x<=y calls x.\_\_le\_\_(y),

 x==y calls x.\_\_eq\_\_(y),

 x!=y and x<>y call x.\_\_ne\_\_(y),

x>y calls x.\_\_gt\_\_(y), and

 x>=y calls x.\_\_ge\_\_(y).

object.**\_\_cmp\_\_**(self, other)

Called by comparison operations if rich comparison (see above) is not defined. Should return a negative integer if self < other, zero if self == other, a positive integer if self > other. If no [\_\_cmp\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__cmp__), [\_\_eq\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__eq__) or [\_\_ne\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__ne__) operation is defined, class instances are compared by object identity (“address”). See also the description of [\_\_hash\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__hash__) for some important notes on creating [hashable](https://docs.python.org/2/glossary.html" \l "term-hashable) objects which support custom comparison operations and are usable as dictionary keys

object.**\_\_hash\_\_**(self)

Called by built-in function [hash()](https://docs.python.org/2/library/functions.html#hash) and for operations on members of hashed collections including [set](https://docs.python.org/2/library/stdtypes.html#set), [frozenset](https://docs.python.org/2/library/stdtypes.html" \l "frozenset" \o "frozenset), and [dict](https://docs.python.org/2/library/stdtypes.html#dict). [\_\_hash\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__hash__)should return an integer. The only required property is that objects which compare equal have the same hash value; it is advised to mix together the hash values of the components of the object that also play a part in comparison of objects by packing them into a tuple and hashing the tuple. Example:

object.**\_\_nonzero\_\_**(self)

Called to implement truth value testing and the built-in operation bool(); should return False or True, or their integer equivalents 0 or1. When this method is not defined, [\_\_len\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__len__) is called, if it is defined, and the object is considered true if its result is nonzero. If a class defines neither [\_\_len\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__len__) nor [\_\_nonzero\_\_()](https://docs.python.org/2/reference/datamodel.html#object.__nonzero__), all its instances are considered true.

object.**\_\_unicode\_\_**(self)

Called to implement [unicode()](https://docs.python.org/2/library/functions.html" \l "unicode" \o "unicode) built-in; should return a Unicode object. When this method is not defined, string conversion is attempted, and the result of string conversion is converted to Unicode using the system default encoding.

## Task 5

*Write an init method for the Point class that takes x and y as optional parameters and assigns them to the corresponding attributes.*

* *Write a str method for the Point class. Create a Point object and print it.*
* *Write an add method for the Point class.*

## Task 6

*Write an add method for Points that works with either a Point object or a tuple:*

* *If the second operand is a Point, the method should return a new Point whose x coordinate is the sum of the x coordinates of the operands, and likewise for the y coordinates.*
* *If the second operand is a tuple, the method should add the first element of the tuple to the x coordinate and the second element to the y coordinate, and return a new Point with the result.*

## Task 7

*This exercise is a cautionary tale about one of the most common, and difficult to find, errors in Python. Write a definition for a class named Kangaroo with the following methods:*

1. *An \_\_init\_\_ method that initializes an attribute named pouch\_contents to an empty list.*
2. *A method named put\_in\_pouch that takes an object of any type and adds it to pouch\_contents.*
3. *A \_\_str\_\_ method that returns a string representation of the Kangaroo object and the contents of the pouch.*

*Test your code by creating two Kangaroo objects, assigning them to variables named kanga and roo, and then adding roo to the contents of kanga’s pouch.*

## Task 8

*Write an add method for Points that works with either a Point object or a tuple:*

* *If the second operand is a Point, the method should return a new Point whose x-coordinate is the sum of the x coordinates of the operands, and likewise for the y-coordinates.*
* *If the second operand is a tuple, the method should add the first element of the tuple to the x coordinate and the second element to the y coordinate, and return a new Point with the result.*

# Inheritance

Inheritance is a common practice (in object programming) of passing attributes and methods from the superclass (defined and existing) to a newly created class, called the subclass.

In other words, inheritance is a way of building a new class, not from scratch, but**by using an already defined repertoire of traits**. The new class inherits (and this is the key) **all the already existing equipment**, but **is able to add some new** ones if needed. Thanks to that, it’s possible to build more specialized (more concrete) classes using some sets of predefined general rules and behaviors.

The most important factor of the process is the relation between the superclass and all of its subclasses (note: if B is a subclass of A and C is a subclass of B, this also means than C is a subclass of A, as the relationship is fully transitive).

class Vehicle:

pass

class LandVehicle(Vehicle):

pass

class TrackedVehicle(LandVehicle):

pass

A very simple example of two-level inheritance is presented here above

All the presented classes are empty , as we’re going to show how the mutual relations between the super- and subclasses work.

We can say that:

*The Vehicle class is the superclass for both the LandVehicle and TrackedVehicle classes;*

*The LandVehicle class is a subclass of Vehicle and a superclass of TrackedVehicle at the same time;*

*The TrackedVehicle class is a subclass of both the Vehicle and LandVehicle classes.*

The above knowledge comes from reading the code (in other words, we know it because we can see it). Does Python know the same? Is it possible to ask it about it? Yes, it is.

*Python offers a function which is able to identify a relationship between two classes, and although its diagnosis isn’t complex, it can check if a particular class is a subclass of any other class.*

*>> issubclass(class1, class2)*

*The function returns True if class1 is a subclass of class2, and False otherwise.*

## Task 9

Read the following code and fill in the table below with either True or False:

class Vehicle:

pass

class LandVehicle(Vehicle):

pass

class TrackedVehicle(LandVehicle):

pass

for cl1 in [Vehicle, LandVehicle, TrackedVehicle]:

for cl2 in [Vehicle, LandVehicle, TrackedVehicle]:

print(issubclass(cl1,cl2),end='\t')

print()

|  |  |  |  |
| --- | --- | --- | --- |
| ↓ is a subclass of → | Vehicle | LandVehicle | TrackedVehicle |
| Vehicle | True | False | False |
| LandVehicle | True | True | False |
| TrackedVehicle | True | True | True |

As you already know, an object is an incarnation of a class. This means that the object is like a cake baked using a recipe which is included inside the class.

Similarly, it can be crucial if the object does have (or doesn’t have) certain characteristics. In other words, whether it is an object of a certain class or not.

Such a fact could be detected by the function named **isinstance()**

The functions returns True if the object is an instance of the class, or False otherwise.

Being an instance of a class means that the object (the cake) has been prepared using a recipe contained in either the class or one of its superclasses.

Don’t forget: if a subclass contains at least the same equipment as any of its superclasses, it means that objects of the subclass can do the same as objects derived from the superclass, ergo, it’s an instance of its home class and any of its superclasses.

## Task 10:

Read the following code and fill in the table below with either True or False:

class Vehicle:

pass

class LandVehicle(Vehicle):

pass

class TrackedVehicle(LandVehicle):

pass

vehicle = Vehicle()

landvehicle = LandVehicle()

trackedvehicle = TrackedVehicle()

for ob in [vehicle, landvehicle, trackedvehicle]:

for cl in [Vehicle, LandVehicle, TrackedVehicle]:

print(isinstance(ob,cl),end='\t')

print()

|  |  |  |  |
| --- | --- | --- | --- |
| ↓ is instance of → | Vehicle | LandVehicle | TrackedVehicle |
| vehicle | True | False | False |
| landVehicle | True | True | False |
| trackedVehicle | True | True | True |

# how python finds properties and methods

Now we’re going to look at how Python deals with inheriting methods.

Take a look at the example →

class Super:

def \_\_init\_\_(self,name):

self.name = name

def \_\_str\_\_(self):

return "My name is " + self.name + "."

class Sub(Super):

def \_\_init\_\_(self,name):

Super.\_\_init\_\_(self,name)

object = Sub("Bob")

print(object)

There is a class named Super, which defines its own constructor used to assign the object’s property, named name. The class defines the \_\_str\_\_() method, too, which makes the class able to present its identity in clear text form.

The class is next used as a base to create a subclass named Sub. The Sub class defines its own constructor, which invokes the one from the superclass. Note how we’ve done it:

Super.\_\_init\_\_(self,name)

We’ve explicitly named the superclass, and pointed to the method to invoke \_\_init\_\_(), providing all needed arguments.

We’ve instantiated one object of class Sub and printed it.

The code outputs:

My name is Bob.

Note: As there is no \_\_str\_\_() method within the Sub class, the printed string is to be produced within the Super class. This means that the \_\_str\_\_() method has been inherited by the Sub class.

\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*\*

class Super:

def \_\_init\_\_(self,name):

self.name = name

def \_\_str\_\_(self):

return "My name is " + self.name + "."

class Sub(Super):

def \_\_init\_\_(self,name):

super().\_\_init\_\_(name)

object = Sub("Bob")

print(object)

We’ve modified the code to show you another method of accessing any entity defined inside the superclass. In the last example, we explicitly named the superclass. In this example, we make use of the super() function, which accesses the superclass without needing to know its name →

The super() function creates a context in which you don’t have (moreover, you mustn’t) pass the self argument to the method being invoked – this is why it’s possible to activate the superclass constructor using only one argument.

Note: you can use this mechanism not only to invoke the superclass constructor, but also to get access to any of the resources available inside the superclass.

# Assignment

## Task 11

Write Python class representing an IPv4 address.

The IP address class should be instantiated by a four-item list (where the first item in the list is the highest octet in the address) and a mask (should be represented by an integer of value 0 to 32)

the class should have at least the following methods:

* method getNetwork() returns a list representing the network portion of the IP address
* method getMask() return a list representing the mask as four octets (i.e. 255.255....)
* method getAddress() returns a list representing the address

Also implement \_\_str\_\_ to print the IP address

Example:

ipv4 = IP4Addres([10,0,1,7], 24)

net = ipv4.getNetwork()                              # result : [10,0,1,0]

mask = ipv4.getMask()                                 # result : [255,255,255,0]

*[Bonus: Implement a wildcard mask]*

## Task 12

Use the previous class to create functions for a subnet calculator.

The calculator takes a IP address and its mask and produces the following.

* The Network Address
* The Broadcast Address
* The first host
* The last host
* Total number of hosts