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**1.Рекурсия**

Прямая рекурсивная реализация

#include <iostream>

#include <time.h>

using namespace std;

void printTimeSince(clock\_t tStart)

{

printf("Time taken: %.2fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

}

int fib(int n)

{

if (n <= 1)

return n;

return fib(n-1) + fib(n-2);

}

int main ()

{

int n;

cout<<"n=";

cin>>n;

clock\_t tStart = clock();

cout << fib(n)<<endl;

printf("Time taken: %.9fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

return 0;

}

**Метод 2**

Существует более эффективное решение данной задачи с помощью быстрого возведения матрицы в степень. Оно основано на следующем [тождестве](https://ru.wikipedia.org/wiki/%D0%A7%D0%B8%D1%81%D0%BB%D0%B0_%D0%A4%D0%B8%D0%B1%D0%BE%D0%BD%D0%B0%D1%87%D1%87%D0%B8):

![fibonaccimatrix](data:image/png;base64,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)

#include <bits/stdc++.h>

using namespace std;

void multiply(int F[2][2], int M[2][2]);

void power(int F[2][2], int n);

int fib(int n)

{

int F[2][2] = {{1, 1}, {1, 0}};

if (n == 0)

return 0;

power(F, n - 1);

return F[0][0];

}

void power(int F[2][2], int n)

{

if(n == 0 || n == 1)

return;

int M[2][2] = {{1, 1}, {1, 0}};

power(F, n / 2);

multiply(F, F);

if (n % 2 != 0)

multiply(F, M);

}

void multiply(int F[2][2], int M[2][2])

{

int x = F[0][0] \* M[0][0] + F[0][1] \* M[1][0];

int y = F[0][0] \* M[0][1] + F[0][1] \* M[1][1];

int z = F[1][0] \* M[0][0] + F[1][1] \* M[1][0];

int w = F[1][0] \* M[0][1] + F[1][1] \* M[1][1];

F[0][0] = x;

F[0][1] = y;

F[1][0] = z;

F[1][1] = w;

}

void printTimeSince(clock\_t tStart)

{

printf("Time taken: %.2fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

}

int main()

{

int n;

cout<<"n=";

cin>>n;

clock\_t tStart = clock();

cout << fib(n)<<endl;

printf("Time taken: %.9fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

return 0;

}

**Метод 3 – Формула Бине**

Fn=φn−ψn√5,

#include<iostream>

#include<cmath>

#include <time.h>

using namespace std;

int fib(int n) {

double phi = (1 + sqrt(5)) / 2;

return round(pow(phi, n) / sqrt(5));

}

void printTimeSince(clock\_t tStart)

{

printf("Time taken: %.18fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

}

int main ()

{

int n;

cout<<"n=";

cin>>n;

clock\_t tStart = clock();

cout << fib(n)<<endl;

printf("Time taken: %.18fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

return 0;

}

**Метод 4 O(Log n) Time**

If n is even then k = n/2:

F(n) = [2\*F(k-1) + F(k)]\*F(k)

If n is odd then k = (n + 1)/2

F(n) = F(k)\*F(k) + F(k-1)\*F(k-1)

----------------------------------------------------------------------------------------------

#include <iostream>

#include <time.h>

using namespace std;

const int MAX = 10000;

int f[MAX] = {0};

void printTimeSince(clock\_t tStart)

{

printf("Time taken: %.18fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

}

int fib(int n)

{

if (n == 0)

return 0;

if (n == 1 || n == 2)

return (f[n] = 1);

if (f[n])

return f[n];

int k = (n & 1)? (n+1)/2 : n/2;

f[n] = (n & 1)? (fib(k)\*fib(k) + fib(k-1)\*fib(k-1))

: (2\*fib(k-1) + fib(k))\*fib(k);

return f[n];

}

int main()

{

int n;

cout<<"n=";

cin>>n;

clock\_t tStart = clock();

cout << fib(n)<<endl;

printf("Time taken: %.18fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

return 0;

}

Вывод:

Лучший способ реализовать такие алгоритмы - использовать формулы, а не прямые вычисления, такой как рекурсия, потому что, как показывают результаты, для вычисления больших чисел требуется больше времени, просто потому, что программа выполняет много вычислений, чтобы вернуть только один номер. Лучиший метод –> это формула Бине,так как она требует меньше всего памяти и времени,и для всего вычисления требуется лишь 1 формула. Но в то же время 2 3 4 способ близки по времени поэтому 2 и 4 также можно использовать.