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Simon Plouffe explained in [[1](https://bellard.org/pi/pi_n2/pi_n2.html#plo96)] a new algorithm to compute the n'th digit of ![](data:image/gif;base64,R0lGODlhCAAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAcAAAIODI5nEO3MnJkPyqhWywUAOw==)and some other mathematical constants in any base with very little memory. Its running time is ![](data:image/gif;base64,R0lGODlhWQAgAIAAAAAAAL+/vyH5BAEAAAEALAAAAABZACAAAALdjI+py+0PA5ix2osdMDTjuXliEnYjVIbnCK5qk64cynQvR7WIqZn89VvwYpLX0Hh72JKRYO2whEKTvgrRSbOqQMgiddu8MmEzrXLjrE65W11x52bn4GwSLag7EmtgqQQHuBY4dYbXRrInlDj31kjoOMhn+OgHqRBFmJP4F2l56YZzSAmKGKnp0xUKV5hK2cioWMn5tfrWyvfK1Irl1YbKVTb4M7Yj+CSDm2nB29mDLFTKXKz0QeyyJ+1Z+vGsOJyl0S0+Tl5ufo6err7O3u7+Dh8vP09fb3+Pn68vXwAAOw==). We present here an improvement of this algorithm whose running time is ![](data:image/gif;base64,R0lGODlhKAAcAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAoABwAAAJtjI+pawAMY3yBynldpfa49yXa1XDdWCJodnpd2pDlCa5wJeP6xiso/fmFVD3VaDW0LYI+i+34Wg6NLlFVwjQ6aa6oaFq89TReKnRJFTO25V0uTVLm2ms6RI59e/T8vv8PGCg4SFhoeIiYqChRAAA7)while its memory requirements stay ![](data:image/gif;base64,R0lGODlhHwAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAfABgAAAJRjI8ZoMgJ4pLuGXrtrDzje3xZqIhSpI0glJ6pupQvI05PjaNyOPc5v2OZMD+hZhjkUGoxHurobKykQCrLOsVWpUzsy6ENi8fksvmMTqvX7HIBADs=), which makes it practical to compute the millionth digit of ![](data:image/gif;base64,R0lGODlhCAAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAcAAAIODI5nEO3MnJkPyqhWywUAOw==)for example.

**Application**

Given

![](data:image/gif;base64,R0lGODlhQAE5AIAAAAAAAL+/vyH5BAEAAAEALAAAAABAATkAAAL+jI+py+0Po5y02ouzA7r7D4biSJamxp3qyrbuC4MpAtSpPZt1zPf+D0zkDLcdkTUMKpfMZgSHUxhbU6f1il0mZ7bjpUrshsXZsvlc2oqj3yH3AEXL5/RKckQO6wPsuv8PeCcCxvfGVygIqLjIaMeRp1fUOElZubFDmGi5ycnYpdYZKpoGVWqqydBHgzra6gqhmgr59FhlxPqaq4soQQhbm2O4O0w8hltoNwYXV9xcFpsBnepMnSvsIV2tzal5e0z7vS3u1y0ZMjue7mS6QYvnqx4PVNv7IH0KL5Qvzx/zKHvq0rt9C/AZPIgQXb9R/wriEzhwoUQemJ5AzPTQ3cTxjS7MtWvgTUpGe+GecWwU0p5Agm0msTy5CZVCFCXbgHlZD6aumh9wooCj75zOoRR88twzZaYjokxJTvApEuieplRPKF0lgwuwqlyzJmSGbRW9rmSjfQVLU+yhsmzn2LraNq6WG5Ggyr0rQ6UXTASP4v0bFCSzIjL9AlYHNZ9dDIYPp/s2s/FTyY6rJU5EWWNlpoPZTZXyIvPmYmgFywotevSubFEdolY9dCsisPAWm4UN0+MlX7YZp8adu6bt3sC5Cuf5u/jJknBbK1d9+ctz4EZl/5pOffJYWNi7717rPbzN5OJx8yVffvP59Owt8hpRAAA7)

we can use the result of section [2](https://bellard.org/pi/pi_n2/pi_n2.html#res2) because if **p** is a prime number, we notice that

![](data:image/gif;base64,R0lGODlhZgEeAIAAAAAAAL+/vyH5BAEAAAEALAAAAABmAR4AAAL+jI+py+0Po5y02gkyuLz7D4biSJbmSW6GirbuC8fyTI/Zytb6zvf+X7utgMSi8YhECjXMpPMJjUoZLA1uis1qtzDhNeDlisfk8iIMPqDN7LZbqYpX1++6/T7k5BTV722fsAfYMehRCHGYZuNQSIc35oh4yLQ09xAWWSGYeDmXqTYZyNmQSff5iHVKNRoiqDm4qdeXh0jFx3pbm4tqhnsmg4kbGXuRUxlhuquJDKjKC+XLB2zM2UQqSjH7pdipDIqhxuz97GRFS219DRzIeEqM40W5tAqfTvuNXQ9KeS+P0ByN3I5jYNBtG+ci2Blf74zliddo38GC7HY5VATxH0H+ihoFRrHEEd+wgIaoLVRFTKEcfPn8vAvZUeU2NBtpkvQ4baariR1zslyoS6TJPyB7hpuoMJfKDRn/sbSJsxxTk08n3ZRldNWwfEuTitRJFWbMoeYONhXrLCoNezA3cuPZwmu7iEYvwtqJcWVYR/OO3u0pV6xaIHw1lhV8tVhFcNL2eXocz7C5s/20yoGYDh1NhIOfhF18tMtnQq8Af6Ccjeponmk7+4hsq2VC0IaWAU78trXT26Fpw3WdxB9nlMLF/RQlL1nptlcxlTTLT/Zx4J5JS1opAS8Itp3WNPf9yjujW7qpo3JrPr16LUXXu38f3BP8+fR/HMNdP7/+1NME9xcpAAA7)

where ![](data:image/gif;base64,R0lGODlhLQAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAtABgAAAJojI8Hye2xXgJRWkQvrFrz93VWNopiRlXcmpJNm04G6bpbZGP0hyoqjwv5ZsCdTkYEDXUo4DH5+rFaDJtxNglCmEKsLwZdbpAS1suUiyocXXYHFkqD2lVTyY7P6/f8vv8PGCg4SFhoUAAAOw==)is the multiplicity of **p** in **n**. It comes from the relation

![](data:image/gif;base64,R0lGODlhewEtAIAAAAAAAL+/vyH5BAEAAAEALAAAAAB7AS0AAAL+jI+py+0Po5y02ostyLz37YXiSJbmiaYGqLaaC8fyTNcTuwJ6vtsmzgPper6i8YicAYVEYBLjZLKcz6r1ij0Mt0tqNsIdKojfsvlsW2p7XsYWG10L0fT66F3ussWSKXzMh2c3SHijZdaWsXeVWOj42MeU9+Nn1QiJmYnQpAklJdgZxBdKGrPHVbowtZgaeJkKy7EqGZuzSduKW7vrQcZaExYcXEEWsEojnDxqaMvrrKjWDLzsRv3AJm2tAlpdDNHk/SzugG0866Ot+nq40ryzfheuTiwJP15lv3nNvtgWJ8KtgTcqYbJFyUdPHqAxAo/NuwcHoTlyqCZKe7gmnsL+BP8ASuSoLaAbhh8+QkyxsSGMjiFEgiGR8hs7QDFHljxpCYqpLjBrqup50yJNnUFxJvlokh7IEun2xSvqzyfHXkmNauDUTk5TYzJYtpSq76nHhhKrCrW6kpavX0t3tr0lDAzYrGMBXpvLtShaFw6Lsb3VlWfPuQeVFcxIc1i1u4QTKwO8ly8uv4gXuoU8mBhQxxUtM9asNzKKdzjWVn4rGbWozndfiJU1h6Jr2KJbcDMtVHBa1ebifit7dfGHmRgp2BvorzZVm6JO0+VLcjNo4yphu7zIrE9xzMp/cCf+fJvuurO/Xi7vqfs08OzxXvC6nOiNqLvl/96uPm3AcD7JFd//Hho50clFn23wwNcNfvlB914kugg41Wv/wbUOf1uZF0liEwaxICx/odNfPoe551GFB1ZEYoeFOGSEYckkZEuKJbl4GIExmqUiGuDgaB2N11Un41c+/mhZkDna0Y84LNay5JG7gKNkk7k452SVSD7oIZZWbhmfbFddiMwlYLHGZZnDfRbcH2hmaGabgTUIyZhuzknbah8yxuNmvp1FkZF0bgkmn3HW5OefhgrXWiiE5nloowaNyOgRp3RWqKOOxkTklb9VWkEBADs=)

Hence, if we want the n'th digit of ![](data:image/gif;base64,R0lGODlhCAAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAcAAAIODI5nEO3MnJkPyqhWywUAOw==)in base B, we may use the following algorithm:

* ![](data:image/gif;base64,R0lGODlhmgAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAACaABgAAAL+jI+pywj8mpwr0kttrhF452lYIxrfiCpnsqaQFsZWa85t6bIqnmM43avtQIfS6gELQlTKAI9kfLp+MBtr5pTqUMamdnjlSqjFo+iYNU2Aa2ZZthmHiuCaGb50Cx3htFMNNdVntzcmV1eY9Of3soNHVAaY9iRTOadXuMdmeQlyc9ZRtcgWOciYeWIjxVlZYbp4+maJWVr6OSlaq0tze7f2RXtLaEjC0dfbOaqblbuL9GosBqn5TJz3ikYHS5QKOu0cIyjNV0tKDqUoq26XzFjVGgxcPK4dJL98IXx6v2zedI2PXr4c3ph9Gwjtn7WDChsRDKWtWYYoDX2046cE45UpO118bNRYMaTIkSRLmjyJMqXKlSxbunwJM6bMmTRr2ryJM6fOnTwVFgAAOw==)where ![](data:image/gif;base64,R0lGODlhBQAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAFAAcAAAIJDI6hCKb7XEwFADs=)is a small integer to ensure we have the precision needed ; ![](data:image/gif;base64,R0lGODlhPgAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAA+AAwAAAJajI+py+0GIni02hXh3bzl8HXdtJGaZEoQiaoqE1omSIPsh785NsvI9DrsVkJhz9ZKHmunIHOWSvGULcwvE7vdjKtlzGdk/brEsvPKyaESrq2GDBvZRPTl41UAADs=).
* For each prime number **a** with **2 < a < 2N**, do:
  + ![](data:image/gif;base64,R0lGODlhsgAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAACyABgAAAL+jI+py+0KnoTzRXerzIsf4CXgOCKkQYZaJ6oV+JUmHMM0w90r6vJQL7tkbLNAb4dqIX3J5ixnanh0KypLKY3Qhk7jcWnEInPCafhTvMbAX+Za6gvGz8e2SDzhvs9oqzu9l4e2MXXiJMRTVpKCYRcF6HWTsoVjRnn3g2cYaVgo0+UVKgpGOCYGRTfkUtgUYuWq1+qms0VWpEpKODmpxkSrNatChQuL52tbFlgL2enItstLkfYbKlmMGdnBikVtgzvI93fil6ttOo38Oeq7p64snLy2uZ78nehe3rizHY6Y+ciHHzN44OiYG0REHL58FvY9UWVtE5lm5ACCulcD4qdgieoEMnzhsIqtcOWoLTFpZ5izj2xCvqno8k8Vbm2usbxp8UU8mSfNkFoW6B8knDfn6XKVD2kuoySxYSQKNarUqVSrWr2KNavWrVy7ev0KNqzYsWTLmj2LNq3atWzb3iwAADs=); ![](data:image/gif;base64,R0lGODlhSwAQAIAAAAAAAL+/vyH5BAEAAAEALAAAAABLABAAAAJqjI+py+0AQYAnmiid3rxhmWGX2JXmM4FXWp3ui1CgbH3wvVATzvf76gu6QhmhqXib9T40pEJXsll8JB00ceVYnUFoMTtiMp9EY2t0Jott2LTRS+Sij2g5Dh722BnlPcxbARZzxGaWZIhTAAA7).
  + ![](data:image/gif;base64,R0lGODlhKQAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAApAAwAAAI6jI+py+DAoozOwIlxDTuf64Gc1VGihjzfuJSZqJKn/NS1AueNzbssmZp9hBLdsEjc0XhFz8r3csoMBQA7); ![](data:image/gif;base64,R0lGODlhKAAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAoAAwAAAI7jI+pu+DAomTOwIlnDTtb/x3PxUVdRpbbibBYCpEuN9ajAq9pa/c4H9slZpLc4yUsXm6eZJEGEkVplwIAOw==); ![](data:image/gif;base64,R0lGODlhJgAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAmAAwAAAI5DBCpy+16IHq0mjOv3S+mTIHcN2Fec47kajipqsXiZdZYWLKLzc/Sp9v5OJ5cZ2gpvlAw2o3YbBQAADs=); ![](data:image/gif;base64,R0lGODlhLAAMAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAsAAwAAAI/jB8AyO2f1lOwVkUdtnzKtnyQ2EWaQYIplyHZerQlmmKbZue2x7SyqwvyXMARzCIj/XpHI813m8wiuynRiigAADs=).
  + for **k** in ![](data:image/gif;base64,R0lGODlhJwALAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAnAAsAAAJATACmy4e5Xny02aPg1DjzayDhl3DmB4ohU6IjmJLOOsEXCeWsC6uZ1wHaaiwPyjdUaXySXfEHDeI2TeaSkmtaCgA7)do:
    - ![](data:image/gif;base64,R0lGODlhiQAeAIAAAAAAAL+/vyH5BAEAAAEALAAAAACJAB4AAAL2jI+py40AnJy02ouzi7r7D4YJJJbmiUIqyopkW6lvOMNcVsPbWubsjfHpFhEeDdhCWpQKZs8g7DhP051xVB1KZVhZ8co9eIne7xdK1v44yplb/EDDm7xXuF3OM/L8vn9MJ/dw8xZQEyaINWdoh/eXpUYEhSdGODl4uFcJx8YU9SSRuXGpSGpoyihayjhp1/AJArvIOjLnSWiZyBYXSFoW2nMGdHWZu9lKRsJXeQg4uEj8GsyK64MIGZl9cUdraa2qHb51ilrdiVYorh6UuOr+vB4fg1orqSmPH4pon9/v/w8woMCBBAsaPIgwocKFDBs6fAgxosACADs=); ![](data:image/gif;base64,R0lGODlhpwAiAIAAAAAAAL+/vyH5BAEAAAEALAAAAACnACIAAAL+jI+py63gopy02ouzBtBw9FWh12nmiaZY2ZWBG3EwrNb2vbJQOE79iwsKhwvaqyUzPmZKovO5Wh6STRATivVVg0zdiNr7/S5jrqpMnHnWMm0CTYHbtlr6zZVcH+v4U/tpFwMkWCN35jfoFNjQErPoo/j4prdEdfT1N5X3BnbJSVkkKWGIuNHIgDkFygJSiURitekKJpsVWWulqRq20ydFmQobSms5S3yMnKyMqyv8u8eG19v60Jx4DUdqIqo9Sej86TytG/bMwxOOKurm+DUqXQ0Kbc6KrXqfK0yrKbcu9SGNximA3+QBzMQsDzESYopZ87LtzDQvSs5ZROjNlsZRIZvGsSqzgyE/jNQ2mpwTEhxFfX/GqXN3MmaKU6HU3fEnM+egbKhw4NQp02ERoESLGj2KNKnSpUybOn0KNarUqVSrWr2KNavWrVy7ev0KlmsBADs=); ![](data:image/gif;base64,R0lGODlhzgAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAADOABgAAAL+jI+py+3fAJxB0qss3jz2D26Aho2JGT6oOJKVC65vSteHXMKwPXOai+u0gLziZzdpZZC349GyUtZwQQjTKHouqoirwxv53cAXqkRaCefET7YBOPyeZd4r2j1Gy8cv8v70BoXE9UeYJMiXaKhEZ6eC2KNIRsLop3Zylog5xKnXFLjZufND2gXJwIgZ2rklqRp5GZi5yomqI8UlKroEShv32tj1aVtlpssbSTUc2zeo67xksmgJangIC4sI7bm4Fyw8w4SibX1Na0X9G6KumRb+psrtGGYG+O4O7i5djh5tmU7tT6s8uIj0seeBWT5ZBc/p40dPT0B8WNYlKVPHycVGij4mcqRR7p8VLSM/ljCJcosdPxBJKkxpC6ZMeFNSepy5EKfOnTx7+vwJNKjQoUSLGj2KNKnSpUybOn0KNarUqVSrWoVQAAA7).
    - if ![](data:image/gif;base64,R0lGODlhJQAXAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAlABcAAAJJjI+pi+DAokzOwHkqtlfjd01hAGaSF42QhjJP2pDZmL6KytJnazUV7wL2ZjaRcMY5+nQuEjO4IUan1Kr1is1qt9yu9wsOi8eIAgA7)do: ![](data:image/gif;base64,R0lGODlh5wAgAIAAAAAAAL+/vyH5BAEAAAEALAAAAADnACAAAAL+jI+py+0Po5z0gAvCtVvjCobiSJYm2aFYlnnd2p7yTNd29Zksa+zWDQwKh6XUaLNLKmPEplNmXEQbUyoT8hpmhdent9dNVKVhxtj846aD5a/ukbNG4q4V4iwFn2CpFn7f1AYFJ9gjwXNYKOZB5KN19MeIE2nogFQFY1mJRXdn1wkE6plpBxaVqcCXJKnRSjb5Uyh7+epaqzjnh+vWF+N3t2Y7qmvqi6nKl2rchXyMqLypXKqi58bJEctEG+y5RjfWjAqMLa1arskqZvwWbS1X3Wq03e7tK3xGOQ5PZbmal64PYAhiu7z0ytZNXi1J0wR2m6BNkaBL2tLY45YvlcVpZ+4W9ol2kR6rF+HQJUpm8l+cXuvqcMhIrg5MJ5/MuRw25aMpEAVF9OwINKhQGj+HGj2KNKnSpUybOn0KNarUqVSrWr2KNavWrVy7ev0KNqzYsWTLmj2LNq3atWzbun0LN67cuXTrBi0AADs=).
  + ![](data:image/gif;base64,R0lGODlhiwAPAIAAAAAAAL+/vyH5BAEAAAEALAAAAACLAA8AAAK3jI+py+0PEQCx2ouz3nLyD4bi543mKU6qeqxUVKLJK9dMHHhsXuE2bQu2gCUdzYXz1YA/YWz32j2UMqZF2qBOtbNOy8DtKJGUlZjpUpBzxq8V/HY8eTdk8Hn86ulgNTQqhTVEljZzxJUUF4Knl8gmsTAHRxRHaNc1JEf5c9i4mRSZ2bdZh0Ea6bjU2feYCWooaiZaeuUFCWerOpu3R+QXa6nIB7OGy3apaoQsOygoeZwhLDRNnVAAADs=); ![](data:image/gif;base64,R0lGODlhpgAXAIAAAAAAAL+/vyH5BAEAAAEALAAAAACmABcAAAL+jI+py+0Po0yggnCn3rz7DzqVMYZSppTmyrYLqrpvasn2PUMwntN8/+ugRJbYb4hQFQ81TKZYa76QkaXziYVedS7oyEqShsXJnXMcHmPTPs66WbLGqRSZ0oxJMvVTpnHut8dW5uXFIAY4CENVSKbW2HZGMngWQyd5NYSXpzjVCEYhtbkoGAppcidoeWF5+KaJhjlHZ1TFagZHuiVip8u5isnZFseXG7gbefKkmijpWNflO1oqHKpm6oz3PKkBGrXGjXwY/VXo96dFuG1zGVSlY+4uP8/THrtMn68vXx6+/w+QxSt7AQsabIBv3cGFDBs6fAgxosSJFCtavIgxo8YEjR0KAAA7).
* If we suppose that ![](data:image/gif;base64,R0lGODlhgwAZAIAAAAAAAL+/vyH5BAEAAAEALAAAAACDABkAAAL2jI+pq8APo5w0uYopuItXH4GPiG3ZOZKGWaqNi7DoOtcHLGtwvK99+LMxcMFbMJcSIjubZnH0auqkECeRqgwFlhar89X1GYeXnLnMOYuNz3V1Kxzz1iYSS4bdomlwetqtI+HQlhRzc6jXgCjH15d4t9jHVbVTR+m1hLQ3CMhnCbg5J8npQ4jnNZqCKaIpRornSZqI+DmbCgIZ6aGmd0c41PWVOovK2IuFbEU7mNZsyNYZFwnlGCjYyBRNySMsDQY0SRZe2tOtEWbrja7OLq3p3P4cP4/CakyPnz+Dqd/v/w8woMCBBAsaPIgwocKFDBs6fAgxosICADs=), then, if we neglect rounding errors, ![](data:image/gif;base64,R0lGODlh7wAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAADvABgAAAL+jI+py+3gopy02ouzTnB7D3RBGFLidH6ceqXsW77yI8buEqO3ms9N7+MFh4eTbYcA0oZKoqHpbCGjGmNSAsVNN1nmlhrpjkjF45NEJguLV62a9mahv3I0+LPtHPV881gxN6fV9jT4t3SY0eOnSMcYJfYzFXeYY1mGZ8UGyBfWicVp9BkGWOh5hgISydBltzlCeJlJCFtq+vBKyhlrsitW06tahVSyeDa6Fxp4Y5y7WTwW1wkhuLL7TB2tRJyHSu1Kexy5arhs06Zm2accaIiaCPznqlmcbstB/31ufX0bX78vXC1HKTTVwvSuXZJ67w5SUrRCXZl53xZShLcMoTiDM+oURkPYMV3FjWn0kBS1EGTBiQ3vpLLY4pguSsy+rBM4EOLHcPFOYQhJzmXLKkNxFHUBjtVRZUQTOdOG5SEolUItBAVDR6fQHVelpCxa9UdYXEzCcoXEr+vYtWzbSg2Ssa3cuXTr2r2LN6/evXz7+v0LOLDgwYQLGz6MOLHixYzBFAAAOw==). The number **q** of correct digits depends on ![](data:image/gif;base64,R0lGODlhBQAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAFAAcAAAIJDI6hCKb7XEwFADs=).

The running time is ![](data:image/gif;base64,R0lGODlhKAAcAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAoABwAAAJtjI+pawAMY3yBynldpfa49yXa1XDdWCJodnpd2pDlCa5wJeP6xiso/fmFVD3VaDW0LYI+i+34Wg6NLlFVwjQ6aa6oaFq89TReKnRJFTO25V0uTVLm2ms6RI59e/T8vv8PGCg4SFhoeIiYqChRAAA7)because there are ![](data:image/gif;base64,R0lGODlhPQAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAAA9ABgAAAKXjI8ZoI0AoZtLxSUfo+lWbm1GNooYGJ5od5CtaK6fJ5/029a5qksuPtIJJ4wfZmMcDiMx3o8JjUqnUI2RlBQ2QcwONpYlboFW07M5JnJTmSS6Ft49Xun3Edb93MHmdGrehhQ06ME3B2emN+OEc0YmkxhYkkjogqVEd0cHs/OE2YMUuvYJKTooRopo6eeX6voKGys7S0taAAA7)prime numbers between **2** and **2n** . The memory requirements are, as expected, in ![](data:image/gif;base64,R0lGODlhHwAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAfABgAAAJRjI8ZoMgJ4pLuGXrtrDzje3xZqIhSpI0glJ6pupQvI05PjaNyOPc5v2OZMD+hZhjkUGoxHurobKykQCrLOsVWpUzsy6ENi8fksvmMTqvX7HIBADs=).

**Program C++**

#include <stdlib.h>

#include <stdio.h>

#include <math.h>

#include <time.h>

#ifdef HAS\_LONG\_LONG

#define mul\_mod(a,b,m) (( (long long) (a) \* (long long) (b) ) % (m))

#else

#define mul\_mod(a,b,m) fmod( (double) a \* (double) b, m)

#endif

int inv\_mod(int x, int y)

{

int q, u, v, a, c, t;

u = x;

v = y;

c = 1;

a = 0;

do {

q = v / u;

t = c;

c = a - q \* c;

a = t;

t = u;

u = v - q \* u;

v = t;

} while (u != 0);

a = a % y;

if (a < 0)

a = y + a;

return a;

}

int pow\_mod(int a, int b, int m)

{

int r, aa;

r = 1;

aa = a;

while (1) {

if (b & 1)

r = mul\_mod(r, aa, m);

b = b >> 1;

if (b == 0)

break;

aa = mul\_mod(aa, aa, m);

}

return r;

}

int is\_prime(int n)

{

int r, i;

if ((n % 2) == 0)

return 0;

r = (int) (sqrt(n));

for (i = 3; i <= r; i += 2)

if ((n % i) == 0)

return 0;

return 1;

}

int next\_prime(int n)

{

do {

n++;

} while (!is\_prime(n));

return n;

}

int main(int argc, char \*argv[])

{

clock\_t tStart = clock();

int av, a, vmax, N, n, num, den, k, kq, kq2, t, v, s, i;

double sum;

if (argc < 2 || (n = atoi(argv[1])) <= 0) {

printf("This program computes the n'th decimal digit of \\pi\n"

"usage: pi n , where n is the digit you want\n");

exit(1);

}

N = (int) ((n + 20) \* log(10) / log(2));

sum = 0;

for (a = 3; a <= (2 \* N); a = next\_prime(a)) {

vmax = (int) (log(2 \* N) / log(a));

av = 1;

for (i = 0; i < vmax; i++)

av = av \* a;

s = 0;

num = 1;

den = 1;

v = 0;

kq = 1;

kq2 = 1;

for (k = 1; k <= N; k++) {

t = k;

if (kq >= a) {

do {

t = t / a;

v--;

} while ((t % a) == 0);

kq = 0;

}

kq++;

num = mul\_mod(num, t, av);

t = (2 \* k - 1);

if (kq2 >= a) {

if (kq2 == a) {

do {

t = t / a;

v++;

} while ((t % a) == 0);

}

kq2 -= a;

}

den = mul\_mod(den, t, av);

kq2 += 2;

if (v > 0) {

t = inv\_mod(den, av);

t = mul\_mod(t, num, av);

t = mul\_mod(t, k, av);

for (i = v; i < vmax; i++)

t = mul\_mod(t, a, av);

s += t;

if (s >= av)

s -= av;

}

}

t = pow\_mod(10, n - 1, av);

s = mul\_mod(s, t, av);

sum = fmod(sum + (double) s / (double) av, 1.0);

}

printf("Decimal digits of pi at position %d: %09d\n", n,

(int) (sum \* 1e9));

printf("Time taken: %.9fs\n", (double)(clock() - tStart)/CLOCKS\_PER\_SEC);

return 0;

}

# Results:

# 

**Conclusion**

We have presented an algorithm to compute the n'th digit in any base B of ![](data:image/gif;base64,R0lGODlhCAAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAcAAAIODI5nEO3MnJkPyqhWywUAOw==)whose running time is ![](data:image/gif;base64,R0lGODlhKAAcAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAoABwAAAJtjI+pawAMY3yBynldpfa49yXa1XDdWCJodnpd2pDlCa5wJeP6xiso/fmFVD3VaDW0LYI+i+34Wg6NLlFVwjQ6aa6oaFq89TReKnRJFTO25V0uTVLm2ms6RI59e/T8vv8PGCg4SFhoeIiYqChRAAA7). It has the same running time as other classical methods for computing ![](data:image/gif;base64,R0lGODlhCAAHAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAIAAcAAAIODI5nEO3MnJkPyqhWywUAOw==)(e.g. arctangent formulas), but it uses little memory, it is very simple and does not need high precision computations. It is still slower than the BBP algorithm [[2](https://bellard.org/pi/pi_n2/pi_n2.html#bbp95)], but it works in any base. As described in [[1](https://bellard.org/pi/pi_n2/pi_n2.html#plo96)], the same algorithm may be used to compute other numbers such as ![](data:image/gif;base64,R0lGODlhHAAYAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAcABgAAAJQjI8GydvtFJiHpmmtqijueznayASeKUbZ+UGgWWoVFsJuiXb0HXsYm9NJdLJZLTj8vYxF1a41OzV9wEdUWjXilrjs9gsOi8fksvmMTqvXgQIAOw==), ![](data:image/gif;base64,R0lGODlhDwAOAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAPAA4AAAIgjI8BkK3G3FkqymkvvXDzyCziNj7e93CmSmUO6CJkfBQAOw==), ![](data:image/gif;base64,R0lGODlhDwAOAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAPAA4AAAIhjI8Bmw3G2nmKShgvypLyFDHLGI5KpW1nelqXyHouKGsFADs=), ![](data:image/gif;base64,R0lGODlhDwAOAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAPAA4AAAIgjI8HyQbb0IIxPFudrq/TDHmd4lkfh2XYyVxsEr5OXBUAOw==)and ![](data:image/gif;base64,R0lGODlhHgAeAIAAAAAAAL+/vyH5BAEAAAEALAAAAAAeAB4AAAJTjI+pAe29ooKyRmBzok9LzBygt4HcSBrjqT7UhbYqE9NT+Yaxg+T9GsKJPiZMzYYUFWdJJfMnY014paaFOj1WfKmFtgsOi8fksvmMTqvX7LY7UQAAOw==).